**⚡️🚀Mike’s Daily Paper, 22.11.2024: ⚡️🚀**

**The Unreasonable Ineffectiveness of the Deeper Layers**

📑 **Paper Review:** A Simple Approach to Transformer Layer Pruning

This weekend's paper presents a quite intuitive method for pruning layers in Transformer-based models. As you probably remember, the modern language models and models in other domains (like Computer Vision and Audio) are based on Transformers, which consist of blocks(layers) made up of an attention mechanism and two feed-forward layers (the second one being linear). These also include normalization layers and residual connections (where each layer's output is combined with the previous layer's output).

**🔍 Key Problem:** Modern language models contain dozens of Transformer layers, significantly impacting computation time and resources, especially in generation tasks. This paper proposes a method to prune consecutive transformer layers to reduce computation time. The challenge is selecting which blocks to remove while minimizing accuracy loss.

**📋 Methodology:** Given that the Transformer's computational graph contains multiple residual connections, it's natural to select consecutive blocks that don't contribute significantly to their preceding block's output. In other words, if these blocks' output delta is negligible, they can be removed without seriously impacting performance.

**📊 Implementation:** The authors chose to compare the output of the consecutive transformer layers from layer l+1 to the layer l+n (where n is the number of consecutive blocks to be removed) using a modified cosine distance metric (replacing cos with arccos and dividing by pi to normalize the metric between 0 and 1). Logically, n blocks showing high similarity to their preceding block's output are considered good candidates for pruning. The similarity is computed on the last token representation across a large dataset.

**🔧 Results:** After pruning, the model can undergo light fine-tuning. The authors claim this method can remove up to half of the Transformer layers (in language models) without significant performance degradation.

**💡 Significance**: This approach offers a computationally efficient way to reduce model size while maintaining performance, particularly valuable for deployment in resource-constrained environments.

<https://arxiv.org/abs/2403.17887>

**⚡️🚀Mike’s Daily Paper, 23.11.2024: ⚡️🚀**

**Table Meets LLM: Can Large Language Models Understand Structured Table Data? A Benchmark and Empirical Study**

Today I'm reviewing a paper on a topic I haven't covered in a while - tabular data. The paper examines a fascinating question - do Large Language Models (LLMs) like GPT truly understand structured information in tables?

**Background**

In recent years, LLMs have become an important tool in natural language processing. But while they excel (sort of) at understanding natural language (in text form), their ability to understand information in tabular form hasn't been thoroughly researched, and that's exactly what the researchers are trying to do in this reviewed paper.

**What did the researchers do?**

The researchers developed a new metric called SUC (Structural Understanding Capabilities) that examines models' abilities to understand table structure. The metric includes seven different tasks:

- Table boundary identification

- Specific cell location

- Reverse lookup (location to value)

- Column retrieval

- Row retrieval

- Table size detection

- Merged cells identification

They tested GPT-3.5 and GPT-4 on these tasks using different input formats (HTML, JSON, CSV, and more).

**What did they find?**

The results are surprising! Here are the key points:

- HTML format emerges as the most "comfortable" format for presenting tables to LLMs

- The models showed good capabilities in relatively complex tasks (table boundary identification, merged cells identification) but failed at simple tasks (table size detection, simple row retrieval, single cell search)

- Performance improved significantly with one example (one-shot) compared to zero examples

**The Main Innovation: Self-augmented Prompting**

The researchers developed a new method called "self-augmented prompting" that improves model performance. The method first asks the model to identify critical information in the table (like value ranges) and then uses this information to improve the final answer. This enables quite significant improvement in several benchmarks.

**Summary**

I must say this paper is fascinating. It shows that despite the enormous progress in LLMs, there are still significant gaps in their ability to understand structured information. It reminds us that although these models are impressive, they're still far from true human understanding of structures and relationships between data.

The researchers did a good job developing metrics and methods that will help the community continue to improve these capabilities. Their new prompting method is simple but effective, and that's exactly what we need - practical solutions that can be implemented immediately.

**Final Word**

If you work with tables and LLMs, this paper is a must-read. It provides practical insights and useful tools. The code and data are available on GitHub, so you can start playing with it right away.

It will be particularly interesting to see how these findings influence the next generation of language models. Will we see models specifically designed for understanding structured information?

**⚡️🚀Mike’s Daily Paper, 27.11.2024: ⚡️🚀**

**The Illusion of State in State-Space Models**

This important paper examines the theoretical limitations of State Space Models (SSMs), which emerged as an alternative architecture to transformers for LLMs. The authors demonstrate that despite their seemingly recurrent and stateful design, SSMs (like transformers) are fundamentally limited in their ability to express "continuous" computation, as they cannot compute anything outside the TC0 complexity class. TC0 tasks are defined as those that can be represented with basic Boolean circuits (and threshold and majority vote computations) at finite depth (e.g., addition of numbers, multiplication, or sorting of n numbers). This is the "simplest" class in the circuit complexity hierarchy.

**This means that SSMs cannot solve permutation composition problems that single-layer RNNs are capable of solving.**

**Key Contributions of the Paper:**

1. **Theoretical Analysis**

* Proves that both linear SSMs and Mamba-style SSMs are limited to TC0 computational complexity
* Shows that SSMs cannot solve NC1-complete problems (tasks that can be represented with Boolean operations at logarithmic depth from the problem dimension - number of variables in big-O) such as permutation composition. That is, not finite depth as in TC0.
* Demonstrates that SSMs cannot accurately track chess moves, write complex code, or track entities in narratives.

1. **Empirical Tests Conducted by the Paper:**

* Provides experimental evidence showing that Mamba-style SSMs and transformers struggle with permutation composition tasks
* Shows that SSMs require increasing depth to "handle" longer sequences for modeling "permutative" group operations
* Demonstrates that single-layer RNNs can solve these tasks that SSMs cannot (probably due to linearity between hidden state transfers in SSMs)

1. **Proposed Architectural Improvements:**

* Suggests 2 ways to extend SSMs beyond TC0 limitations: adding non-linearity (RNN-SSM) and making transition matrices input-dependent (WFA-SSM) - a refinement of Mamba that adds non-linearity to matrix A which remained constant in Mamba.

**Impact and Implications of the Paper:**

* Challenges assumptions about SSMs advantages over transformers
* Points to potential hybrid approaches combining different architectures
* Opens new directions for developing architectures with improved expressiveness for natural language processing applications and additional domains
* Emphasizes the importance of theoretical analysis of model architecture suitability for specific tasks it's designed to solve

**Summary:**The paper contributes both theoretically and practically to understanding neural network architectures. The rigorous theoretical analysis, combined with supporting empirical evidence, provides important insights regarding the fundamental limitations of SSMs. While some theoretical results rely on complexity theoretical assumptions, the practical implications are well supported by empirical evidence.

<https://arxiv.org/abs/2404.08819>

**⚡️🚀 Mike’s Daily Paper - 28.11.24: ⚡️🚀   
Parameter-Efficient Fine-Tuning with Discrete Fourier Transform**

**Background:** **PeFT**  
Let's start with a quick refresh about parameter-efficient fine-tuning methods. PeFT is a family of methods that enable fine-tuning of large models (particularly language models) using a minimal number of parameters, significantly saving computational resources and memory.

**Background: LoRA:**One of the most popular methods in PeFT, called LoRA, freezes the model weights and trains additional(=delta) matrices for each transformer layer. Each learned additional matrix is low-rank, meaning it can be represented by multiplying two smaller matrices (in the middle dimension of the multiplication).

The main advantage of LoRA is that it allows adapting large models to specific tasks while training only a small portion (say 1% of all parameters), making it particularly efficient. This method has proven especially effective in adapting large language models to specific tasks. Additionally, LoRA enables quick switching between different versions of the fine-tuned model since the small matrices can be stored separately from the original model.

**Proposed Method:**

The central idea is to view the neural network weight changes like an image or signal, and represent them in frequency domain instead of direct values. When we want to fine-tune the model, instead of changing all weights directly (which requires many parameters), we:

1. Predefine sampling points in frequency space where we want to focus. This is like choosing which frequencies we want to keep in compressed delta matrix representation. This is done by selecting a fixed (non-learned) frequency matrix E of size 2xn used to construct the delta matrix representation. This matrix is constant for all transformer layers.
2. Learn a vector c of size n (for each layer) which, when combined with E, builds the additional matrix in frequency domain F (the exact construction method isn't clear in the paper)
3. Pass F through a Gaussian bandpass filter (mainly sampling low frequencies near the matrix center).
4. Transform matrix F to time (regular) domain and use it just like in LoRA

**Advantages of the Proposed Method:**   
The major advantage is that frequencies are a very efficient way to represent information (requiring 2n + Ln weights where L is the number of model layers). Just like we can compress images or music by keeping the most important frequencies, here we can represent complex weight changes using a very small number of frequencies.

**This works well (presumably) because:**

* Weight changes tend to be relatively "smooth", meaning they have a structure that can be well captured with frequencies
* The mathematical basis of Fourier is orthogonal, meaning each frequency adds unique information
* We can predetermine how many frequencies we want to keep, thus directly controlling the parameter count

**Summary:**

Unlike other methods that try to reduce parameter count by limiting matrix rank (like LoRA), this approach looks at the problem from a different angle - through the lens of frequencies, and manages to achieve significantly more compression.

<https://arxiv.org/abs/2405.03003>

**⚡️🚀Mike’s Daily Paper - 29.11.24: ⚡️🚀**   
**In-Context Learning with Long-Context Models: An In-Depth Exploration**

The Paper presents comprehensive empirical research on in-context learning (ICL) with language models having long context windows. As a reminder, with ICL, the model receives several examples demonstrating specific operations and is then asked to perform this operation on new examples.

**New findings about ICL behavior in LLMs with long context windows:**

1. Continuous performance improvement: Significant performance increase when raising the number of demonstration examples from 10 to 1000 examples
2. Reduced order sensitivity: The impact of example order decreases by 50% with 1000 examples compared to 10 (for random arrangement)
3. Decrease in RAG advantage: The advantage of RAG significantly diminishes with more examples
4. Impact of example clustering by categories: Sorting examples by categories becomes more detrimental to performance as the context window grows
5. Efficiency of short attention lengths: Similar performance can be achieved with a relatively short attention mechanism spanning 50-75 examples
6. Comparison to fine-tuning: In-context learning with long context windows typically matches or exceeds fine-tuning with few examples, but fine-tuning wins when there are enough examples.

<https://arxiv.org/abs/2405.00200>

**🚀Mike’s Daily Paper - 30.11.24:**

**⚡️🚀** **Fishing for Magikarp: Automatically detecting under-trained tokens in large language models**

An interesting paper from Cohere, one of the companies developing foundational language models.

**Background:** The paper investigates the interesting issue of under-trained tokens - tokens that appear rarely or not at all in the model's training dataset. One possible reason for the existence of such tokens lies in the fact that the tokenizer vocabulary isn't always built based on the dataset the model is trained on.

The tokenizer vocabulary is built on a much smaller dataset than the model's massive pretraining dataset: building a token vocabulary using existing algorithms on datasets of tens of trillions of tokens isn't computationally feasible. Generally, they choose the "most frequent" subwords in the dataset (including punctuation marks etc.) according to a specific method (today the popular method is Byte-Pair Encoding or BPE, another tokenization method is called WordPiece). The differences between the tokenization dataset and the model training dataset can lead to the creation of strange tokens like \_TheNitrome.

The presence of under-trained tokens leads to several issues, including wasting tokenizer capacity and reducing model efficiency. Additionally, they can cause unwanted outputs and disrupt downstream applications, especially in an era where language models increasingly use external data. Such tokens naturally "invite" various jailbreaks. Although some work has been done on identifying these problematic tokens, there's still a lack of reliable and well-explained automated methods tested across a wide range of models.

**Research Details:** The paper proposes identifying such undertrained tokens through a specific transformation of the unembedding matrix U - the matrix that maps token representations to a vector containing probability distribution for all tokens in the vocabulary.

The authors note that the training loss is minimized when unused tokens are predicted with probability 0, regardless of input, causing their logits to converge to negative infinity. The paper hypothesizes that the model can achieve such input-independent prediction by subtracting a constant vector c from U's rows, leading to a constant negative contribution to the logit values of unused tokens.

[Rest of the technical algorithm details are accurately translated in your previous request]

<https://arxiv.org/abs/2405.05417>

**⚡️🚀Mike’s Daily Paper - 30.11.24: ⚡️🚀**   
**Fishing for Magikarp: Automatically detecting under-trained tokens in large language models**

An interesting paper from Cohere, one of the companies developing foundational language models.

**Background:**

The paper investigates the interesting issue of under-trained tokens - tokens that appear rarely or not at all in the model's training dataset. One possible reason for the existence of such tokens lies in the fact that the tokenizer vocabulary isn't always built based on the dataset the model is trained on.

The tokenizer vocabulary is built on a much smaller dataset than the model's massive pretraining dataset: building a token vocabulary using existing algorithms on datasets of tens of trillions of tokens isn't computationally feasible. Generally, they choose the "most frequent" subwords in the dataset (including punctuation marks etc.) according to a specific method (today the popular method is Byte-Pair Encoding or BPE, another tokenization method is called WordPiece). The differences between the tokenization dataset and the model training dataset can lead to the creation of strange tokens like \_TheNitrome.

The presence of under-trained tokens leads to several issues, including wasting tokenizer capacity and reducing model efficiency. Additionally, they can cause unwanted outputs and disrupt downstream applications, especially in an era where language models increasingly use external data. Such tokens naturally "invite" various jailbreaks. Although some work has been done on identifying these problematic tokens, there's still a lack of reliable and well-explained automated methods tested across a wide range of models.

**Research Details:**

The paper proposes identifying such undertrained tokens through a specific transformation of the unembedding matrix U - the matrix that maps token representations to a vector containing probability distribution for all tokens in the vocabulary.

The authors note that the training loss is minimized when unused tokens are predicted with probability 0, regardless of input, causing their logits to converge to negative infinity. The paper hypothesizes that the model can achieve such input-independent prediction by subtracting a constant vector c from U's rows, leading to a constant negative contribution to the logit values of unused tokens.

**Main Algorithm:**

The authors propose the following algorithm for identifying undertrained tokens:

* Define a set S of tokens suspected to be undertrained (i.e., indices of rows in U)
* Calculate the first principal component c of U as an estimate for the constant component c. Since the softmax function is invariant to constant shifts, care must be taken to remove such a constant component to maximize the separation of unused tokens.
* Remove it to get U′ = U − (c^T\*U)U
* Calculate the average embedding vector of unused tokens u\_oov = U'\_i, i∈S. Calculate the cosine distances (or L2 distance) between u\_oov and the other rows in U′.

Tokens where this distance is relatively small compared to others (in the 2nd percentile, for example) are suspected to be undertrained tokens. The paper cross-validates the probabilities of tokens suspected to be undertrained and shows that they are very small and change very slowly (mainly due to weight decay) consistently throughout training (regardless of input).

<https://arxiv.org/abs/2405.05417>

**Mike’s Daily Paper - 02.12.24:  
Autoregressive Model Beats Diffusion: Llama for Scalable Image Generation**

**History:** Today I'll do a small time travel (from my perspective) and review a paper about computer vision. I used to review these more frequently, but lately most papers I review belong to the NLP domain. It's no secret that today, diffusion models (mostly the latent ones) have largely dominated the visual data generation field (images and video).

However, 3-4 years ago, the situation in the visual domain (particularly generative) was quite different. It included VAEs (Variational AutoEncoders), Normalized Flows, but was predominantly dominated by GANs (Generative Adversarial Networks). There were also interesting combinations of these methods that achieved quite good performance, like VQ-GAN, which combines VAE and GAN.

**Background:** Today's paper revives VQ-GAN and claims that with slight improvements, it can achieve better results than generative diffusion models of similar sizes (parameter count). This is quite a strong claim that requires understanding what the authors added to VQ-GAN, introduced 4 years ago. First, I'll briefly explain how VQ-GAN works ([I reviewed it in detail in Hebrew](https://machinelearning.co.il/11009/vq-gan/)). Basically, VQ-GAN consists of an encoder that encodes image patches in a latent space, a codebook containing many vectors encoding these patches, and a decoder that converts these patch representations (vectors) back into image patches.

After encoding a patch, the closest vector (using L2 distance I believe) is selected from the codebook and fed to the decoder (along with other patch vectors). The encoder and codebook are trained to return vectors as close as possible to each other (there's also stop-gradient involved to “not to optimize too much stuff simultaneously”), and the decoder is trained to reconstruct the image precisely (for each patch separately and for the whole image) measured by perceptual similarity (LPIPS) and includes a GAN loss computed with the discriminator.

**What the Paper Did:** But how do we use this for image generation? After completing VQ-GAN training, they take all the latent representations of images from the dataset and train a transformer decoder to predict patch representation given previous patches. This is where our beloved LLMs come in, as the authors train one of the Llamas for this task. After all, we have a dictionary (codebook) like in natural language, just with visual tokens instead of regular ones.

And it works quite well (according to the paper authors)...

<https://arxiv.org/abs/2406.06525>

**Mike’s Daily Paper - 04.12.24:**  
**KAN: Kolmogorov–Arnold Networks**

To be honest, it's quite an oversight that in the 7 months since this paper was published, I haven't reviewed it. It already has 400 citations and counting. I personally really love papers based on proven mathematical theorems, and unfortunately, we don't have many of those lately.

This widely discussed paper presents a new architecture based on the Kolmogorov-Arnold theorem, which states that any continuous multivariate function can be represented as a (double) sum of single-variable functions. In simple terms, any function can be represented as a sum of sums of functions, where each function has only one variable.

This theorem is "parallel" to the Universal Approximation Theorems (there are several) which state that any function (meeting not particularly restrictive conditions) can be represented by a neural network with a depth of 2 or more layers. Today's neural networks are built based on UAT (broadly speaking), and the reviewed paper proposes building them based on the KA theorem. Quite naturally, this caught on.

The KAN model is built from layers, each of which is a sum of learned functions (meaning their parameters are learned from the dataset). Each such learned function consists of a linear combination of several b-splines and a parameterless function called silu(x).

A B-spline is a function defined on an interval, divided into several segments (called a grid) which are parameters of the B-spline. It consists of several polynomials (usually degree 3) where each segment has its own polynomial. B-splines are used for function approximation where the coefficients for each segment's polynomial are determined to maximize approximation accuracy. So in KAN, they learn the grid parameters to minimize the problem's loss function.

And that's it - there was quite a bit of excitement around this new architecture, but it turned out that training KAN is not simple at all and doesn't always converge. However, this didn't stop it from getting 400 citations in half a year with dozens of follow-up papers, some of which I'll probably review. Meanwhile, I haven't lost hope in KAN…

**Mike’s Daily Paper - 05.12.24:  
Memory^3: Language Modeling with Explicit Memory**

### **Expanded Analysis of Key Contributions**

#### **a. Introduction of Explicit Memory**

The paper introduces explicit memory as a quite interesting appendix to the architecture of language models. Unlike the static nature of model parameters or the transient use of working memory (contextual key-value pairs), explicit memory acts as a dynamic, structured knowledge mechanism. This memory type is externalized, meaning the model stores frequently referenced knowledge in retrievable key-value pairs outside its core neural architecture.

Explicit memory addresses a crucial challenge: balancing the size of LLMs with their performance. By externalizing less abstract knowledge (e.g., facts, figures, domain-specific rules) into explicit memory, the model avoids bloating its parameter space while maintaining or even enhancing accuracy. This innovation not only improves computational efficiency but also makes the system modular. Updates to knowledge do not require retraining the entire model, a feature that mirrors human learning processes, where new information is stored without altering underlying cognitive functions.

#### **b. Memory Hierarchy Framework**

The **memory hierarchy framework** proposed in the paper is inspired by human cognitive systems, where long-term memory is categorized by accessibility and frequency of use. The authors design this framework to strategically allocate knowledge across three tiers:

1. **Plain Text (High Read Cost, Low Write Cost)**:
   * Suitable for rarely accessed information, plain text storage keeps the overall system lightweight. Retrieval from this tier is less efficient but serves as a fallback for uncommon queries.
2. **Explicit Memory (Balanced Costs)**:
   * Frequently accessed but not fundamental knowledge is stored in explicit memory, which balances the retrieval speed and storage cost. Its integration with sparse attention ensures that only the most relevant portions of memory are activated, improving inference efficiency.
3. **Model Parameters (Low Read Cost, High Write Cost)**:
   * Reserved for abstract and core knowledge that forms the foundational reasoning abilities of the model. Training updates this layer, making it computationally expensive to modify.

This hierarchy enabled Memory3 to prioritize resource allocation dynamically, ensuring that computational costs remain manageable while delivering high performance. This design is especially relevant for applications requiring on-the-fly knowledge updates, such as customer support systems or domain-specific chatbots.

#### **c. Architecture**

The architecture of Memory3 seems a significant evolution of standard Transformer models, integrating **explicit memory** seamlessly. Key innovations include:

1. **Sparse Attention Mechanisms**:  
   * By integrating explicit memory into the attention mechanism, Memory3 avoids the quadratic scaling issue associated with self-attention. Sparse attention reduces computation by focusing only on a subset of memory chunks most relevant to the query.
2. **Efficient Memory Retrieval**:  
   * The model employs cosine similarity-based search to retrieve relevant key-value pairs. Pre-computed embeddings of memory chunks make retrieval fast and scalable, ensuring that inference speed is not compromised even when the memory size grows.
3. **Memory Sparsification**:  
   * To keep memory efficient, the authors introduce techniques like **top-k token selection**, where only the most informative tokens are retained. This is complemented by **vector quantization**, which compresses memory embeddings without significant loss in representational power.
4. **Flexibility in Knowledge Updates**:  
   * Unlike fixed parameter storage, explicit memory allows modular updates. For example, adding new knowledge involves appending key-value pairs rather than retraining the model, making Memory3 adaptable and future-proof.

#### **d. Training Paradigm**

The authors adopt a **2-stage training paradigm** that optimizes the model for explicit memory integration:

1. **Warmup Stage**:  
   * During the initial stage, the model undergoes standard pretraining without explicit memory. This phase ensures the development of robust abstraction capabilities and foundational linguistic understanding. The warmup phase mirrors the pretraining of traditional Transformer models.
2. **Continual Training Stage**:  
   * In this stage, the model learns to write to and read from explicit memory. Training objectives are expanded to include memory-specific tasks such as:
     + **Memory Writing**: Optimizing the storage of knowledge as key-value pairs.
     + **Memory Retrieval**: Enhancing the ability to retrieve relevant information efficiently and accurately during inference.

The two-stage approach balances the need for general abstraction (via warmup) with task-specific adaptation (via continual training). This ensures that the integration of explicit memory does not disrupt the core language modeling abilities of the system.

### **Implications and Future Potential**

These contributions collectively position **Memory3** as a step forward in building scalable, efficient, and modular AI systems. By incorporating explicit memory, the paper demonstrates a pathway to reduce computational overhead, enhance factual accuracy, and allow flexible updates to knowledge. This architecture could serve as a blueprint for future LLMs, particularly in domains requiring high interpretability and frequent knowledge updates.

**Mike’s Daily Paper - 07.12.24:  
Retrieval-Augmented Generation with Knowledge Graphs for Customer Service Question Answering**

#### **1. Overview**

The paper addresses the limitations of conventional retrieval-augmented generation (RAG) systems by introducing a **knowledge graph (KG)-augmented retrieval system** tailored for customer service. Authored by a LinkedIn research team, the approach enriches LLMs with structured knowledge from historical customer service tickets. By incorporating both intra- and inter-issue relationships in a graph, the proposed method significantly enhances retrieval accuracy, answer quality, and efficiency, as evidenced by substantial performance gains in metrics like MRR, BLEU, and resolution time in real-world deployment.

#### **2. Key Contributions**

##### **a. Integrating KGs into RAG**

The authors leverage KGs to overcome critical limitations of traditional text-chunk-based RAG systems:

* **Preservation of Structural Information**:
  + Each ticket is represented as a tree structure (intra-ticket relationships) and linked to others via semantic or explicit relations (inter-ticket relationships).
  + This representation avoids segmentation artifacts, retaining logical coherence across sections of tickets, such as problem descriptions and resolutions.
* **Improved Retrieval and Generation**:
  + By navigating the graph rather than isolated chunks, the system identifies relevant subgraphs to feed into LLMs for answer generation.

##### **b. Knowledge Graph Construction**

The KG comprises 2 levels:

1. **Intra-Ticket Tree**:
   * Nodes represent sections like summaries or root causes.
   * Edges capture hierarchical relationships between these sections.
2. **Inter-Ticket Connections**:
   * Explicit connections: Manually annotated relations (e.g., "clone of" or "caused by").
   * Implicit connections: Derived from cosine similarity between embedding vectors of ticket sections.

##### **c. Multi-Step Retrieval and Question Answering**

The system operates in 3 phases:

1. **Entity and Intent Extraction**:
   * Parses user queries into entities (e.g., "issue description") and intents (e.g., "steps to reproduce") using LLM prompts and YAML templates.
2. **Subgraph Retrieval**:
   * Computes similarity between query embeddings and KG nodes to identify top-K relevant subgraphs.
   * Dynamically formulates Cypher queries to fetch specific subgraphs for answering.
3. **Answer Synthesis**:
   * Synthesizes responses from the retrieved subgraphs using LLMs, aligning results with user queries.

#### **4. Some related math**

The paper introduces a multi-step approach to **customer service question answering** by integrating **KGs** with RAG. It comprises 3 main stages:

1. **Query Entity Identification and Intent Detection**:
   * The system processes user queries by extracting named entities and intents using a predefined graph template and a LLM. Named entities represent key pieces of information (e.g., "issue summary" or "issue description"), while intents capture the purpose of the query (e.g., "fix solution"). For instance, given the query *"How to reproduce the login issue where a user can’t log in to LinkedIn?"*, the system identifies the entities as "login issue" and "user can’t log in" and the intent as "fix solution."
   * The LLM, guided by structured prompts and the graph template, ensures accurate parsing of queries, accommodating diverse query formulations. This process forms the foundation for precise retrieval and generation in subsequent steps.
2. **Embedding-Based Retrieval**:

* **Ticket Identification**:  
  This step calculates how closely the entities extracted from the user query (e.g., "login issue") match the nodes in the KG. For each entity in the query, the method employs **cosine similarity** to measure the alignment between the entity embedding and the embeddings of nodes in the graph. Scores are aggregated across all nodes belonging to a particular ticket. If a ticket has multiple matching entities, its score increases, making it more likely to be selected as relevant.
* **Subgraph Extraction**:  
  Once the most relevant tickets are identified, these are used to guide database queries written in Cypher, a graph query language. These queries enable the system to extract interconnected subgraphs, such as related descriptions or steps to reproduce an issue. This structured retrieval process ensures the system gathers precise and contextually relevant information from the KG.

1. **Answer Generation**:
   * Synthesizes responses by correlating retrieved graph data with the original query. The LLM acts as a decoder, rephrasing the query dynamically and generating structured answers.
   * Example: The query *"csv upload error in updating user email"* is reformulated into Cypher for database interaction, retrieving step-by-step solutions.

The integration of embeddings, dynamic query formulation, and graph-based retrieval ensures precision in identifying relevant data and answering complex customer queries efficiently.

#### **6. Conclusion**

This paper pioneers the integration of **KGs** with **RAG** for question answering in customer service. By capturing intra- and inter-ticket relationships, it significantly enhances both retrieval precision and generation quality, setting a new benchmark in practical LLM applications.

<https://arxiv.org/abs/2404.17723>

**Mike’s Daily Paper - 09.12.24:**  
**Scaling Synthetic Data Creation with 1,000,000,000 Personas**

**1. Key Contributions:**

**Introduction of Persona Hub:**

Persona Hub is a repository of 1 billion diverse personas created using scalable techniques.

These personas encapsulate unique knowledge, interests, experiences, and professions, representing ~13% of the world’s population.

**Persona-driven Synthetic Data Generation:**

By integrating personas into prompts, large language models (LLMs) generate highly diverse synthetic data.

Demonstrates applications across varied domains such as math problems, logical reasoning, instructions, knowledge-rich texts, game NPCs, and tool interfaces.

**2. Details of Persona Creation:** **Techniques Used**

Text-to-Persona:

Generates personas directly from web data.

Analyzes text context to infer the persona most likely associated with it (e.g., "Who might write or like this text?").

Outputs coarse- or fine-grained persona descriptions (e.g., "a computer scientist" vs. "a machine learning researcher focused on neural architectures").

Scales effortlessly using LLMs and massive public datasets.

Persona-to-Persona:

Expands personas by leveraging relational links (e.g., a child related to a pediatric nurse, or a beggar related to a shelter worker).

Uses relationship-based prompts like "Who is in close association with this persona?"

Enriched personas further by iterating six degrees of separation.

**3. Persona Deduplication Process:**

MinHash Deduplication: Eliminates similar personas based on text n-gram overlap.

Embedding-based Deduplication: Filters personas using semantic similarity (cosine distance) computed via embeddings. Thresholds for similarity were adjusted depending on quality vs. quantity trade-offs.

After cleaning and deduplication, the repository included 1,015,863,523 unique personas.

**4. Applications Demonstrated:**

a. Math Problem Synthesis: Created 1.09 million unique math problems using personas.

Fine-tuned a 7B model with these problems, achieving 79.4% accuracy on an in-distribution synthetic test set and 64.9% on MATH, matching GPT-4-turbo-preview.

Demonstrated scalability—adding personas enhanced problem diversity and ensured broad coverage across mathematical concepts.

b. Logical Reasoning Problems:

Synthesized challenging logic puzzles (e.g., spatial or temporal reasoning) tailored to persona characteristics.

Included whimsical Ruozhiba-style problems for testing nuanced logical capabilities.

c. Instruction Generation:

Created user queries reflective of diverse real-world personas (e.g., a chemist might ask for experimental setups; an artist might request painting techniques).

Enabled simulations of multi-turn user-LLM conversations by chaining personas’ prompts.

d. Knowledge-rich Texts:

Generated Papers and educational content aligned with personas’ expertise (e.g., a horticulturist wrote guides on drought-resistant plants).

Covered almost any topic by leveraging the personas' breadth.

e. Tool (Function) Development:

Predicted tools personas might need (e.g., a cab driver requiring traffic condition APIs).

Generated tool definitions with clear inputs, outputs, and dependencies.

**5. Key Results:**

Fine-tuned smaller models (e.g., 7B Qwen2) using synthetic data to achieve performance levels typically requiring larger models.

Proved that persona diversity leads to significantly more varied and creative outputs.

Demonstrated that personas could simulate diverse user behaviors, effectively acting as distributed carriers of an LLM's memory.

**6. Conclusion:**

Persona Hub marks a significant leap in synthetic data generation. Its methodology ensures scalability, diversity, and applicability, creating opportunities for LLM fine-tuning, application development, and even societal simulations.

**Mike’s Daily Paper - 10.12.24:**  
**LLM2LLM: Boosting LLMs with Novel Iterative Data Enhancement**

#### **1. Introduction and Motivation**

The paper introduces *LLM2LLM*, a novel framework designed to enhance the performance of large language models (LLMs) in low-data regimes. Fine-tuning LLMs typically demands substantial labeled data, which is often labor-intensive to create. LLM2LLM addresses this challenge with a targeted and iterative data augmentation strategy, leveraging a teacher-student paradigm to dynamically refine training datasets.

Key motivations include:

* Limitations of generic prompting strategies in domain-specific or low-data contexts.
* Challenges in achieving performance gains through conventional data augmentation techniques.
* The need for scalable, cost-effective methods to enhance LLM fine-tuning without significant manual intervention.

**2. Methodology**

LLM2LLM adopts a teacher-student model framework with three iterative steps:

1. **Student Model Fine-Tuning**: The student LLM is fine-tuned on a small, initial seed dataset.
2. **Error Identification**: The model's performance is evaluated on the training data, and instances where it makes errors are isolated.
3. **Targeted Data Augmentation**: A teacher LLM generates new synthetic examples inspired by the erroneous cases. These examples are then reintegrated into the training dataset for subsequent fine-tuning iterations.

**The process emphasizes:**

* **Iterative Augmentation**: Refining datasets across multiple cycles rather than generating all augmented data upfront.
* **Targeted Data Focus**: Prioritizing challenging examples that expose the student model's weaknesses.
* **Teacher Model Independence**: The teacher LLM is not required to be superior to the student but must be capable of generating conceptually aligned yet semantically distinct examples.

**3. Experimental Results**

The framework demonstrates significant improvements across several benchmarks in low-data settings, outperforming traditional fine-tuning and other data augmentation baselines. Results include:

* **GSM8K (Math Reasoning)**: Achieved a 24.2% accuracy improvement over the baseline.
* **CaseHOLD (Legal Reasoning)**: Improved accuracy by 32.6%.
* **SNIPS (Intent Classification)**: Delivered a 32.0% improvement.
* **TREC (Question Classification)**: Boosted performance by 52.6%.
* **SST-2 (Sentiment Analysis)**: Achieved a 39.8% accuracy gain.

The framework's iterative nature proved critical, with ablation studies showing that multiple augmentation steps outperformed single-step augmentation approaches. Furthermore, fine-tuning from scratch in each iteration outperformed continuous fine-tuning, reducing the risk of overfitting.

#### **8. Conclusion**

LLM2LLM is a breakthrough framework that redefines data augmentation for fine-tuning LLMs in low-data settings. By iteratively focusing on challenging examples and leveraging teacher-student collaboration, it achieves remarkable performance gains. This method sets a promising direction for enhancing LLM utility in resource-constrained environments.

<https://arxiv.org/pdf/2403.15042>

**Mike’s Daily Paper - 18.12.24  
Byte Latent Transformer: Patches Scale Better Than Tokens**

**Intro**

I certainly couldn't miss this paper that was published a few days ago and caused quite a stir in the AI community. The paper proposes replacing the static tokenizer present in every language model with a dynamic mechanism that builds new tokens (called patches) - meaning one that builds them depending on context (contextualized).

**Rationale:**

The rationale here is quite clear - sometimes there are cases where predicting the next few tokens is quite obvious and can be done as a single unit (meaning combining all tokens into one long token or 'patch' as it's called in the paper). And sometimes the situation is reversed and we would want to predict with finer granularity. This is of course impossible in models with a fixed token vocabulary.

**Main Idea:**

As mentioned, the paper proposes introducing dynamism in building patches (the new tokens). How does it do this? For a given dataset, the paper trains a relatively shallow model at the byte level, where the model's goal is to predict the next byte. Then in their large model, they determine patch boundaries based on byte entropy. Meaning if the byte entropy is either larger than a certain threshold or experienced an increase above a certain threshold compared to the preceding byte's entropy, a new patch is opened. Otherwise, the current patch continues (e.g. byte aggregation into it).

But how does this whole thing work? As I said, the model is byte-level, meaning it's trained to predict the next byte in the text. But instead of looking at the context as an array of tokens, the authors propose replacing it with dynamic patches determined based on entropy as I explained earlier.

In addition to patches, the paper also uses byte representation using n-grams, taking n-grams (n preceding bytes) for a given byte from n=3 to n=8, applying some hash function, summing and normalizing. The result is converted to a vector (the paper doesn't explain how - just mentions there's some linear layer involved) and fed into what's called in the paper Encoder Multi-Headed Cross-Attention (let's call it EMHCA for simplicity).

The purpose of EMHCA is to combine patch representations with their byte representations (each patch only attends its own byte representations, not others'). The initial representation of each patch is computed as pooling (i.e., average) of its byte representations (recall that each patch is an array of bytes). So we're building a representation of each patch that only considers what's inside it (internal representation).

So byte representations and patch representations are fed into EMHCA, which is actually a quite shallow transformer (with few layers) aimed at building a context-dependent representation of patches depending on their bytes. Meaning the byte representations are also keys and values here where the queries are patch representations. As mentioned, what comes out of this shallow transformer is patch representations. Note that EMHCA also outputs byte representations at the end (I couldn't understand how this is built).

All these are input into a deeper and computationally heavier transformer creating a "deeper" representation of the patches. In the final stage, there's the Local Decoder that converts patch representations together with byte representations into final byte representations from which the next byte will be predicted. This is also a shallow transformer but this time patch representations are keys and values and byte representations are the queries.

**Performance:**

The paper claims various advantages of the proposed method such as the ability to predict more tokens for fixed inference cost, and shows improved accuracy in training models.

**Epiloge:**

Okay, I have to admit the paper isn't written that well - there are things that weren't explained clearly (imho of course). I just hope I understood it correctly...

<https://arxiv.org/abs/2412.09871>

**Mike’s Daily Paper - 19.12.24:   
Large Concept Models: Language Modeling in a Sentence Representation Space**

**Intro:**

A second paper (also presented at NeuriPS2024) from Meta proposing a revolutionary concept for language models. While yesterday's paper suggested abandoning the standard tokenizer in language models, today's paper proposes abandoning the next-token prediction we've become so accustomed to in LLMs.

**Background:**

As you probably remember, LLMs are trained (in pre-training and SFT) by maximizing the likelihood of training dataset D, meaning maximizing the probability of generating D with the trained model. To do this, we maximize (with respect to our language model parameters) the probability of each example in D. Since each piece of data consists of tokens, it can be expressed using Bayes' law as a product of conditional probabilities of each token given the previous tokens (i.e., the context). And that's how we arrive at token prediction given context in both training and inference.

**Paper’s Main Idea:**

The paper emphasizes that we(humans) don't think "token by token" but in concepts when building our speech (while speaking). The paper proposes applying this approach to language models where a concept is defined as a sentence. In other words, the authors propose training a model to predict the next sentence instead of predicting the next token that we're used to in standard language models.

But how do we predict a sentence, given it's discrete and for even a modest sentence length, the number of possible values becomes exponential and too large to perform prediction on (i.e., softmax of enormous size). So the paper suggested performing the next “concept” prediction in a continuous plane and proposes training a model, named Large Concept Model or LCM, to predict the next sentence embeddings given the embeddings of previous sentences in the context window. The paper examines several loss functions, the simplest being L2 between the ground-truth embedding and the predicted one (there are more interesting ones in section 2.4.1 of the paper).

Another way the paper proposed to build the next sentence embedding is training a conditional diffusion model (a very nice idea in my opinion) to predict its embedding.

The embedding is built by an embedder model that remains fixed during training. In addition to the embedder (which is an encoder), there is a decoder that converts the concept (its embedding) to text.

Pretty nice paper, written quite clearly, just a bit too long in my opinion...<https://arxiv.org/abs/2412.08821>

**Mike’s Daily Paper - 20.12.24:  
FAN: Fourier Analysis Networks**

Brief review of a paper proposing a new architectural layer for neural networks that combines periodic functions like sine and cosine. Periodic functions aren't new in networks - they've been used in Neural Radiance Fields (NeRF) for 3D object and scene modeling.

The paper proposes a layer that linearly combines periodic functions with classical activation functions like sigmoid. The layer is essentially a linear combination of sines and cosines with learnable coefficients alongside standard activation functions. It excels at modeling periodic functions, though its performance on non-periodic functions is less clear (though the paper claims improvements there too).

The paper suggests replacing FFN layers in transformers and gating layers in LSTM with FAN (same weighted sum of sines and cosines with sigmoid) and reports performance improvements across several tasks.

Interesting concept...

<https://arxiv.org/abs/2410.02675>

**Mike’s Daily Paper - 20.12.24:**  
**Reasoning in Large Language Models: A Geometric Perspective**

This paper investigates the reasoning abilities of LLMs from a geometric perspective, focusing on the connection between the intrinsic dimensionality of input representations and the expressive power of these models. The authors explore how transformer architectures partition input spaces and how this partitioning relates to their reasoning capabilities. By combining theoretical derivations and empirical validations, the work offers valuable insights into how model architecture and context length affect LLM performance on reasoning tasks.

### **Key Contributions and Detailed Analysis**

#### **1. Geometric Framework for Expressive Power**

The core idea revolves around the **density of self-attention graphs** and its influence on the **intrinsic dimension (ID)** of inputs to the multi-layer perceptron (MLP) blocks within transformers. The intrinsic dimension, in this context, measures the number of effective degrees of freedom required to represent the input embeddings.

* **Self-Attention as a Graph**:  
  The output of the self-attention layer is modeled as a graph, where tokens are nodes and attention values define weighted edges. The density of this graph determines the number of effective connections, which directly influences the intrinsic dimension of the representations passed to downstream MLP blocks.
* **Partitioning the Input Space**:  
  Higher intrinsic dimensions enable the MLP layers to partition the input space into finer regions. This allows the model to construct more complex mappings and capture non-linear relationships effectively. As a result, the LLM's reasoning capacity improves with the increased expressive power derived from these finer partitions.
* **Approximation Capabilities**:  
  By enabling finer partitioning, higher IDs reduce approximation errors, allowing the MLP to represent complex functions more accurately. This ties directly into reasoning tasks, where nuanced, context-dependent mappings are crucial.

#### **2. Theoretical Insights**

The authors rigorously analyze the connection between partitioning, intrinsic dimension, and reasoning capabilities using established mathematical frameworks.

The authors utilize a **continuous piecewise affine formulation** of deep neural networks (DNNs) to explain how input space is partitioned. The main idea of the "Partitioning and Approximation" section is to describe how DNNs break down the input space into multiple regions, each governed by its own specific linear rule.

Neural networks, through their activation functions and layers, divide the input space into several distinct regions. These regions are defined based on how the neurons activate in response to the input data. Think of the input space as a map, and the network creates "zones" or "regions" on this map where each zone has its own unique rule.

Within each region, the neural network behaves like a simple linear function (similar to drawing a straight line). This makes it easier to approximate more complex functions by combining these simpler pieces. The network's ability to approximate complex functions depends on how finely it can partition the input space and define rules for each region. More partitions allow for better approximation, which is critical for tasks like reasoning or decision-making.

This framework helps to understand how neural networks use simple building blocks (linear rules in specific regions) to tackle highly complex problems.

This formulation highlights the ability of DNNs to adaptively partition the input space based on data, with the number of regions correlating directly with the model’s approximation power. For transformers, this concept extends to the **self-attention mechanism**, where the density of token interactions influences the induced partitioning of the input space at the MLP level.

**Multi-Head Attention Breakdown**:  
In transformers, multi-head attention splits the attention mechanism into multiple "heads," where each head focuses on a specific aspect of the input. These heads work in parallel to capture different relationships within the data.

**Main Theorem**:  
The theorem shows that the output of a multi-head attention layer can be understood as a combination of regions formed by each individual head. Each head defines a "shape" (technically, a convex hull) based on the transformations it applies to the input.

**Main Theorem Terminology: Minkowski Sum**The Minkowski sum is a mathematical operation used to combine these shapes. Intuitively, it means that the overall output of the multi-head attention layer is a space that encompasses all possible combinations of the individual head outputs.

**Connection to Intrinsic Dimensions**:  
This result highlights that adding more heads or making heads more expressive increases the "dimensionality" of the space where the attention outputs lie. This expanded dimensionality enhances the model's ability to represent complex relationships and reasoning processes. The theorem formalizes how the multi-head attention mechanism geometrically partitions and combines input information to enhance the expressiveness and reasoning power of transformer models.

**Key Insight**:  
 The effective dimension of this Minkowski sum depends on the density of the attention graph (i.e., the number of active connections between tokens). A higher graph density, achieved through more attention heads or higher connectivity, leads to greater intrinsic dimensionality of the input to MLP layers. Intrinsic Dimension and Reasoning examines how well a transformer model can capture complex relationships in its input based on the number of meaningful connections it identifies.

**Intrinsic Dimension (ID)**:  
The intrinsic dimension measures how many meaningful connections a token in the input sequence has with other tokens. A connection is considered meaningful if its importance (attention weight) exceeds a certain threshold. A higher intrinsic dimension means that more parts of the input are influencing a token. This leads to richer and more detailed representations of the input, enabling the model to better understand complex patterns and relationships. When the model has a high intrinsic dimension, it can effectively "partition" the input space into more regions, allowing it to capture finer details and nuances. This is crucial for reasoning tasks, where understanding subtle relationships is key.

**Practical Implications**:  
Increasing the number of attention heads or providing longer input contexts can raise the intrinsic dimension. This enhances the model's reasoning capabilities without requiring changes to its architecture or training process. The intrinsic dimension reflects how deeply a transformer engages with its input. The richer the connections, the better the model can reason and perform complex tasks.

<https://arxiv.org/abs/2407.02678>

**Mike’s Daily Paper - 23.12.24:**

**T-FREE: Tokenizer-Free Generative LLMs via Sparse Representations for Memory-Efficient Embeddings**

We're returning to the topic of tokenizers - it turns out it's hotter than I thought. I came across an interesting paper presenting another tokenization method based on n-gram hash functions. The proposed method aims to address the massive size of vocabularies accompanying large language models (tens of thousands of tokens at minimum) and also the issue of very similar tokens in terms of letters requiring different embeddings, which is inefficient (according to the authors).

The authors introduce a tokenization method where the encoding consists of the following steps:

* Breaking down text into what they call tokens, where in T-FREE these tokens are actually words
* Each word is split into a series of overlapping 3-grams. For example, the word "hello" is represented by five 3-grams: {\_*He, Hel, ell, llo, lo\_*}. The number of 3-grams in this representation is usually equal to the number of letters in the word
* Each 3-gram is encoded with m hash functions, each of which can take v possible values, where v is one of the method's hyperparameters. Thus, each word is encoded by n\*m numbers between 0 and v, where n is the word length (number of letters). The word representation is the average (and rounding) of all these nm values.
* Each value between 0 and v is encoded by a learned vector, where these v vectors essentially constitute the method's vocabulary.

The training and decoding stages (i.e., generating words) appear more complex. First, during training, the goal is to predict the nm hashes of the 3-grams of the next word. So instead of a multi-class problem in regular tokenization decoding (predicting a single token from the token vocabulary), we have here a multi-label problem where we predict n\*m hash values. Note that n depends on the word length, meaning we have a different number of "labels" according to word length.

The decoding isn't really clear to me, honestly. When we want to predict the next word, we first compute all the hashes for all possible words (that's quite a lot because each word has all its inflections at least, and additionally, words of different lengths are encoded with different numbers of n\*m hashes). Then we choose the word represented by the hashes with the "highest probability." Remember that the model predicts the probability of each hash value from 1 to v (vocabulary size), and it's not entirely clear how the set of hashes with the highest probability is chosen.

In short, nice paper but I'm not clear about the decoding part...

<https://arxiv.org/abs/2406.19223>

**Mike's Daily Paper - 25.12.24:  
Vision Language Models are Blind**

A nice paper arguing that visual language models are quite blind - in other words, they have no chance of passing an exam at a licensed optometrist. Here are some facts about their failing tests:

1. Visual Language Models (VLMs) cannot reliably determine whether two lines (or two circles) intersect, especially when they're close together. The accuracy in identifying 0, 1, or 2 intersection points between two 2-segment piecewise linear functions ranges from 47% to 85%. In the same two-circle task, the models perform better (accuracy of 73-93%) but still far from the expected 100%.

2. VLMs can perfectly identify a circle and a word separately, but when the word is inside the circle, the models tend to struggle identifying which letter is circled.

3. Vision-language models can accurately count shapes, for example, circles, squares when they are separate and far apart. However, all models struggle to count intersecting circles (like the Olympic logo), and generally, basic shapes that are overlapping or nested.

4. When arranging squares in a grid pattern, we discover that VLMs surprisingly fail to count the number of rows or columns in the grid, whether empty or containing text. This is surprising considering that the models perform so well (accuracy ≥ 90%) on the DocVQA dataset which includes many questions with tables (probably overfitting).

5. When the model is asked to trace colored paths in a subway map with up to 8 routes and a total of 4 stations, VLMs often fail to identify where a path ends, demonstrating accuracy of only 23% to 50%.

6. The GPT-4o model outperforms Gemini-1.5 Pro and Claude-3 Sonnet in 7 complex VLM benchmarks but performs significantly worse in the tasks examined in this paper, where Gemini-1.5 Pro and Sonnet-3.5 are the best performers. In other words, the paper reveals surprising limitations of vision-language models that weren't measured in regular benchmarks.

Frankly, it seems that these VLMs need glasses…

<https://arxiv.org/abs/2407.06581>

**Mike’s Daily Paper Review - 27.12.24:  
RL for Consistency Models: Faster Reward Guided Text-to-Image Generation**

**Introduction:**

It's been a while since I reviewed papers on diffusion models, so when I came across this interesting paper combining generative diffusion models with Reinforcement Learning (RL), I knew it would be today's review. The paper developed a training method for a generative diffusion model type called a Consistency Model (CM).

**Diffusion Models Training with Reinforcement Learning**  
First, let's address why we need to train generative diffusion models using RL techniques. We already have standard methods for training diffusion models that have achieved impressive performance (in text-to-image generation). You probably know that training diffusion models for image generation is expensive and time-consuming. Using RL for training (or fine-tuning) diffusion models can save us time when we need to train a specialized diffusion model (for example, for a niche domain).

One example of such a task is training a model to create images from prompts (textual descriptions) when we have a function that evaluates how well the image matches the prompt. You can probably guess that this function will serve as our reward function.

**Consistency Diffusion Models:**I mentioned that the paper combines a (relatively) new method for training diffusion models called CM, invented by Ilya Sutskever et al., which enables faster generation with generative diffusion models. In very broad terms, this method tries to train a model that enforces consistency between images reconstructed by the model from noisy images with different noise levels. In other words, they take an image, add noise (usually Gaussian) with different variances, and train a model to return the same clean image (consistency for its own sake).

Why does this method enable faster image generation? Because it essentially allows generating a clean image from noise in just one iteration (that's how the model is trained). In practice, this is done in several iterations (a small number). You start with noise, generate an image from it, add less noise to the generated image, generate from the noisy image again, and continue like this for a few iterations (tens). This speeds up the generation process because standard diffusion models typically need hundreds of iterations.

**The proposed method:**Okay, after this long introduction, let's describe what they did in the paper. The authors defined a Markov Decision Process (MDP) describing the image generation process (or any other data actually). As mentioned, a reward function is given to us and measures how well the generated image matches the prompt. The paper defines:

* State s\_t as a triplet of the image generated at iteration t, noise strength, and prompt c
* Action a\_t is the image at iteration t + 1
* The policy is a conditional probability of an image from iteration t+1 given the generated image from iteration t plus noise
* The initial state is standard Gaussian noise and the reward function is given to us

After defining the MDP for the image generation process, we can use Direct Preference Optimization (DPO) to train a consistency function (= the model we're training). DPO trains a model that maximizes the reward function while constraining the size of model parameter updates in each iteration (invented by Joe Schulman, former CTO of OpenAI).

The paper also claims that such training is computationally efficient and data-efficient (meaning it can work with small datasets).

<https://arxiv.org/abs/2404.03673>

**Mike's Daily Paper Review - 27.12.24:**  
**Position: Future Directions in the Theory of Graph Machine Learning**

This position paper argues that while Graph Neural Networks(GNNs) have seen significant success in practice, our theoretical understanding of them remains incomplete and somewhat disconnected from practical applications. The authors identify three key areas that need deeper theoretical investigation:

1. **Expressiveness -** What patterns and structures can GNNs actually represent?
2. **Generalization -** How well do GNNs apply their learning to new, unseen graphs?
3. **Optimization** - How do training dynamics affect GNN performance?

**KEY POINTS ON EXPRESSIVENESS**

**Current Limitations:**

* Most theoretical work focuses on binary questions (can a GNN tell if two graphs are different?) rather than quantitative measures (how different are two graphs?)
* Analyses are often limited to specific GNN architectures and don't consider practical variations
* Results don't account for continuous node/edge features that are common in real applications

**Proposed Directions:**

* Develop metrics to measure similarity between graphs that align with how GNNs process them
* Study how architectural choices (like activation functions and normalization) affect expressiveness
* Create uniform results that work across different graph sizes
* Focus on practically relevant graph types (like molecular graphs)

**GENERALIZATION INSIGHTS**

**Current State:**

* Existing theoretical bounds are often too loose to be practical
* Analysis typically ignores graph structure and optimization process
* Results don't explain why more complex GNNs sometimes generalize better

**Needed Research:**

* Understanding how graph structure affects generalization
* Analyzing out-of-distribution performance (especially on larger graphs)
* Developing better data augmentation techniques for graphs
* Studying how architectural choices influence generalization

**OPTIMIZATION CHALLENGES**

**Key Issues:**

* Limited understanding of how gradient descent works for GNNs
* Unclear why certain architectural choices (like normalization) help or hurt
* Sometimes random GNN parameters work as well as trained ones

**Research Directions:**

* Study convergence properties with realistic activation functions
* Understand how graph structure affects optimization
* Investigate why deeper GNNs are harder to train
* Analyze the role of normalization techniques

**PRACTICAL IMPLICATIONS**

The authors emphasize that theoretical advances should connect to practical needs:

* Development of standardized benchmarks and evaluation protocols
* Creation of efficient implementations of theoretically-motivated architectures
* Better understanding of domain-specific requirements
* Integration with emerging technologies like large language models

**WHY THIS PAPER MATTERS**

This paper is significant because it:

1. Identifies crucial gaps between theory and practice in GNN research
2. Provides a roadmap for future theoretical work that could improve practical applications
3. Emphasizes the need to consider all three aspects (expressiveness, generalization, optimization) together
4. Advocates for making theoretical advances more accessible to practitioners

For readers with basic GNN knowledge, this paper highlights why theoretical understanding matters and how better theory could lead to more effective practical applications. While some technical details might be complex, the core message about needing more practical and comprehensive theoretical frameworks is clear and important.

<https://arxiv.org/abs/2402.02287>

**Mike’s Daily Paper 12/30/24  
Graph Diffusion Policy Optimization**

3 days ago I reviewed a paper about diffusion models trained using Reinforcement Learning (RL) methods. 2 days ago I reviewed a paper about Graph Neural Networks(GNNs), and today I decided to review a paper that combines these 3 things (almost). The paper reviewed today proposes a method for training a graph-generating model using diffusion models trained with RL methods (true, there's no pure GNN here but at least we have graphs...)

First, we need to understand how to leverage diffusion models for graph generation. Actually, it's quite intuitive and similar to image generation. You remember that diffusion models are trained to generate an image from pure noise (usually) by gradually reducing its noisy component until it becomes a data piece distributed according to the training dataset distribution(hopefully). This is a very general explanation, and there are newer approaches that do it differently, like Consistency Models that we discussed in one of the previous reviews.

Can we do something similar with graphs? Turns out we can. We can start by sampling a random graph (meaning sampling its vertices and edges) and train a model to change the values in vertices and edges so that the graph becomes "similar" to the graphs from the train set and also gets a high value according to some reward function (remember, the paper is also about RL, so we have a reward function as well). BTW, there's an implicit assumption in the paper that a vertex can take a finite number of values (say from 0 to a) and each edge can be of several types (i.e., from 0 to b). This means the distributions we're sampling from are categorical, which is different from what we're used to seeing in generative diffusion models for images.

Of course, several questions immediately arise regarding this process:

* How do you randomly sample a graph during inference? This is a very old topic extensively researched by mathematicians, the paper doesn't elaborate on that too much. By the way, during training we sample a graph from the dataset and “add noise” to it by making "random changes" to vertex values and edge types
* How do you compare graphs, meaning how do you understand that a graph received during generation is similar to a graph from the dataset? There are many approaches to compare graphs by comparing their subgraphs or comparing their Laplacians for example
* Choosing a reward function in the graph domain isn't trivial at all. For instance, for tasks of generating graphs for new molecules, one measure of the generated graph's quality is its novelty relative to existing graphs, its effectiveness in treating certain diseases, or its synthetic accessibility (how easy it is to synthesise it). The reward can also be chosen as a similarity function to existing graphs.

Okay, so we have a function C for comparing graphs and a reward function for evaluating graph quality - how do we train a diffusion model? Actually, quite similar to what I described in my review from 3 days ago of the paper: "RL for Consistency Models: Faster Reward Guided Text-to-Image Generation."

First, we need to define the Markov Decision Process(MDP) for training a diffusion model on graphs. And it turns out it's very similar to the paper I mentioned:

* The state s\_t as a pair of a generated graph at iteration T-t and also the value T-t, the action a\_t is the graph at iteration T-t-1
* The policy (probability of a\_t given s\_t) is the conditional probability of a graph from iteration T-t-1 given a graph at iteration T-t
* The initial state is a random graph at iteration T and reward function r that is given to us calculated on the final graph at iteration 0

The paper proposes two methods for training a diffusion model for graph generation: The first is classic REINFORCE algorithm which is essentially a policy gradient method that trains a policy to have high rewards. In practice, we sample K iterations between 1 and T and maximize an average product (over K samples) of the policy function (conditional probability of a graph from iteration T-t-1 given a graph at iteration T-t) and the reward r for the generated graph (at iteration 0).

The second proposed method is Policy Optimization where instead of maximizing the policy in its pure form, maximizes the probability of generating graph G\_0 from the dataset (which is sampled from the dataset, noised and then the model learns to remove the noise from it) multiplied by the reward for the generated graph. Here too there is averaging over K iterations from which we build an estimation of G\_0.

That's it - a bit of a heavy mathy review, hope you managed to understand something from it...

<https://arxiv.org/abs/2402.16302>

**Mike’s Daily Paper - 01.01.25:  
Inference-Aware Fine-Tuning for Best-of-N Sampling in Large Language Models**

We're starting the new year with a review of a quite interesting paper that proposes a method for improving language model training. The major advantage of this method is that it allows adapting the training to the inference approach, and it's quite clear that if done successfully, this should yield better inference quality. In other words, if we use a certain approach during inference - either choosing the "best answer" from among N model responses (the paper develops methods only for this approach and calls it BoN) or self-correction - then we should adapt the training accordingly.  
  
First, the paper formulates two inference-aware (IA for short) objective functions for training, one for SFT and one for RLHF, named IA-SFT and IA-RL respectively. For IA-SFT, we maximize the likelihood of expert answers to questions from our dataset given an inference policy I (which is BoN actually). Essentially, we optimize the policy (which is the LLM's prediction mechanism, or simply the LLM itself) to perform BoN in the best possible way on our dataset. For IA-RL, the goal is to optimize the policy (the LLM) under inference technique I (BoN) to maximize a reward function R.

The paper then precisely defines what BoN is (formula 1), where the goal is to maximize the model's answer quality when we choose the answer according to what's called a verifier score r (= score for answer quality). By the way, there are two additional parameters here: the number of answers N from which we choose the best answer, and the temperature T of the language model. Intuitively, as T increases (more randomness and creativity in answers), the number of answers N should increase.

Here we have the classic trade-off between exploration and exploitation. The higher T is, the more exploration we perform (more diverse answers), while lower T allows us to "enjoy" what we've learned so far (choice of N affects the trade-off inversely to T).

Okay, but in the IA-SFT optimization problem, we still have argmax (used to select the best answer), which makes it very difficult to solve. Despite having argmax estimation methods like softmax and Gumbel softmax, these methods are still inaccurate and computationally heavy (according to the paper). So the authors use a widely used ML trick - approximating the objective function with a variational approximation that turns it (its log) into a sum of the policy (probability of answer y given question x with the model) and a regularization term called inference-aware term. This term is actually the win-rate of answer y on question x over the current model, where the score of each pair (x, y) is computed with the verifier score function r (with a normalization constant).

In IA-RL, things get a bit more complicated, and the authors use a result from one of Joe Schulman's papers (former CTO of OpenAI) with the legendary Sergey Levine and Peter Abbeel to get a gradient estimate that takes a form similar to the old and well-known REINFORCE algorithm, meaning the product of the policy log with a reward function ("centered" with the expectation of reward function to reduce variance). The paper also discusses interesting cases of optimizing the IA-RL objective function for several forms of verifier score r (for example, binary).

A mathematically heavy paper, I tried (to the best of my ability) to make it a bit more accessible for you...

<https://arxiv.org/abs/2412.15287>

**Mike’s Daily Paper - 02.01.25:   
Loss of plasticity in deep continual learning**

Today we're briefly reviewing a fairly light paper from Nature.

**Introduction:** Standard deep learning methods show a gradual decline in their ability to continuously learn new tasks (gradually "adding" tasks to the model). Unlike catastrophic forgetting, where previous knowledge is lost, loss of plasticity limits the network's ability to efficiently learn new tasks. Comprehensive experiments on datasets like ImageNet and CIFAR-100, as well as Reinforcement Learning scenarios, revealed that neurons become dormant (unchanging across all examples) or overly specialized in specific tasks, reducing their ability to adapt to new data. Over time, networks experiencing continual learning perform no better than shallow (linear) models, highlighting a fundamental limitation of gradient descent-based methods for continual learning (and we train models with GD today)....

**Gradient Descent for Continual Learning:** Continual learning methods try to address loss of plasticity by reinitializing dormant neurons (those that "almost never fire") and retraining them using gradient descent. This approach attempts to "create" neurons that will learn new tasks without getting locked into specific tasks, allowing it to learn new tasks without significant performance degradation. Unlike conventional methods relying solely on gradient descent, GD for continual learning is characterized by gradual updates to different sets of model weights, similar to what happens in biological learning systems.

**Additional Training Methods:** As mentioned, loss of plasticity is related to over-optimization (according to the paper) of weights and the emergence of dormant neurons in the network. These neurons either stop contributing to learning (for ReLU activation) or enter saturation (reaching 0 or 1 for sigmoid). Techniques like L2 regularization reduce model weight growth and maintain "plasticity" (flexibility for new tasks) to some extent. For example, the Shrink and Perturb method, which combines regularization with small random changes in weights, reduces the phenomenon of dormant neurons and thus increases the model's learning capacity.

**Continual Learning Challenges in RL:** Continual learning is essential for RL even more than in supervised learning. Not only can the environment change, but the behavior of the learning agent can also change, thereby influencing the data it receives even if the environment remains stationary. For this reason, the need for continual learning is often more apparent in reinforcement learning, and reinforcement learning is an important setting for demonstrating deep learning's tendency toward loss of plasticity. The paper examines using the methods we discussed earlier for RL tasks along with PPO, the famous optimization algorithm in RL.

https://doi.org/10.1038/s41586-024-07711-7

**Mike’s Daily Paper - 03.01.25:   
A PERCOLATION MODEL OF EMERGENCE: ANALYZING TRANSFORMERS TRAINED ON A FORMAL LANGUAGE**

**Introduction:**

Modern neural networks, particularly LLMs, exhibit a wide range of capabilities, which allow them to serve as foundational systems for various downstream applications. This paper proposes a phenomenological definition of emergence within the context of neural networks, focusing on how specific structures underlying the data-generating process can lead to sudden performance improvements for narrower tasks.

**Emergence in Neural Networks**

The authors define emergence in deep neural networks as the acquisition of specific structures that cause sudden performance growth on specific tasks. They empirically investigate this through an experimental system grounded in a context-sensitive formal language, demonstrating that transformer-powered models trained on strings from this language display emergent capabilities. Once the model learns the underlying grammar and structures, performance on related tasks improves significantly.

**Formal Language Definition**

The experimental system utilizes a probabilistic context-free grammar (PCFG) to define a context-sensitive formal language. The grammar consists of:

**Terminal Symbols:** Parts of speech including subjects, objects, verbs, adjectives, adverbs, conjunctions, and prepositions.

**Non-terminal Symbols:** Symbols that define the structure of sentences.

**Production Rules:** Rules that dictate how terminals and non-terminals can be combined to form valid sentences.

The model is trained on tasks such as free generation, unscrambling(fixing wrong text), and conditional generation, with performance metrics tracked throughout the training process.

**Tasks and Evaluation Protocols**

**1. Free Generation:** The model generates sentences that adhere to the grammatical rules.

**2. Unscrambling:** The model reorders a scrambled string of words to form valid sentences.

**3. Conditional Generation:** The model creates sentences based on given entities or properties.

Evaluation metrics include grammaticality checks, type checks, exact match accuracy, per-token accuracy, and more, providing a comprehensive assessment of the model's capabilities.

**Learning Dynamics:**

The results reveal three distinct phases in the learning dynamics of the model:

**1. Initial Phase:** The model learns basic grammatical structures with minimal performance improvement.

**2. Phase Change:** A sudden increase in performance occurs once the model begins to understand the relative type constraints.

**3. Generalization Phase:** The model demonstrates improved performance on tasks, indicating a transition from memorization to generalization.

**Emergent Capabilities:**

The authors observe that as the language model learns the grammar and type constraints, significant performance boosts are observed across various tasks, particularly in unscrambling and conditional generation. The presence of specific structures allows the model to infer valid combinations of entities and properties, leading to emergent capabilities.

**Scaling and Transition Points:**

The paper discusses how the point of emergence scales with the number of properties in the language. The transition point, where significant performance improvements occur, is linked to the scaling of descriptive properties, allowing for predictions about when capabilities will emerge as the model continues to learn.

**Conclusion:**

This research contributes to the understanding of emergence in neural networks by establishing a framework that defines and characterizes emergent properties based on the acquisition of underlying structures. The findings indicate that grammatical and type constraints serve as critical factors in predicting the emergence of capabilities in language models.

**Mike’s Daily Paper - 06.01.25:   
A Survey on Efficient Inference for Large Language Models**

The paper provides a comprehensive overview of methods for optimizing the efficiency of LLMs during inference. :

**Key Challenges Addressed:**

**1. Model Size:** LLMs, often exceeding billions of parameters, have substantial computational and memory demands.  
**2. Quadratic Complexity in Attention:** The self-attention mechanism's quadratic complexity in input sequence length significantly impacts inference latency and memory usage.  
3. **Auto-Regressive Decoding:** Token-by-token generation exacerbates memory access inefficiencies and limits effective throughput.

**Taxonomy of Optimization Techniques:**

**The paper classifies methods into three levels:**

**1. Data-Level Optimization:**

**Input Compression:** Techniques like prompt pruning, prompt summarization, soft prompt-based compression, and retrieval-augmented generation reduce the size of input prompts while retaining semantic information. This is particularly effective for scenarios requiring longer inputs.

**Output Organization:** Methods such as Skeleton-of-Thought (SoT) and dependency graph-based approaches enable partial parallelization of token generation, leveraging the inherent structure of LLM outputs.

**2. Model-Level Optimization:**

**Efficient Structure Design:**

Mixture-of-Experts (MoE) models dynamically allocate computational resources to input tokens, optimizing Feed-Forward Networks (FFNs).

Simplified or kernel-based attention mechanisms reduce computational complexity from the quadratic one.

Alternatives to transformers, such as State Space Models (SSMs) and recurrent architectures, address inefficiencies while maintaining competitive performance.

**Model Compression:  
  
Quantization:** Reduces bit-width for weights and activations. Post-training and quantization-aware training methods preserve accuracy despite compression.  
**Sparsification**: Removes redundant parameters or attention heads, using techniques like pruning or sparse attention.  
**Knowledge Distillation**: Trains smaller models to mimic the behavior of larger ones, with minimal performance loss.

**3. System-Level Optimization:**

Improvements in inference engines (e.g., speculative decoding and offloading strategies) and serving systems (e.g., batching, scheduling, and memory management) enhance hardware utilization and throughput.

**Efficiency Analysis:**

The inference process is divided into two stages:

1. **Prefilling:** Initialization of the model with input prompts and caching key-value pairs for subsequent steps.  
**2. Decoding:** Sequential token generation with memory and computational overhead.

Efficiency metrics such as latency (per token and total sequence), memory usage (model weights, KV cache, peak memory), and throughput (tokens/second, requests/second) are analyzed to quantify the impact of optimization methods.

**Experimental Insights:**

-The survey consolidates experimental results across methods to provide comparative insights into trade-offs between efficiency gains and accuracy. For instance:  
  
Quantization techniques achieve substantial memory savings but may require careful calibration to avoid accuracy degradation.Structured sparse attention mechanisms balance computational efficiency and model fidelity, especially for long-context tasks.

**Future Directions:**

1. Adaptive techniques that dynamically adjust model size and computation based on input complexity.  
2. Co-optimization across the data, model, and system levels to maximize efficiency.  
3. Hardware-aware methods to exploit modern accelerators like GPUs and TPUs.

<https://arxiv.org/abs/2404.14294>

**Mike’s Daily Paper - 07.01.25  
Anchored Preference Optimization and Contrastive Revisions Addressing Underspecification in Alignment**

**Introduction:**

Today's paper discusses an improvement to an alignment method for language models called DPO, which belongs to the RLHF (Reinforcement Learning with Human Feedback) family of techniques. As you remember, RLHF is one of the stages (usually the last) in training LLMs, along with pretraining and Supervised Fine Tuning (SFT).

**RLHF Fundamentals:**

RLHF's goal is to show the model the difference between preferred (by humans) and less preferred responses. In more mathematical terms, RLHF trains the model to maximize the ratio between the score of the more preferred (better) response to a less preferred one. Classical RLHF method Proximal Policy Optimization adds a regularization term to the maximization objective that tries to keep the learned policy (like a trained LLM) close to the initial LLM (proximity is calculated using KL divergence on the distribution of tokens predicted by both models).

The score is computed using a reward model trained (in the stage prior to RLHF) to estimate the "quality" of the response to a given question. In other words, a reward model R should give a high score to a good response and a low score to a less good response. The model is trained on pairs of good and not-so-good responses to questions, where typically the responses are labeled by human annotators (sometimes powerful language models are used for this labeling).

**DPO Methods:**

It turned out that the PPO optimization objective could be approximated without training a reward model. In the last two years, several papers have proposed methods that can manage without a reward model. One of them is DPO, which stands for Direct Preference Optimization. With DPO, the reward function r\_dpo is defined as the logarithm of the ratio between the policy (the predicted token distribution measured by the model or likelihoods) for the optimized model (being fine-tuned) to that of the initial model. DPO's training objective is to maximize the expectation (over the dataset of question-answer pairs) of the difference of r\_dpo between preferred and less preferred responses.

**Main Paper Ideas:**

The main point of the paper is the observation that optimizing DPO's objective function can affect the ratio of likelihoods of preferred responses w to less preferred ones l in different ways. It can increase the difference between them (which is its stated goal) but it can increase p\_w more than it increases p\_l, or decrease p\_l more than it decreases r\_w. These scenarios might lead to very different models. The paper notes that a preferred response isn't necessarily better than what the model produces before alignment. In this case, DPO might harm the model's performance.

The paper examines the different cases of r\_dpo values for responses w and l (preferred and less preferred respectively) and constructs two objective functions for DPO that might lead to better performance for these cases. The training method optimizing these functions was named Anchored Preference Optimization or APO. The first proposed function increases the policy value (response likelihood) when the current value of r\_dpo for w is close to 0 (w has lower likelihood for the initial model) and further decreases the likelihood of the less preferred response if r\_dpo for l is close to 0.

The second proposed function, on the other hand, decreases w's likelihood when r\_dpo is close to 0 for w and increases the difference between the likelihoods of w and l when the difference between r\_dpo for w and l is close to 0. All this is aimed at making the language model trained using DPO converge to a better solution.

There's something else interesting in this paper. The authors claim that for DPO to work better, both responses (w and l) need to be relevant to the question and one should be "just a little" better than the other. In other words, like in contrastive learning, it's better to train the model on hard negatives.

The authors propose a method for identifying (and building a dataset of) preferred and less preferred responses by creating a preferred response from any relevant response by using an LLM that improves the response (with an appropriate prompt). Another method the authors suggest is to use two responses from the trained model (with DPO) and apply a language model aimed at determining which response is better (called an on-policy judge). One can also build a dataset offline with a third language model and a judge model.

Long review - I hope you survived...

<https://arxiv.org/abs/2408.06266>

**Mike’s Daily Paper - 09.01.25**  
**When Can Transformers Count to n?**

The paper explores the theoretical and empirical limits of transformer architectures when applied to simple counting tasks. Specifically, it examines tasks like "Query Count" (QC) and "Most Frequent Element" (MFE) to determine when transformers can efficiently solve these problems. The study reveals both the capabilities and inherent limitations of transformers in such contexts, providing critical insights into their architectural constraints.

### **Summary of Key Contributions:**

**QC Task**  
The QC task involves determining how many times a specific token appears in a sequence. The authors demonstrate that transformers can implement this task efficiently if the embedding size d exceeds twice the vocabulary size m:

* For d > 2m, a histogram-based approach enables counting by embedding tokens orthogonally. This allows the model to construct a histogram of token occurrences in a single transformer layer.
* For d < m, the orthogonality of embeddings breaks down, making exact counting infeasible. The paper rigorously proves this limitation using the Welch bounds, which quantify the trade-offs in embedding dimensionality.

When the embedding size d is smaller than the vocabulary size m, it becomes impossible to construct orthogonal embeddings for all tokens. To address this, the authors propose the CountAttend Solution, which uses attention mechanisms to estimate token counts. However, this solution introduces specific requirements and practical challenges.

**CountAttend Solution**  
When d < m, the authors propose the "CountAttend" solution, which leverages attention mechanisms to count tokens:

The CountAttend solution involves two main components:

#### 1. **Attention Weights**

* The attention mechanism generates weights that encode the relationship between the query token and all tokens in the sequence.
* For counting, these attention weights must be inversely proportional to the count of the token in the sequence.For example, if a token appears c times, the attention weight associated with it should be proportional to 1/c. This weighting ensures that each token's contribution to the output is normalized by its frequency.

#### 2. **MLP to Invert Weights**

* To recover the actual count c from the attention weights, an MLP (Multi-Layer Perceptron) is required. The MLP essentially performs the inverse operation, mapping the attention weights back to the counts. This requires the MLP to learn a function of the form: f(w) = 1/w where w is the attention weight for a token.

### **Challenges with the CountAttend Solution**

1. **Attention Weight Calculation:**
   * Computing attention weights inversely proportional to token counts requires precise modeling of token relationships across the sequence. This adds complexity to the attention mechanism.
2. **MLP Size:**
   * For longer sequences, the number of neurons in the MLP must grow proportionally. This scaling is computationally expensive and memory-intensive, making it impractical for sequences with many unique tokens or high variability in token frequencies.
3. **Generalization Issues:**
   * The MLP must learn a continuous mapping that accurately recovers counts for all possible token frequencies. This is challenging, especially for tokens with high or very low frequencies.

**MFE Task**  
For the MFE task, which involves finding the token with the highest frequency, the authors show that the task can be implemented if d=O(m using a histogram-based approach. For d < m, the task becomes infeasible, as shown through communication complexity arguments. The authors also propose a two-layer transformer solution, which eliminates the need for a large MLP but increases the model's depth.

**Phase Transition in Performance**  
The paper identifies a critical phase transition: transformers fail at counting tasks when d < m. This threshold underscores the trade-offs between embedding size, vocabulary size, and task complexity..

### **Theoretical Insights**

1. **Orthogonal Embedding Construction**  
   The authors leverage the mathematical properties of orthonormal embeddings to implement histogram-based counting. For d > m, embeddings can be constructed such that the dot product between distinct token embeddings is zero. This ensures exact token counting within a single attention layer.
2. **Welch Bounds**  
   The paper uses Welch bounds to show that, for d < m, the inner product between embedding vectors becomes non-negligible, introducing errors in the histogram. This result formalizes the failure of histogram-based solutions in low-dimensional embeddings.
3. **Communication Complexity**  
   For the MFE task, the authors employ a communication complexity framework to prove that transformers require d=Ω(m) to solve the task. This lower bound establishes that embedding size must scale with vocabulary size to maintain performance.

### **Practical Implications**

The findings have several implications for the design and deployment of transformers in real-world applications:

1. **Architectural Scaling**  
   Transformers must scale embedding sizes with vocabulary size to perform counting tasks effectively. For tasks involving large vocabularies or long sequences, alternative architectures or hybrid approaches may be necessary.
2. **Positional Embeddings**  
   The authors emphasize the necessity of positional embeddings for counting tasks. Without positional information, transformers cannot distinguish between sequences of varying lengths, leading to invariance issues.
3. **Efficiency Considerations**  
   While the histogram solution is efficient for d>m, its practical implementation may be constrained by memory and compute limitations, particularly for very large vocabularies.

### **Conclusion**

The paper provides a comprehensive analysis of transformers' capabilities and limitations in solving basic counting tasks. By combining rigorous theoretical proofs with empirical validation, it highlights the architectural trade-offs inherent in transformer models. The work underscores the importance of embedding dimensionality, positional information, and model depth in enabling transformers to handle fundamental tasks.

**Future research:**

* Hybrid architectures that combine transformers with symbolic methods for counting tasks.
* Extensions to tasks involving hierarchical or structured counting.
* Mechanistic interpretability studies to elucidate the internal representations learned by transformers during counting tasks.

<https://arxiv.org/pdf/2407.15160>

**Mike’s Daily Paper -10.01.25**  
**Chain of Thought Empowers Transformers to Solve Inherently Serial Problems**

The paper presents a theoretical analysis of how Chain of Thought (CoT) prompting enhances transformer models' ability to handle serial computation). The authors make significant contributions by establishing formal expressiveness bounds and introducing a novel complexity class that characterizes transformers' computational capabilities with CoT.

The paper's primary theoretical contribution lies in its expressiveness bounds. Through rigorous mathematical analysis, the authors demonstrate that constant-depth transformers with constant-bit precision are limited to solving problems in [AC0](https://en.wikipedia.org/wiki/AC0)(consists of all families of circuits of depth O(1) and polynomial size, with unlimited-fanin AND gates and OR gates) without CoT (Theorem 3.1). However, they show that with T steps of CoT, transformers become capable of solving any problem computable by boolean circuits of size T (Theorem 3.3). This result has profound implications, as it establishes that polynomially many CoT steps enable transformers to compute any function in P/[poly](https://en.wikipedia.org/wiki/P/poly). Furthermore, the authors prove that transformers with linearly many CoT steps can compute all regular languages, including challenging problems like the composition of non-solvable groups such as S5.

The theoretical framework developed in the paper rests on three pillars. First, the authors present a comprehensive finite precision analysis, introducing a rigorous treatment of floating-point computation in transformers. This includes careful handling of rounding issues through IEEE 754-style arithmetic and the development of correct rounding operations that respect computational reality. Second, they establish deep connections with complexity theory by defining a new complexity class CoT[T(n), d(n), s(n), e(n)], which characterizes transformer computation based on the number of CoT steps T(n), embedding dimension d(n) , precision bits s(n), and exponent bits e(n). Third, they integrate [automata theory](https://en.wikipedia.org/wiki/Automata_theory) by utilizing the [Krohn–Rhodes theory](https://en.wikipedia.org/wiki/Krohn%E2%80%93Rhodes_theory) to analyze transformer capabilities and establish relationships between transformer depth and automata composition.

From an architectural perspective, the work offers a detailed analysis of transformer components, including self-attention mechanisms, feed-forward networks, position encodings, and layer normalization effects. This analysis provides a precise characterization of computational capabilities and establishes clear mappings between architectural features and theoretical bounds.

The paper's impact extends beyond transformer analysis. By introducing a new complexity class for transformer computation, it bridges neural and classical computation models. The mathematical tools developed combine multiple theoretical frameworks effectively and create new connections between previously disparate domains. This work provides the first rigorous explanation of why CoT prompting is effective and establishes fundamental limits of transformer computation.

This work represents a significant advance in our theoretical understanding of transformer computation and CoT prompting. It provides a solid foundation for future research in neural architecture analysis and prompting strategies. The paper's thorough mathematical treatment and clear theoretical insights make it a landmark contribution to the field of machine learning theory.

Looking ahead, this work opens several promising research directions, particularly in understanding the optimal use of CoT prompting and the fundamental limitations of transformer architectures. The theoretical framework established here will likely serve as a foundation for analyzing future neural architecture innovations and prompting strategies.

<https://arxiv.org/abs/2402.12875>

**Mike’s Daily Paper - 11.01.25**  
**Evaluating the Design Space of Diffusion-Based Generative Models**

This paper provides a comprehensive analysis of diffusion-based generative models by offering a unified framework that bridges the training and sampling stages. It builds a robust mathematical foundation for understanding how design choices influence both model performance and computational efficiency.

It tackles the intricate interplay between training and sampling processes in diffusion models. Unlike previous work that often isolates these stages, this study provides a **unified error analysis** that integrates both. Here are the key contributions and insights:

Below, we delve into the main contributions:

#### **1. Training Dynamics and Convergence Analysis**

The paper rigorously examines the denoising score matching (DSM) objective within the framework of gradient descent. Using semi-smoothness techniques, it establishes exponential convergence for deep ReLU networks and provides insights into the optimal weighting functions for training. The focus on variance exploding (VE) settings is particularly notable, as it aligns with practical implementations like EDM (Karras et al., 2022).

Key insights into training dynamics include:

* The **bell-shaped weighting function** emerges naturally from the analysis. This weighting ensures that the optimization focuses more on intermediate noise levels, where the signal-to-noise ratio is balanced, making it easier for the neural network to learn accurate score functions.
* The derived gradient bounds rely on carefully designed assumptions about data scaling and input dimensionality, reflecting realistic training scenarios. These bounds not only guarantee convergence but also allow flexibility in network architectures and noise schedules.

By translating the theoretical findings into practical recommendations, the study emphasizes that the choice of weighting in the loss function is crucial for ensuring rapid convergence without compromising the generalization of the learned score.

#### **2. Sampling Process and Error Bounds**

The sampling process in diffusion models relies heavily on accurately simulating the reverse stochastic differential equation (SDE). The paper extends previous works by deriving sharper, non-asymptotic error bounds under general time schedules. This analysis covers initialization error, discretization error, and score approximation error.

Key contributions include:

* The complexity of the sampling process is shown to be **almost linear in data dimensionality**, provided optimal time schedules are used. This result has profound implications for the scalability of diffusion models, particularly in high-dimensional applications like image generation.
* The study evaluates the impact of time and variance schedules on sampling efficiency. It highlights how different schedules (polynomial vs. exponential) trade off between error minimization and computational cost, offering clear guidelines for different training scenarios.

The explicit breakdown of errors provides practitioners with actionable insights into tuning the generation process. The work also sheds light on the significance of noise initialization and its impact on the final sample quality, connecting theoretical error bounds with practical outcomes.

**3. Full Error Analysis**

By combining the training and sampling analyses, the authors develop a holistic framework for end-to-end error quantification in diffusion-based generative models. This integration reveals how various error sources interact and provides a unified view of the factors influencing sample quality.

Highlights of the full error analysis include:

* **Optimization Error Decomposition:** The study distinguishes between training-related errors (optimization and statistical errors) and sampling-related errors (discretization and initialization). This decomposition clarifies the interplay between model training and the generative process.
* **Impact of Model Overparameterization:** The results show how increased network width and depth can mitigate optimization errors, allowing gradient descent to achieve exponential convergence. This aligns with empirical observations in deep learning but provides a rigorous theoretical underpinning.
* **Error Bound Tightness:** The derived error bounds depend on key parameters such as data dimensionality, noise schedule, and weighting functions. For practical noise schedules (e.g., EDM), the bounds align closely with empirical performance metrics.

The analysis also underscores how errors propagate across training and sampling stages, offering insights into how to balance computational effort between these phases for optimal generative performance.

**Appendix:  
What is Semi-Smoothness?**

Semi-smoothness is a property of the loss function and its gradient, ensuring that the gradient descent steps effectively decrease the loss even when the function is not perfectly smooth. For deep ReLU networks, the loss function involves piecewise linearities, making it non-smooth in general. The semi-smoothness property guarantees that:

* The gradient provides a meaningful direction for descent despite non-smoothness.
* There exist lower bounds on the gradient norms, ensuring consistent progress toward minimizing the loss.

By leveraging semi-smoothness, the authors establish a mathematical link between the loss value and the magnitude of its gradient, enabling them to prove exponential decay in the optimization error.

https://arxiv.org/abs/2406.12839

**Mike’s Daily Paper: 14.01.25   
Improve Mathematical Reasoning in Language Models by Automated Process Supervision**

I've long wanted to write a review about MCTS (Markov Chain Tree Search), and by complete coincidence, I came across this paper proposing to implement this cool method for training LLMs. This time, the goal is to train a language model to solve complex mathematical (logical) problems whose solutions contain many steps.

First, a brief explanation of what MCTS is. Monte Carlo Tree Search (MCTS) is an algorithm for policy optimization in finite-horizon and finite-size Markov Decision Processes, based on sampling random episodes organized through a decision tree.

It works in 4 stages:

* Selection: Choose a path from root to leaf according to an exploration/exploitation policy
* Expansion: Add a new state to the tree
* Simulation: Run a random simulation from the new state until the end of the game
* Backpropagation: Update the values in all nodes along the chosen path

MCTS is usually used to improve the policy by selecting better actions. The model provides state evaluations instead of random simulations, and MCTS uses these evaluations to build a more efficient search tree. For example, AlphaGo uses MCTS combined with deep networks to choose moves. The main advantage of MCTS is balancing between exploring new states (exploration) and utilizing existing knowledge (exploitation), improving decision-making over time.

The paper I’m reviewing today proposes using the MCTS approach to train a language model to build multi-step answers, and as you might guess, the nodes in this graph will be the solution steps. The paper notes that SOTA solutions for training language models to solve these problems fall into two types. The first simulates all solution steps so that the model is trained (with RLHF techniques of your choice) to maximize the reward the model receives at the end (usually binary, meaning whether the solution is correct/incorrect) with some regularization term (proximity to the original model).

The second method, called PRM, does something similar but for partial solution paths (=some solution steps at the beginning). We can see that the first approach will work less well for complicated problems with many steps because the reward is very sparse and difficult to optimize. The second case requires a lot of high-quality labeled data, which is very expensive.

The paper, as mentioned, proposes using MCTS together with PRM. As is common in MDP, we need to define what is the state, action, and reward. The state s is defined as the question q, all solution steps so far (doesn't have to include the whole solution), and action a is choosing the next node which in this case is the next step in solving question q. After action a is chosen, it's added to s, meaning the new state is (s\_old, a). Action a is chosen by policy (p(a|s)) where for MCTS it consists of two terms: the first (exploitation) tends to choose nodes with high reward and the second term (exploration) prefers nodes we haven't visited much.

Now it's time to talk about the reward. For a given node v, its reward is the percentage of correct rollouts (denoted as c) that started from stage v (percentage of paths in the tree that reached the correct solution starting from v). By the way, there's a very intuitive method for identifying the first error in an incorrect solution (which several previous works found as effective information for training an LLM with PRM) that allows identifying nodes that are "definitely incorrect" (from which the correct solution cannot be reached) in the solution. The method is called "binary search."

The method each time divides the solution path in half and checks if c for the node found in the middle of the path is greater than or equal to 0. If it equals 0, then the error is probably in the first half, and if it's greater than 0, then the error is probably in the second half. Then again, divide in half the half where we suspect there's an error and continue to narrow the search until reaching the "misleading node."

To increase the number of examples, the authors propose storing solution rollouts and performing binary search of the node where (likely) an error occurred and starting a new search from there. This allows building examples with the same initial steps but different continuations. I'll remind you that with the PRM approach (which the paper builds its solution on), each example is a triplet of (question, partial solution, whether it's correct). All these quantities can be derived using techniques described above in this review

Finally, the paper uses MCTS with Q policy where the state of each node in the solution graph is described by a (different) triplet which consists of the number of times the solution visited this node, the percentage of correct solutions c from this node (i.e., its Monte Carlo estimator), and also a policy value Q that receives a high value for a c value close to 1 (node mostly leads to correct solution) and also has a (multiplicative) regularization term penalizing it for longer solutions. Selection of a rollout path is chosen by sampling built based on the tree statistics with an algorithm called PUCT (formula 3 in the paper). Of course, Q, c, and tree statistics are updated during MCTS.

That's it - a very long review, I hope I managed to explain it, not a trivial paper...<https://arxiv.org/abs/2406.06592>

**Mike’s Daily Paper: 16.01.25**   
**Diffusion Models for Non-autoregressive Text Generation: A Survey**

Today we'll review a survey from a year and a half ago about a field (family of techniques) so naturally it (the review) will be quite brief. The survey is about non-autoregressive text generation methods, meaning not token after token but rather an entire sequence. The methods we'll discuss generate text in several iterations, but this isn't done in an autoregressive way - for example, these methods can generate token number 78 before token number 24.

Okay, many of you probably thought about generative diffusion models after I mentioned iterative methods, and you're not wrong here. In this brief review, I'll explain concisely how text can be generated using diffusion models. As you probably remember, diffusion models are trained to remove noise from noisy data through iterations. In other words, the model is trained to remove small amounts of noise from the data until reaching clean data, and thus after training, the model can generate data from pure noise in several iterations.

But how can we add noise to text that lives in a discrete space (i.e., tokens)? There are two broad approaches: the continuous approach and the discrete approach. In the continuous approach, which is similar to the standard generative diffusion models, we don't operate in discrete space but in the embedding space. In the continuous approach, we transform our text into a continuous embedding vector, but unlike a regular encoder, we transform each token into its vector representation separately from the others(non-contextualized embedding). Then we train a diffusion model to generate embeddings of texts similar to the way latent diffusion models are trained. It means that noise addition and denoising model training occur in the embedding space, with the ultimate goal being to predict the tokens from the embeddings generated by the latent diffusion model after noise cleaning.

The second family of methods is to perform noise addition in the discrete space. Obviously, the noise can't be continuous, so what can be done is to change token values (for example, to [mask] token) with a certain probability, with the goal being to turn all tokens into [mask] in the final iteration. A diffusion model at iteration i is trained to predict the tokens from the previous iteration, whereas during inference, generation starts with all tokens equal to [mask] and the model gradually turns them into text.

Of course, the “way tokens are noised” in each iteration is a hyperparameter equivalent to the noise schedule in regular diffusion models. It turns out that the noising method can be described by a matrix. Each token can be represented by a probability vector (over the token dictionary) so a token from iteration i can be represented as the inner product of its representation in iteration i-1 by a stochastic matrix Q\_i (sum of rows and columns is 1). Q\_i is the most important hyperparameter in discrete diffusion models.

It turns out this is quite an active research field although these models haven't yet reached the performance of autoregressive language models. But I'm not ruling out that this might still happen because these models can work at higher throughput than autoregressive models (for a modest number of iterations).

<https://arxiv.org/abs/2303.06574>

**Mike’s Daily Paper: 17.01.25   
Towards a Unified View of Preference Learning for Large Language Models**

### **Overview:**

The paper tackles a critical challenge in the development of large language models (LLMs): aligning model outputs with human preferences. This alignment is essential for ethical, accurate, and user-friendly applications of LLMs. While reinforcement learning from human feedback (RLHF) and supervised fine-tuning (SFT) have been central to preference alignment, their relationships remain underexplored, leading to fragmented research.

The authors aim to unify these disparate efforts by introducing a framework that integrates RLHF and SFT approaches under a single gradient-based formulation. This unification not only bridges methodological gaps but also sets the stage for more cohesive advancements in preference learning. The paper emphasizes that preference alignment encompasses multiple components—model, data, feedback, and algorithm—each critical for robust performance.

### **Technical Contributions**

#### **Unified Gradient Framework**
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Here:

* δ: A gradient coefficient that depends on the specific algorithm, feedback, and data.
* A The optimization algorithm applied.
* rr: Feedback signal influencing the gradient coefficient.
* πθ\pi\_\theta: Policy model parameterized by θ\theta.

This equation generalizes the optimization processes used in both RL-based and SFT-based methods, showing that their core difference lies in how feedback is incorporated. RL-based methods typically use scalar rewards, while SFT employs preference labels or rankings.

#### **Taxonomy of Preference Learning**

The paper categorizes preference learning into four interconnected stages:

1. **Data**:  
   * **On-Policy Data Collection**: Data is generated in real-time by the model being trained. Sampling techniques like Top-K, Nucleus Sampling, and Monte Carlo Tree Search (MCTS) are utilized for diverse and high-quality data generation.
   * **Off-Policy Data Collection**: Data is pre-collected, often from external sources, including human-annotated datasets (e.g., HH-RLHF, SHP) or synthetic datasets generated by LLMs (e.g., UltraChat, ULTRAFEEDBACK).
2. **Feedback**:
   * **Direct Feedback**: Includes human labels and hand-designed rules. Examples include correctness checks in mathematical reasoning or unit test results in code generation.
   * **Model-Based Feedback**:
     + **Reward Models**: Estimate human preference probabilities using methods like the Bradley-Terry model:
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Optimization is achieved through a negative log-likelihood loss:
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* + - **Pairwise Scoring Models**: Focus on comparative ranking rather than absolute scoring. These are computationally lighter and more interpretable.
    - **LLM-as-a-Judge**: Utilizes LLMs themselves to evaluate outputs. Self-rewarding mechanisms, meta-rewarding, and generative verification extend this approach.

1. **Algorithms**: Algorithms are grouped based on the number of samples required for gradient computation:  
   * **Point-Wise Methods**: Optimize using single data points. Examples include Proximal Policy Optimization (PPO) and ReMax.
   * **Pair-Wise Contrast Methods**: Leverage comparisons between pairs of outputs. Direct Preference Optimization (DPO) exemplifies this, with its loss function:
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* + **List-Wise Contrast Methods**: Evaluate and optimize over entire sets of outputs. This approach is particularly useful in tasks requiring holistic assessments, such as ranking or summarization.
  + **Training-Free Methods**: Include input/output optimization techniques, eliminating the need for gradient updates during alignment.

1. **Evaluation**: Evaluation strategies assess how well LLMs align with human preferences:  
   * **Rule-Based Evaluation**: Uses predefined criteria such as factual correctness or task-specific benchmarks.
   * **LLM-Based Evaluation**: Involves advanced LLMs (e.g., GPT-4) acting as evaluators, using prompts to assess and rank responses.

#### **Mathematical Details of Reward Models**

The paper dives deep into reward modeling techniques, contrasting:

1. **Bradley-Terry Models**: Which rely on preference probabilities derived from pairwise comparisons.
2. **Binary Classification Models**: Simpler and applicable for tasks with binary outcomes (e.g., correctness checks in code generation or mathematical reasoning).

To address reward hacking and over-optimization, techniques like Kullback-Leibler divergence regularization, model ensembling, and fine-grained reward modeling are explored. For instance:

* Fine-grained RLHF assigns rewards to intermediate reasoning steps, improving performance in tasks requiring sequential decision-making.

### **Conclusion**

This survey provides a mathematically rigorous and conceptually unified view of preference learning for LLMs. Its framework clarifies relationships between RL and SFT methods, enabling researchers to compare, combine, and innovate preference alignment strategies systematically. The emphasis on feedback, algorithm design, and evaluation ensures comprehensive coverage of the field, making this paper an invaluable resource for advancing LLM alignment research.

**Mike’s Daily Paper - 18.01.25   
MAKING TEXT EMBEDDERS FEW-SHOT LEARNERS**

Today, unlike recent reviews, we'll review a very light paper that doesn't involve heavy math. The paper proposes a method for building representations (embeddings) adapted for in-context learning, or ICL for short. Recall that ICL is a prompt-building method where we provide the model with several examples for a task we expect it to perform. For instance, in code generation tasks, we provide the model (within the prompt) with several examples, each being a pair of (question, code) to "clarify" to the model what we expect from it. By the way, why ICL sometimes works on tasks the model wasn't trained on isn't 100% clear and is quite an active research topic.

Note that the model still needs to generate text, meaning we have a decoder model (with causal masking that quite interferes with building the embedding), and the question is how we build an embedding with it as we're used to doing with an encoder. By the way, several papers have proposed methods for building embeddings with decoder models like LLM2Vec and GritML, but they aren't adapted for the case discussed in this paper. That is, the question is how we build an embedding of an ICL-style prompt, meaning one that contains several solved examples for demonstration.

So the authors found a pretty simple solution for this. First, they added an EOS token at the end of the prompt, and the plan is that this token's representation will contain the prompt's embedding (as was done in BERT 7 years ago). Unsurprisingly, the authors chose to do this with contrastive learning (CL).

The goal of CL is to train a representation model so that representations of similar (positive) examples will be close while those of dissimilar (negative) examples will be far apart in the embedding space. For positive examples, the authors chose those with correct answers to the prompt's question, while for negative examples, the incorrect answer was chosen. Note that the demonstration examples in the prompt remain identical for both positives and negatives.

That's it - this is how they train an embedding model on a small number of examples (few-shot), and according to the paper, the results aren't bad…

https://arxiv.org/abs/2409.15700

**Mike’s Daily Paper - 18.01.25**

A joint review by Orel Lavie and Mike of the legendary paper:

**The Lottery Ticket Hypothesis: Finding Sparse, Trainable Neural Networks**

**The main idea:**

The Lottery Ticket Hypothesis states that within a dense neural network initialized randomly, there exists a subnetwork (or "winning ticket") that, when trained in isolation, can achieve performance comparable to the original network.

It was found that standard pruning techniques naturally reveal such subnetworks, for which reinitializing under the same hyperparameters preserves the results of the original network at a lower cost, such that the winning tickets are subnetworks that "won the initialization lottery," where the initial weights make training particularly effective.

This idea emphasizes the importance of the network's initial weights. The winning tickets are not random subnetworks, but rather ones that are especially suitable due to their initialization. The process of finding these subnetworks is not simple, as it involves identifying the critical parts (significant neurons) in the network from the very beginning.

**What is network pruning?**

Pruning is a technique that removes unimportant weights from a neural network. According to the Lottery Ticket Hypothesis, pruning helps optimize the network by removing redundant neurons and connections, thus creating a lighter, faster, and more efficient network that maintains or sometimes improves upon the original network's performance. Pruning exposes the "winning tickets": initially, the network contains too many parameters (large and dense network), and then during training and pruning of insignificant weights, these efficient subnetworks are revealed.

**Types of Pruning:**

Unstructured Pruning: Here, any weight or group of weights can be removed without restrictions. This creates a "sparse" neural network where only some weights remain. This technique is also called Weight Pruning. In such pruning, there's no predefined choice of what will be pruned; it's all based on the minimal contribution of the chosen neuron to be pruned.

Structured Pruning: Here, entire groups of weights are removed, such as complete neurons in a feedforward network (FFN). The result is a "dense" but smaller neural network. The choice here is deliberate, where the network's structure is important to maintain. A neuron might not be chosen for pruning to avoid damaging the chosen structure, compared to other neurons.

**One-shot versus Iterative Pruning:**

One-shot Pruning: The network is trained once, a certain percentage of weights (p%) is pruned, and then the remaining weights are reinitialized. This assumes that in one iteration we've reached the final and desired solution, without need for a repeated and ongoing process.

Iterative Pruning: The network is trained, some weights are pruned, reinitialized, and the process is repeated several times. In each round, a small percentage of the weights that survived the previous round is pruned. Results show that iterative pruning successfully finds winning tickets that achieve the same performance as the original network, while using a smaller network compared to one-shot pruning.

<https://arxiv.org/pdf/1803.03635>

**Mike’s Daily Paper - 21.01.25   
Time-MoE: Billion-Scale Time Series Foundation Models with Mixture of Experts**

The paper caught my attention despite my shallow knowledge of time-series(TS) analysis. Mainly because its name includes the phrase "Foundation Models," which is quite a rare beast in the time-series field, unlike in large language models. The reason for this (probably) is the much richer variety of time series that are relatively different compared to natural language.

To be honest, I didn't find very interesting architectural innovations in Time-MoE, which is of course based on transformers, however, it has some elements that are different from what we're used to seeing in LLMs. For instance, instead of tokenization and embedding layers based on a token dictionary that we have in LLMs, in the proposed model each token (which is a point in the series) undergoes a non-linear transformation with SwiGLU activation and several linear transformations.

Regarding the transformer layer, the authors use a fairly standard MoE architecture. The only difference that caught my eye was the use of the RMSNorm normalization method that I wasn't familiar with. Besides that, it has all the regular transformer layers including, of course, residual layers.

The final layer of Time-MoE is a bit different from what we're used to seeing in transformers. Since unlike language models, in the TS world we need to predict different time points (say a second, minute, or day ahead), the authors use multiple heads in the last layer. Each head is responsible for predicting at a specific horizon (number of samples ahead). During training, they combine the losses from all heads.

The loss functions in the paper are quite standard too: Huber function, which is the robust version of L2 (doesn't allow reaching very high values). Additionally, there's a regularization term that tries to activate all experts in MoE uniformly. And of course, they trained the model on huge and diverse datasets.

That's it - a short review, and hopefully a clear one too…

https://arxiv.org/pdf/2409.16040

**Mike’s Daily Paper - 22.01.25**   
**MONOFORMER: ONE TRANSFORMER FOR BOTH DIFFUSION AND AUTOREGRESSION**

Today I'll do a brief review of a quite interesting paper that combined two types of models - a language model and a vision model into a single transformer. Most multimodal models consist of several models, each responsible for generating one type of data. For example, visual language models typically consist of two models: a language model and an image generation model. The authors propose to "connect" these two models into a single transformer model, and this is done quite intuitively.

First, let's note that both these models work in the token space, where for language models each token is part of a word or a complete word, while for visual models each token is an image patch. So the attempt to combine them into one model seems quite natural, but it's unclear whether the same transformer can be trained to generate both language and images.

The proposed model generates language exactly like a standard LLM, in an autoregressive manner, meaning token after token. But how can it be combined with an image generation model that is obviously based on diffusion models (in 2025 this is the default option after all). First, we need to remember that an autoregressive model (for language generation) works causally, meaning that during the generation of token n, all tokens behind it are masked and don't participate in generation (using a causal mask). For diffusion models, we need a bidirectional model because when generating an image patch, it's very beneficial to use all other patches.

This is exactly how the proposed model is built - language is generated with a causal mask and the image is generated with all tokens (including text tokens). By the way, this approach will also work in the opposite direction: meaning for generating text from an image (for example, for the image captioning task). But how do we know to switch from "causal" mode to "bidirectional" mode? The authors suggest using a specific token that marks where image generation begins - this token should be generated for tasks like text-to-image generation.

A few words about the transformer for image generation. The paper uses a latent diffusion model where the model is trained to build a latent representation of an image from noise by gradually removing a noisy component from it (for each patch). Then all representations (of the patches) are passed through a decoder (based on VAE) that builds an image from them.

The model is trained with a loss that is a weighted sum of the standard losses for the above-mentioned models: language model and diffusion model. The paper manages to generate quite beautiful images....

<https://arxiv.org/abs/2409.16280>

**Mike’s Daily Paper - 24.01.25   
Back to Basics: Revisiting REINFORCE Style Optimization for Learning from Human Feedback in LLMs**

**Short Paper Summary:**The paper revisits the use of Reinforcement Learning from Human Feedback (RLHF) in the optimization of Large Language Models (LLMs). It challenges the dominance of Proximal Policy Optimization (PPO) as the de facto reinforcement learning(RL) method in this context, highlighting its computational inefficiency and unnecessary complexity. Instead, the authors propose returning to simpler REINFORCE-style methods, specifically Vanilla Policy Gradient (REINFORCE) and its multi-sample extension, REINFORCE Leave-One-Out (RLOO). These methods are shown to outperform PPO in terms of computational cost, sample efficiency, and reward optimization across multiple datasets and LLM architectures. The findings emphasize that aligning LLMs with human preferences can be achieved with more straightforward optimization strategies tailored to the specifics of RLHF.

**Important points:**

**Theoretical Simplification:**The authors demonstrate that many components of PPO (e.g., clipping, value functions, and token-level modeling) are unnecessary for RLHF, given the stable initialization(aka warm start) of pre-trained LLMs. By modeling entire sequences as single actions, REINFORCE avoids the complexity of token-level state-value functions, making the problem akin to a contextual bandit.

**Practical Efficiency:**RLOO uses all generated samples for baseline construction, achieving higher sample efficiency than RAFT, which discards all but the top-ranked sample. This leads to significant computational savings and better utilization of available data. The approach simplifies RLHF pipelines by reducing reliance on sensitive hyperparameters like clipping ratios and advantage estimation.  
 **Robustness:**RLOO demonstrates robustness to noisy reward signals and higher KL penalties, outperforming methods like RAFT that are more sensitive to them.

**Theoretical Insights**

**Variance-Bias Tradeoff and Unbiased Gradient Estimation:**PPO relies on state-value functions and Generalized Advantage Estimation (GAE) to reduce variance in gradient estimation at the cost of introducing bias. The paper argues that in RLHF, the strong initialization(=warm start) of LLMs makes variance reduction less critical. This enables unbiased methods like REINFORCE to perform well without introducing bias. Empirically, the paper demonstrates that REINFORCE achieves better reward optimization than PPO, even when subjected to theoretically high-variance conditions.

**Full-Trajectory Modeling vs. Token-Level Modeling:**PPO models each token as an action, creating a Markov Decision Process (MDP) where partial sequences are states. However, RLHF attributes rewards only to entire sequences, rendering intermediate states irrelevant. By modeling the entire sequence as a single action, REINFORCE simplifies the problem into a bandit-like setup, aligning directly with the reward structure. Empirical results confirm that this approach outperforms token-level modeling in both efficiency and performance.

**Clipping and Stability of Policy Updates:**PPO uses a clipping mechanism to prevent large policy updates that could destabilize learning. The authors show that this is unnecessary for RLHF, as the optimization landscape is stable due to the strong initialization of pre-trained LLMs. Removing clipping in PPO or avoiding it altogether with REINFORCE results in better performance, indicating that RLHF does not require this level of stabilization.

**Tradeoff Between Variance Reduction and Bias Introduction:**PPO’s advantage estimator trades off variance and bias, controlled by the hyperparameter λ. Higher λ\lambda values (closer to 1) reduce bias but increase variance. The authors demonstrate that in RLHF, higher λ\lambda values consistently lead to better rewards, supporting the use of unbiased estimators like REINFORCE.

**Robustness of Multi-Sample Baseline Estimators:**RLOO uses multiple generated samples to construct baselines for variance reduction. This approach maintains the unbiased nature of REINFORCE while significantly improving sample efficiency and robustness to noise. Unlike RAFT, which discards lower-ranked samples, RLOO leverages all generated samples, leading to consistent improvements across datasets and conditions.

**KL Regularization and Alignment:**KL divergence penalizes deviations from the reference policy, helping ensure alignment. The authors show that RLOO handles high KL penalties better than RAFT, which struggles due to its reliance on top-ranked samples. RLOO achieves a balance between alignment (reward optimization) and diversity, avoiding excessive overfitting to the reward model.

**Simplification of RLHF Objectives:**By eliminating components like clipping, token-level modeling, and GAE, the REINFORCE framework reduces the number of hyperparameters, simplifying the RLHF pipeline. This makes it more accessible to non-RL specialists while maintaining or improving performance.

**Limitations and Future Directions:  
  
Reward Over-Optimization:**The study does not address reward model over-optimization, where the policy exploits biases in the reward function at the expense of generalization. This remains an open challenge for RLHF.

**Human Evaluation:**While simulated win-rates using GPT-4 serve as a proxy for human preferences, direct human evaluations would provide stronger evidence for the alignment quality.

**Scalability:**The scalability of REINFORCE and RLOO to larger models and diverse datasets, particularly under resource constraints, warrants further investigation.

**Conclusion**The paper presents a compelling argument for revisiting REINFORCE-style methods in RLHF, challenging the dominance of PPO. By leveraging the specific characteristics of RLHF—such as stable pre-trained initialization and sequence-level rewards—the authors demonstrate that simpler methods like REINFORCE and RLOO can outperform more complex alternatives like PPO and RAFT in terms of reward optimization, sample efficiency, and robustness.

<https://arxiv.org/abs/2402.14740>

ֿֿ

**Mike’s Daily Paper Review - 27.01.25**   
**FineZip: Pushing the Limits of Large Language Models for Practical Lossless Text Compression**

I chose this Paper for review because I have a great fondness for everything related to compression - whether it's model compression, data compression, or any kind of compression :). The Paper proposes a nice method for data compression. You probably know that our models can compress data quite well with the latent representation (embedding) they produce from the data. If I'm not mistaken, we can compress a high-resolution image by a factor of 100 with its embedding.

But this compression isn't lossless. While we can reconstruct the image from its embedding so that the human eye won't notice any difference between the reconstructed and original images, they aren't necessarily identical. In the case of text, this can be somewhat problematic because we want to recover it exactly as it is.

The reviewed paper, however, proposes a method for text compression that allows for exact reconstruction. The proposed method is quite simple and intuitive. After all, how does a language model generate text - its final layer outputs a distribution over the token space and the token is sampled from this distribution (there are several methods). We can use this distribution to compress our text.

For example, as proposed in the LLMZip paper, we can encode each token (given its preceding context) by the rank of its probability in the distribution for that token. This rank is essentially the position of the token in the sorted list of tokens according to their probability in that token's distribution(in descending order).

If the language model we're using is very powerful, this rank will be close to 1 (or 2, 3 but not 1000). And it's known that such sequences can be compressed very efficiently (high compression rate). So LLMZip proposed fine-tuning a language model for the text being compressed, which isn't practical because each text needs its own model and the training is computationally intensive. The reviewed paper suggests using LoRA (or other PEFT method) for compression so that we'll need to store the additional matrices (or adapters) for each text with a single language model for all.

While it's still not very practical, it's quite interesting from a conceptual perspective..

https://arxiv.org/abs/2409.17141

**Mike’s Daily Paper Review - 29.01.25**  **A Survey on Diffusion Models for Inverse Problems**

Diffusion models have rapidly emerged as a powerful tool for generative modeling, capable of producing high-quality samples across diverse domains. Their success has paved the way for groundbreaking advancements in solving inverse problems, particularly in image restoration and reconstruction, where diffusion models serve as unsupervised priors.

The survey, I am going to review today, offers a comprehensive exploration of methods leveraging pre-trained diffusion models to address inverse problems without the need for additional training. The authors present a structured taxonomy that categorizes these approaches based on the specific problems they tackle and the techniques they employ.

#### **Mathematical Framework for Inverse Problems**

The paper formalizes inverse problems under the general formulation:

Y = A(X) + \sigma\_y Z, \quad Z \sim \mathcal{N}(0, I\_m)

where A is a (possibly nonlinear) corruption operator, and controls the noise level, X is an original clean data and Y is corrupted data. Various well-known problem settings, such as denoising, inpainting, and compressed sensing, are framed within this formulation by specifying different forms of A.

#### **2. Diffusion Processes**

The authors leverage **Denoising Diffusion Probabilistic Models (DDPMs)** and their extensions based on stochastic differential equations (SDEs) to approach inverse problems. The forward process is described by:

\mathrm{d}X\_t = f(X\_t, t) \mathrm{d}t + g(t) \mathrm{d}W\_t,

where W\_t is a Wiener process, X\_t is data distribution at iteration(time) t. f and g are hyperparameters of the diffusion process(noise schedule). Anderson’s reverse Stochastic Differential Equations(SDE) framework is used to sample from the unknown data distribution:

\mathrm{d}X\_t = \left( f(X\_t, t) - g^2(t) \nabla\_{X\_t} \log p\_t(X\_t) \right) \mathrm{d}t + g(t) \mathrm{d}W\_t.

This formulation enables modeling corrupted data by progressively adding noise and subsequently reversing the diffusion process for reconstruction.The core mathematical challenge is estimating the **score function** which is the gradient of the probability distribution p\_t(x\_t). The survey highlights the pivotal role of **Tweedie’s formula**:

\nabla\_{x\_t} \log p\_t(x\_t) = \frac{\mathbb{E}[X\_0 | X\_t = x\_t] - x\_t}{\sigma\_t^2}.

Learning the conditional expectation using neural networks provides an effective way to approximate the score.

### **4. Taxonomy of Methods in Diffusion-Based Inverse Problem Solving**

The authors of the paper provide a rich taxonomy that categorizes methods based on their mathematical approach, target problem types, and optimization techniques.

#### **4.1 Explicit Approximations for Measurement Matching**

This family focuses on approximating the measurement score term in a diffusion framework. These approximations often leverage closed-form solutions for linear inverse problems. The general form is given by:

\nabla\_{x\_t} \log p(y | x\_t) \approx -L\_t M\_t G\_t^{-1},

where:

* represents the measurement error, typically defined as .
* projects the error back into the solution space; for example, in linear cases.
* is a re-scaling factor controlling guidance strength.

##### **Representative Methods**

* **Score-ALD (**ALD stands for Annealed Langevin Dynamics)**:** Uses a simple approximation:  
  \nabla\_{x\_t} \log p(y | x\_t) \approx -\frac{A^T (y - A x\_t)}{\sigma\_y^2 + \gamma\_t^2}.
* **DPS (Diffusion Posterior Sampling):** Approximates the posterior using a mapping:  
  p(y | X\_0 = \mathbb{E}[X\_0 | X\_t]) \sim \mathcal{N}(y; A \mathbb{E}[X\_0 | X\_t], \sigma\_y^2 I),  
  leading to:  
  \nabla\_{x\_t} \log p(y | x\_t) \propto A^T (y - A \mathbb{E}[X\_0 | X\_t]).
* **Moment Matching:** Extends DPS by incorporating an anisotropic Gaussian approximation:  
  p(x\_0 | x\_t) \approx \mathcal{N}(\mathbb{E}[X\_0 | X\_t], \sigma\_t^2 \nabla\_{x\_t} \mathbb{E}[X\_0 | X\_t]).

#### **4.2 Variational Inference Methods**

These methods approximate the true posterior distribution by introducing a tractable surrogate distribution and optimizing its parameters via variational techniques.The goal is to minimize the KL divergence between the surrogate and true posterior:

\min\_{q} D\_{KL}(q(x) \| p(x | y)).

##### **Key Techniques:**

* **RED-Diff:** Proposes a novel loss combining reconstruction and score-matching objectives:  
  \mathcal{L}\_{\text{RED}}(\mu) = \frac{1}{2 \sigma\_y^2} \| y - A \mu \|^2 + \sum\_t \lambda\_t \| \epsilon\_\theta(x\_t) - \epsilon \|^2,  
  where is the variational mean, and is the denoising function learned by the diffusion model.
* **Blind RED-Diff:** Extends RED-Diff by jointly optimizing for both the latent image and forward model parameters . This leads to a coupled variational problem:  
  \min\_{q} D\_{KL}(q(x, \phi) \| p(x, \phi | y)).

#### **4.3 CSGM-Type Methods (Conditional Score Generative Models)**

These approaches optimize directly over a latent space using backpropagation. The fundamental idea is to iteratively adjust initial noise vectors to satisfy measurement constraints.

##### **Key Techniques**

* Backpropagation through a deterministic diffusion sampler.
* Latent space optimization to enforce fidelity to the observed measurements.

#### **4.4 Asymptotically Exact Methods**

These methods rely on sampling from the true posterior distribution using advanced Markov Chain Monte Carlo (MCMC) techniques.

##### **Key Techniques**

* **Particle Propagation:** Sequential Monte Carlo (SMC) methods propagate multiple particles through distributions to approximate the posterior.
* **Twisted Sampling:** Methods like the Twisted Diffusion Sampler (TDS) use geometry-aware updates to enhance convergence rates.

#### **4.5 Optimization Techniques**

The methods further vary by the optimization strategies employed:

* **Gradient-based techniques:** Utilize derivatives to enforce measurement consistency.
* **Projection-based techniques:** Project samples onto feasible subspaces.
* **Sampling techniques:** Use probabilistic approaches like Langevin Dynamics for particle updates.

This survey elegantly brings together advanced mathematical tools, providing a solid foundation for researchers aiming to solve inverse problems using diffusion processes. The integration of stochastic calculus, Bayesian inference, and optimization techniques makes it a crucial reference point for pushing the boundaries of inverse problem-solving.

<https://arxiv.org/pdf/2410.00083>

**Mike’s Daily Paper - 31.01.25**   
**Law of the Weakest Link: Cross Capabilities of Large Language Models**

### **Introduction and Problem Definition**

The authors highlight a critical gap in existing LLM research - the tendency to focus on evaluating isolated capabilities while overlooking real-world tasks that require multiple skills, termed *cross capabilities*. The paper frames this problem through a comprehensive taxonomy of seven individual and seven cross capabilities, such as *Coding & Reasoning* and *Tool Use & Coding*. To address the complexity inherent in evaluating these intersections, the authors propose CrossEval, a benchmark composed of 1,400 human-annotated prompts designed to test LLM performance on multi-dimensional tasks.

### **Contributions and Methodology**

The authors make several significant contributions:

**Comprehensive Capability Definitions:** They construct a detailed taxonomy of both individual and cross capabilities, categorizing tasks into broad categories and fine-grained subcategories.

**CrossEval Benchmark:** This novel evaluation framework consists of 1,400 prompts, 4,200 model responses, and 8,400 human ratings. The prompt set encompasses tasks of varying difficulty, ranging from simple factual questions to complex, cross-capability tasks.

**Cross Capability Examples:**

1. **Coding & Reasoning:** One prompt in this category may ask the model to analyze a code snippet and determine whether it correctly implements a complex mathematical function. This task requires not only coding knowledge but also logical reasoning to validate the function's correctness.
2. **Tool Use & Reasoning:** In another example, a prompt might require the model to use web-based data retrieval tools to answer a question about historical weather trends, followed by providing an analytical step-by-step explanation of observed patterns. This task demands both reasoning and external tool usage capabilities.

**LLM-Based Evaluation:** The study introduces a multi-reference evaluation framework where expert annotators assess the quality of multiple model responses on a [Likert scale](https://www.scribbr.com/methodology/likert-scale/). The authors also develop a point deduction-based evaluation strategy for enhanced accuracy.

**Analysis of Cross Capability Dynamics:** The authors find that cross-capability performance often follows the "Law of the Weakest Link" — where performance is constrained by the weakest individual capability.

**Experimental Findings**

**Law of the Weakest Link:**  
The most striking observation is that cross-capability performance is constrained by the weakest individual capability, consistent with the "Law of the Weakest Link." Out of the 58 cross-capability scenarios tested across 17 LLMs, 38 showed performance lower than either of the involved individual capabilities, while 20 scores lay between the strong and weak abilities but were much closer to the weaker one. For instance, in tasks combining Tool Use & Reasoning, if the model exhibited poor reasoning skills, it significantly degraded performance even when the model's ability to use tools was proficient. This effect was observed regardless of the complexity or nature of the task.

**Tool Use Deficiencies:**  
Tool Use emerged as the weakest capability across all LLMs tested. Tasks requiring web browsing, dynamic data retrieval, or external code execution proved especially challenging. The highest scores for tasks involving tool use never exceeded 50 on a 1–100 scale across the benchmark. Notably, even models with code interpreter functionalities, such as Gemini Pro Exp, struggled to maintain performance parity with simpler reasoning tasks. This weakness is critical because tool use is fundamental to many real-world applications, such as research assistance, data analysis, and AI agents. The authors highlight that models relying solely on static data sources performed poorly compared to tasks where more explicit information was available directly within the prompt.

**Cross-Capability Performance Gap:**  
On average, models scored 65.72 for individual capability tasks but only 58.67 for cross-capability tasks, a gap of 7.05 points. This highlights the difficulty models face when integrating multiple skills. Tasks such as Spanish & Reasoning and Long Context & Coding demonstrated particularly large gaps, suggesting that further optimization is needed in multilingual and long-context processing scenarios.

**CrossEval Effectiveness in Differentiation:**  
CrossEval proved effective at distinguishing between even subtle differences among state-of-the-art LLMs. For example, the Claude 3.5 Sonnet model consistently outperformed its predecessors in tasks involving Image Recognition & Reasoning and Spanish & Image Recognition. This progression mirrors the development of increasingly sophisticated Claude models and emphasizes the value of CrossEval in benchmarking fine-grained advancements in LLM capabilities.

**Correlation Metrics Improvement:**  
The benchmark demonstrated an improvement in correlation metrics for LLM-based evaluations when using multiple reference examples, given to the LLM, performing evaluation. Pearson correlation improved from 0.578 with no reference examples to 0.697 with two references, indicating that the inclusion of well-annotated references significantly enhanced evaluation reliability.

**Summary:**The experiments reveal that while LLMs are advancing rapidly, they remain highly constrained by their weakest components. Addressing these limitations is essential for achieving more robust, cross-functional AI systems capable of solving complex, real-world problems.

<https://arxiv.org/abs/2409.19951>

**Mike’s Daily Paper - 31.01.25**   
**Classical Statistical (In-Sample) Intuitions Don’t GeneralizeWell: A Note on Bias-Variance Tradeoffs, Overfitting and Moving from Fixed to Random Designs**

### **Introduction**

Modern machine learning methods exhibit behaviors that starkly contradict traditional statistical intuitions, particularly concerning overfitting, the bias-variance tradeoff, and generalization. Classical statistics often posits that as model complexity increases, bias decreases, but variance increases—a well-known bias-variance tradeoff. However, phenomena such as *double descent* and *benign overfitting* challenge this view. The paper argues that these phenomena are not exclusively due to complex models, overparameterization, or high-dimensional data, but rather to a fundamental shift from *fixed design* to *random design* setups. The paper provides a fascinating mathematical exploration of how this shift significantly alters statistical principles.

### **Problem Setup: Fixed vs. Random Design**

The distinction between fixed and random designs is fundamental to the paper:

* **Fixed Design:** The inputs during testing remain the same as the training inputs, *with only the labels re-sampled*. Classical statistical analysis often assumes this setup, which emphasizes minimizing*in-sample prediction error.*
* **Random Design:** *Both inputs and labels are independently sampled* from the underlying data distribution during testing. This setup aligns with how ML models are evaluated today, focusing on *generalization error or out-of-sample prediction error.*

The move from fixed to random design leads to profound changes in the behavior of bias, variance, and overall prediction error. This subtle yet impactful shift is the core reason why modern ML phenomena seem to violate classical statistical wisdom.

Mathematically, the errors in the two settings are defined as:

* **Fixed Design Error (In-Sample)**

\text{ERR}\_{\text{fixed}} = \mathbb{E}\_{\tilde{y}} \left[ \frac{1}{n} \sum\_{i=1}^n (\tilde{y}\_i - \hat{f}(x\_i))^2 \right]where y\_i^{~} are re-sampled outcomes at fixed inputs .

* **Random Design Error (Out-of-Sample)**

\text{ERR}\_{\text{random}} = \mathbb{E}\_{x\_0, y\_0} \left[ (y\_0 - \hat{f}(x\_0))^2 \right]where both x\_0 and y\_0 are new samples from the data distribution.

This simple change leads to far-reaching consequences for the bias-variance tradeoff and generalization properties of models.

### **Bias-Variance Tradeoff in Fixed vs. Random Design**

#### **Classical View (Fixed Design)**

In classical fixed design setups, the bias-variance decomposition is straightforward:

\text{Bias}(x) = f^\*(x) - \mathbb{E}[\hat{f}(x)]

\text{Var}(x) = \mathbb{E}[(\hat{f}(x) - \mathbb{E}[\hat{f}(x)])^2]

where:

* σ^2 is the irreducible noise in the data.

For simple estimators like -Nearest Neighbors (k-NN):

* **Variance** monotonically decreases with increasing as more neighbors are averaged.
* **Bias** monotonically increases since averaging incorporates less similar neighbors.

This tradeoff forms the textbook U-shaped curve for prediction error as a function of model complexity.

#### **New Behavior in Random Design**

Curth demonstrates that in random design, the bias-variance intuition breaks down. Specifically:

1. **Bias does not monotonically decrease with complexity:** The nearest neighbor may not perfectly match the test point, leading to non-zero *neighbor-matching bias*.
2. The bias can exhibit a *U-shaped pattern*, where intermediate complexity models minimize bias.

This behavior is formalized by decomposing the bias as:

\text{Bias}\_k(x\_0) = \left( f^\*(x\_0) - f^\*\left(\sum\_{i=1}^n w\_{k,i}(x\_0) x\_i \right) \right) + \left( f^\*\left(\sum\_{i=1}^n w\_{k,i}(x\_0

The two components are:

* **Neighbor Matching Bias:** Arises when the weighted average of training points does not perfectly reconstruct the test point.
* **Averaging Bias:** Results from the nonlinearity of the true function f\*(x).

This decomposition reveals that even in low-dimensional, simple settings, random design introduces complexities that disrupt classical intuitions.

### **Double Descent Phenomenon**

Double descent refers to the non-monotonic behavior of prediction error as a function of model complexity. It consists of:

1. A U-shaped curve in the under-parameterized regime ().
2. A second descent in the overparameterized regime ().

Curth emphasizes that double descent cannot occur in fixed design settings because interpolation always results in constant in-sample error:

\text{ERR}\_{\text{fixed}} = 2 \sigma^2 \quad \text{for any interpolating model}

This is because interpolating models predict perfectly at training points, leading to zero bias and variance in fixed design.

However, in random design, double descent emerges naturally due to changes in effective model complexity and generalization properties when moving beyond interpolation.

### **Benign Overfitting vs. Benign Interpolation**

The author critiques the term *benign overfitting*, proposing *benign interpolation* instead. Classical definitions of overfitting imply degraded generalization performance, which contradicts the idea that fitting the training data perfectly can sometimes yield good test performance.

In fixed design, interpolation cannot be benign due to the dominance of noise variance:

\text{ERR}\_{\text{fixed}} = \sigma^2.

In random design, however, models like neural networks and random forests can exhibit *spiked-smooth behavior*, where they interpolate sharply at training points but generalize smoothly to unseen inputs.

This behavior can be quantified using **effective complexity** measures: models that reduce effective complexity at test time tend to exhibit benign interpolation.

### **Experimental Validation**

Curth provides empirical evidence using nonlinear data-generating processes (DGPs) to illustrate the theoretical findings:

1. **Bias Behavior:** In random design, bias exhibits a U-shape, contradicting the classical monotonic decrease.
2. **Double Descent:** Linear regression experiments confirm that double descent is exclusive to random design.
3. **Benign Interpolation:** Random forests behave like 1-NN at training points but generalize like -NN with test points.

### **Implications**

The findings have significant implications for both theory and practice:

1. **Rethinking Statistical Education:** Introductory courses should clarify the distinction between fixed and random design settings.
2. **Causal Inference and ML:** In domains where training inputs may reoccur (e.g., causal inference), fixed design assumptions may still be relevant.
3. **ML Model Selection:** Understanding when interpolation is benign requires measuring test-time complexity, not just training performance.

### **Conclusion**

Curth’s work offers a groundbreaking perspective on why classical statistical intuitions break down in modern ML. By highlighting the shift from fixed to random design, the paper provides a unifying framework for understanding double descent, benign interpolation, and the evolving role of the bias-variance tradeoff.

This note invites statisticians and ML practitioners to reconsider long-held assumptions and adapt their methodologies to align with the realities of random design settings.

**Mike’s Daily Paper - 03.02.25  
The Perfect Blend: Redefining RLHF with Mixture of Judges**

Following the release of DeepSeek's latest model, there's increased interest in RLHF (Reinforcement Learning with Human Feedback) as a technique for fine-tuning language models. DeepSeek researchers demonstrated that it's possible to train a powerful language model to perform reasoning primarily using RLHF (there's some SFT but still mostly RLHF). The paper we'll review today was published almost 4 months before DeepSeek's R1 and proposes a method that improves RLHF performance.

One of the major problems with RLHF training is reward hacking (or RH), where the model learns to maximize the reward function but converges to a weak or unsafe model (despite the regularization term that tries to keep the final model close to the initial model used for RLHF). The authors propose to address this problem in three ways. The first is a set of constraints on the prompt response (such as whether it's harmful) checked by a judge (which is another language model). The second improvement is a modification of the reward function by subtracting a certain baseline reward, which I'll explain shortly. The third change is in building the dataset for RLHF.

This subtraction reminds me of two things. First, the new reward (after subtraction) looks similar to the advantage function (just similar but it's not) known to us from the PPO loss function, except this time it's not calculated through a Value function using GAE methods but in a different way. This new reward reminds us of what we saw in DeepSeek's paper's objective function. There, the baseline was calculated using the average reward (over batch) of the fine-tuned model (normalized with variance). In the paper, this term served as an estimate of that advantage function.

As mentioned, the paper's second innovation (the first being the constraints we impose on model outputs) is the baseline subtracted from the reward. The authors suggest taking the baseline as the reward for gold examples (answers) from the SFT dataset (questions and answers) or from preferred answers in the RLHF dataset. Thus, our reward measures how the trained model's answers compare to preferred answers in terms of their reward.

The third change is in the objective function. In addition (the authors propose 2 variants) to maximizing the likelihood of preferred answers and minimizing the likelihood of less preferred answers (in terms of reward), the paper suggests only maximizing the likelihood of preferred answers (surprisingly, this works). The authors also "wrap" these ideas with classical RLHF methods like DPO and RAFT.

<https://arxiv.org/abs/2409.20370>

**Mike’s Daily Paper - 05.02.25  
Technical Review: Deep Generative Models through the Lens of the Manifold Hypothesis**

### **Overview:**

Curious about why diffusion models outperform GANs, VAEs, and other generative approaches from a mathematical perspective? Want to understand the brilliance behind latent diffusion models and why they excel? Dive into this in-depth, technical, and mathematically rich paper review — a fascinating journey into the theory behind modern generative models!

This paper offers a comprehensive exploration of deep generative models (DGMs) under the framework of the manifold hypothesis, which asserts that high-dimensional data of interest often lies on a lower-dimensional submanifold embedded within the ambient space. The authors aim to clarify why models such as diffusion models and certain generative adversarial networks (GANs) empirically outperform others, including likelihood-based methods like variational autoencoders (VAEs) and normalizing flows (NFs). By adopting a manifold-based viewpoint, the authors provide insights into the intrinsic limitations of existing approaches while introducing new theoretical connections between DGMs and optimal transport.

The study stands out by formally proving the inherent numerical instability faced by high-dimensional likelihood-based models when attempting to represent manifold-supported data and establishing a novel interpretation of two-step DGMs as approximators of the Wasserstein distance.

### **Key Contributions**

#### **1. Survey of Manifold-Aware and Manifold-Unaware DGMs**

The authors categorize DGMs into two primary groups:

* **Manifold-Unaware Models:** These models do not explicitly account for the manifold structure of data. Examples include VAEs, NFs, and energy-based models. Such models are prone to manifold overfitting, where densities diverge to infinity along the manifold while failing to capture the distribution within it.
* **Manifold-Aware Models:** These models either incorporate noise to spread probability mass beyond the manifold or optimize support-agnostic objectives that implicitly capture manifold structure. Examples include diffusion models, conditional flow matching, and Wasserstein GANs.

This categorization helps elucidate why manifold-aware models often outperform their unaware counterparts in generating high-quality samples.

#### **2. Numerical Instability of Likelihood-Based Methods**

One of the central theoretical contributions is the proof that likelihood-based models suffer from unavoidable numerical instability when modeling manifold-supported data. The authors demonstrate that as model densities attempt to concentrate on the manifold, the likelihood function becomes unbounded, leading to degenerate solutions.

Mathematically, let pXp\_X be the data distribution supported on a manifold M⊂RDM \subset \mathbb{R}^D with intrinsic dimension d∗d^\*. For any sequence of likelihood-based models {pX,θt}\{ p\_{X, \theta\_t} \} approximating the data distribution, it holds that:

\lim\_{t \to \infty} p\_{X,\theta\_t}(x) = \infty \text{ for all } x \in M.

This result implies that full-dimensional densities inherently diverge when tasked with modeling manifold-supported distributions, making likelihood-based objectives ill-posed for such data.

#### **3. Limitations of KL Divergence**

The authors emphasize that KL divergence, a commonly used objective for training DGMs, becomes ineffective in the manifold setting. The primary issue arises because KL divergence assumes that both distributions share the same support. However, when comparing a full-dimensional model density p\_{X,θ} with a manifold-supported data distribution p\_X, the KL divergence becomes infinite:

KL(p\_X|||p\_{X,\theta}) = \infty.

This divergence occurs because pX assigns non-zero probability only to points on the manifold, whereas p\_{X,θ} spreads probability mass across the entire ambient space. Consequently, likelihood maximization, which is equivalent to minimizing the KL divergence, fails to provide a meaningful learning signal.

#### **4. Wasserstein Distance as an Alternative Objective**

To address the limitations of KL divergence, the authors advocate for the use of Wasserstein distances, which remain well-defined even when distributions have mismatched supports. The Wasserstein-1 distance between two distributions p and q is defined as:

W1(p,q)=inf⁡γ∈Π(p,q)E(X,Y)∼γ[∥X−Y∥],W\_1(p, q) = \inf\_{\gamma \in \Pi(p, q)} \mathbb{E}\_{(X, Y) \sim \gamma} [\| X - Y \|],

where Π(p,q)\Pi(p, q) denotes the set of joint distributions with marginals p and q. Unlike KL divergence, the Wasserstein distance measures weak convergence, making it a robust objective for training DGMs in the manifold setting.

#### **5. Interpretation of Two-Step Models**

The authors provide a novel interpretation of two-step DGMs, such as latent diffusion models, which first learn a low-dimensional representation of the data manifold and then model the distribution within this representation. They show that these models effectively minimize an upper bound of the Wasserstein distance between the model distribution and the true data distribution:

W(pX,pX,θ)≤Reconstruction Error+Distributional Divergence,W(p\_X, p\_{X, \theta}) \leq \text{Reconstruction Error} + \text{Distributional Divergence},

where the reconstruction error measures how well the learned manifold approximates the true data manifold, and the distributional divergence quantifies the difference between distributions within the learned manifold.

This result provides a theoretical justification for the empirical success of latent diffusion models and other two-step approaches.

### **Mathematical Insights**

#### **Numerical Instability Theorem**

The authors formally prove that for any manifold-supported data distribution p\_X and any sequence of full-dimensional model densities {p\_{X,θ\_t}} the likelihood objective does not admit a maximum. This result is derived by analyzing the behavior of densities on low-dimensional manifolds and leveraging properties of differential geometry and measure theory.

#### **Wasserstein Distance Minimization**

By framing two-step models as approximators of the Wasserstein distance, the authors establish a connection between manifold learning and optimal transport. This insight not only explains the superior performance of latent diffusion models but also provides a principled framework for designing new DGMs.

#### **Failure of KL Divergence**

The paper highlights the fundamental mismatch between manifold-supported and full-dimensional distributions, which leads to the divergence of KL-based objectives. This problem is formalized using the Radon-Nikodym derivative, which fails to exist when the supports of the distributions do not overlap.

### **Empirical Relevance**

1. **Explaining Mode Collapse:** The authors show that mode collapse in VAEs and GANs can be understood as a consequence of manifold overfitting, where model densities diverge along subsets of the manifold without capturing the true data distribution.
2. **Diffusion Models:** The success of diffusion models is attributed to their ability to implicitly account for manifold structure by spreading probability mass beyond the manifold. The authors provide a detailed analysis of score-based diffusion models and their latent variants.
3. **Evaluation Metrics:** The paper advocates for the use of sample-based metrics, such as the Fréchet Inception Distance (FID), instead of likelihood-based metrics, which are shown to be unreliable in the manifold setting.

### **Conclusion**

This paper provides a rigorous and insightful exploration of DGMs through the lens of the manifold hypothesis. By identifying the limitations of likelihood-based methods and highlighting the advantages of Wasserstein distances and two-step models, the authors pave the way for the development of more effective generative models. Their work not only advances theoretical understanding but also offers practical guidance for designing next-generation DGMs.

<https://arxiv.org/abs/2404.02954>

**Mike’s Daily Paper - 06.02.25**  
**SMALL LANGUAGE MODELS: SURVEY, MEASUREMENTS, AND INSIGHTS**

#### **Introduction and Key Motivations:**

This paper explores the growing significance of Small Language Models (SLMs) and compares their development to LLMs. While LLMs demand substantial computational resources and are typically deployed in data centers, SLMs are designed to function on resource-limited devices like laptops, tablets, smartphones and IoT devices. The research offers a comprehensive survey of 59 SLMs, evaluating them based on architectural advancements, training algorithms, and inference efficiency. By advocating for SLM adoption, this work aims to make machine intelligence more accessible, affordable, and efficient for practical deployment.

#### **Key Contributions:**

1. **Comprehensive Survey:**The authors provide a detailed landscape of 59 SLMs, identifying their unique architectural elements and performance benchmarks.
2. **Benchmarking and Evaluation:**The paper presents an in-depth evaluation of SLMs across several domains, including commonsense reasoning, problem-solving, and mathematics, while analyzing inference latency, memory usage, and hardware performance.
3. **Insights for Model Optimization:**The study highlights trends and actionable insights for improving SLM efficiency, training strategies, and deployment.

### **Technical Analysis**

#### **1. Architectural Innovations**

The research paper thoroughly explores the architectural elements that differentiate SLMs from LLMs, emphasizing the modifications that enhance efficiency on devices with limited resources.

* **Self-Attention Mechanisms:**Traditionally, Multi-Head Attention (MHA) was the dominant mechanism in SLMs. However, the paper observes a gradual shift toward Group-Query Attention (GQA) technique. This variant reduces computational complexity by sharing query representations across heads while maintaining diversity in key-value representations. The report provides evidence that GQA models, such as Qwen 2.5, significantly outperform those with MHA in terms of both latency and memory efficiency, particularly during the inference stage.
* **Feed-Forward Networks (FFNs):**The architectural evolution shows a preference for Gated FFNs over Standard FFNs. The Gated FFN introduces a gating mechanism that selectively activates parts of the network, leading to better parameter efficiency.  
  An interesting finding is the diversification of intermediate ratios in Gated FFNs, ranging from 2 to 8 times the hidden dimension, with larger ratios generally improving accuracy on complex reasoning tasks.
* **Activation Functions:**A notable shift from GELU (Gaussian Error Linear Unit) and its variants to SiLU (Sigmoid Linear Unit) is observed. SiLU, being computationally efficient and better suited for low-precision arithmetic, dominates models released in 2024.
* **Layer Normalization:**The transition from LayerNorm to RMSNorm is highlighted. RMSNorm reduces the computational burden by eliminating the need to compute the mean during normalization, a valuable advantage for edge deployments.
* **Vocabulary Size:**The vocabulary sizes of SLMs have grown significantly, often exceeding 50,000 tokens. The authors associate this increase with improved language understanding capabilities and better handling of rare tokens, though it also contributes to larger memory footprints.

#### **2. Training Dataset Analysis**

The paper explores the datasets used to pretrain SLMs, revealing crucial insights into the evolving data landscape:

* **Dataset Usage Trends:**The study documents a shift from widely used general-purpose datasets such as *The Pile* and *RefinedWeb* to curated datasets like *FineWeb-Edu* and *DCLM*. These newer datasets incorporate model-based filtering techniques that significantly enhance data quality.
* **Data Quality vs. Quantity:**Despite earlier reliance on sheer data volume, the report finds that high-quality datasets yield better model performance, even with fewer tokens. For instance, models trained on *FineWeb-Edu* achieve competitive accuracy with state-of-the-art closed-source models.
* **Over-Training Observations:**The authors note a surprising trend: many SLMs are trained on token counts far exceeding what the Chinchilla Law suggests. For example, Qwen2.0 (500M parameters) is trained on 12 trillion tokens, while Qwen1.5 (1.5B parameters) is trained on only 7 trillion. This deliberate "over-training" strategy is posited as an optimization for resource-constrained environments, allowing models to generalize better when deployed on devices with limited computational power.

#### **3. Training Algorithm Innovations**

The paper examines several novel training algorithms that enhance SLM performance:

* **Maximal Update Parameterization (µP):**Used in models like Cerebras-GPT, µP ensures stable training by controlling initialization, layer-wise learning rates, and activation magnitudes. This technique allows hyperparameters optimized for small models to be directly transferred to larger models, streamlining the training process.
* **Knowledge Distillation:**LaMini-GPT and Gemma-2 leverage this technique to transfer knowledge from larger teacher models to smaller student models, resulting in improved performance without the need for extensive training.
* **Two-Stage Pretraining Strategy:**Adopted by MiniCPM, this strategy involves an initial phase with coarse-quality data followed by fine-tuning with high-quality, task-specific data. The method proves effective in balancing computational efficiency and model performance.

#### **4. Performance Evaluation**

The paper provides a rigorous assessment of SLM capabilities across multiple domains, including commonsense reasoning, problem-solving, and mathematics:

* **Commonsense Reasoning:**Models such as Phi-3-mini achieve state-of-the-art performance, rivaling LLaMA 3.1 (7B parameters). Benchmark results reveal that improvements in dataset quality and training strategies have allowed SLMs to close the gap with larger models.
* **Problem-Solving (with reasoning):**
* Phi-3-mini and other high-performing SLMs exhibit a 13.5% performance gain from 2022 to 2024, surpassing the improvement rate of LLaMA models. This demonstrates the increasing maturity of SLMs in handling complex reasoning tasks.
* **Mathematics:**SLM performance remains suboptimal in mathematics, with models struggling to handle tasks requiring logical reasoning. The authors attribute this gap to the lack of high-quality logic-focused datasets.
* **In-context Learning:**Experiments reveal that SLMs benefit significantly from in-context learning, particularly for tasks like ARC Challenge, where accuracy improvements of up to 4.8% are observed. However, some models, such as LaMini, exhibit performance degradation due to overfitting.

#### **5. Runtime Efficiency Analysis**

The authors perform extensive benchmarks to analyze inference latency, memory usage, and the impact of quantization and hardware:

* **Latency and Memory Footprint:**The study finds that inference latency is influenced by both model size and architecture. For instance, Qwen 1.5 (0.5B parameters) runs 31.9% faster than Qwen 2.0 (0.5B parameters) on Jetson Orin, despite having 25.4% more parameters. This is attributed to differences in attention mechanisms and parameter sharing strategies. Memory usage is generally linear with model size but is also affected by factors such as vocabulary size and attention mechanisms. Models like Bloom-1B, which have larger vocabularies, exhibit disproportionately high memory usage.
* **Quantization:**Quantization techniques, particularly 4-bit quantization, prove effective for reducing latency and memory usage. The Q4 K M method reduces latency by an average of 50% during inference, outperforming 3-bit and 6-bit quantization methods, which suffer from hardware inefficiencies.

#### **Conclusion**

The technical analysis presented in this paper provides a comprehensive understanding of the architectural, training, and runtime considerations essential for the development and deployment of SLMs. By addressing the challenges of efficiency and resource constraints, the paper offers valuable insights for advancing SLM research and practical applications.

<https://arxiv.org/abs/2409.15790>

**Mike’s Daily Paper - 08.02.25  
Rejection Sampling IMLE: Designing Priors for Better Few-Shot Image Synthesis**

Today we're taking a brief break from LLMs to review a paper that proposes an interesting method for training generative models when you have limited training data. As we know, modern generative models like diffusion models, GANs, and VAEs require enormous amounts of data, but sometimes we don't have this luxury and need to train on a small amount of data. Is this even possible?

The answer is positive (at least according to the paper). The authors propose a method called RS-IMLE for training a generative model with limited data, which improves upon the IMLE (Implicit Maximum Likelihood Estimation) method. Very broadly, IMLE is quite similar to a standard generative method - it samples a variable from an easy-to-sample distribution (Gaussian) and trains a generative model (neural network) to generate a piece of data. The difference is in the loss function: with IMLE, for each sample x from the dataset, we minimize only the distance between it and a single z\_i point: one for which T(z\_i) is closest to it. Here T(z\_i) is a piece of data generated from z\_i and T is the model we're training.

In other words, in the first stage of IMLE, we sample m points and pass them through model T (will be referred to as mapping) and generate m data points. Then for each sample x\_j from the training dataset, we choose the z\_i closest to x\_j. Finally, only such z\_i participate in minimizing the loss function. Obviously, the number of points m generated in the first stage needs to be significantly higher than the training dataset size n. The goal of this training method is to optimize the model only for points in the latent space (z) that are mapped close to points from the dataset.

The problem with this approach is that the distribution of the "selected" points during training is no longer Gaussian, which can be problematic during inference because we do want to sample z from a Gaussian distribution. The distance between mapping T of a normally distributed z sample from a dataset point differs in distribution from that of the z mapped closest to this point (this is quite obvious). By the way, the paper proves this claim and proposes a method to overcome it.

The method proposed by the paper looks really simple but is based on quite deep mathematical analysis of distance distributions between T(z) and x. In the first stage of training (after sampling from Gaussian distribution), we pick z\_i-s which fall at a distance greater than epsilon(hyperparameter) from all points in the training dataset after mapping T (i.e., we have rejection sampling here). Then, similar to IMLE, for each x in the dataset, we choose the z (out of the remaining samples) whose mapping with T falls closest to it and train T to minimize the average distance between the chosen z-s and their anchor points in the train dataset. The important hyperparameters here are epsilon and the number of sampled z points.

Intuitively, this works because we initially choose points that are farther away (after T) from the dataset points, which allows maintaining the distribution of selected points in the subsequent stage close to Gaussian.

<https://arxiv.org/abs/2409.17439>

**Mike’s Daily Paper - 09.02.25**  
**Why Is Anything Conscious?**

**Introduction**:

The paper \*Why Is Anything Conscious?\* by Michael Timothy Bennett, Sean Welsh, and Anna Ciaunica addresses the "hard problem of consciousness," famously articulated by David Chalmers. This philosophical challenge questions why information processing in certain systems, particularly biological ones, results in subjective experiences or \*qualia\*. The authors propose a paradigm shift, grounding consciousness in the dynamics of embodied, self-organizing systems shaped by natural selection.

They assert that phenomenal consciousness—the subjective "what it is like" to experience—is not only foundational but necessary for adaptive behavior. Through a formal computational framework, they argue against the possibility of "zombies," systems that function like humans but lack subjective experience, stating provocatively that "Nature does not like zombies."

**Key Contributions**

**Mathematical Framework for Pancomputational Enactivism**

The authors present a formal system rooted in \*pancomputationalism\* and \*enactivism\*. Pancomputationalism posits that all dynamic systems compute something, while enactivism emphasizes cognition as arising from interactions between a system and its environment. Central elements of their model include:

- Environment: Defined as a set of states, with transitions captured by declarative programs.

- Abstraction Layer: Structures how systems interpret environmental aspects.

- Tasks and Policies: Behavioral constructs that map inputs to outputs, facilitating adaptive behavior.

- Causal Identities: Representations of interventions and their effects, essential for self-awareness.

The framework describes how conscious systems maintain coherence and adaptability by constructing increasingly complex causal identities, forming the basis for self-awareness.

**Hierarchy of Consciousness**

A key insight is the hierarchical development of consciousness, driven by natural selection and scaling pressures. The authors outline six progressive stages:

1. Unconscious Systems: Entities devoid of experience or cognition, like rocks.

2. Hard-Coded Systems: Systems with fixed, preprogrammed responses (e.g., protozoa).

3. Learning Systems: Adaptable systems without self-awareness (e.g., nematodes).

4. First-Order Self Systems: Capable of distinguishing self-generated actions from external events (e.g., houseflies).

5. Second-Order Self Systems: Capable of meta-representation and intentional communication (e.g., ravens).

6. Third-Order Self Systems: Fully self-reflective beings capable of reasoning about their own awareness (e.g., humans).

This hierarchy underscores how qualitative aspects of consciousness naturally emerge as systems become more capable of modeling themselves and their environments.

**Qualitative and Quantitative Processing**

The authors argue that \*quality precedes quantity\* in information processing. Before an organism can label or measure information, it must experience qualitative differences. Phenomenal consciousness emerges because living systems must classify and prioritize information relevant to survival. These qualitative classifications form the foundation for subjective experience.

This claim challenges traditional computational theories, which often treat consciousness as a purely representational process. By emphasizing the primacy of qualitative experience, the authors provide a fresh perspective on the origins of consciousness.

**First Principles Approach**

The formalism in the paper is derived from two basic axioms:

1. \*Where there are things, we call these things the environment.\*

2. \*Where things differ, we have different states of the environment.\*

These axioms lead to a representationless form of pancomputationalism, where states and transitions define environments without assuming specific internal structures. The authors frame self-organization as the capacity to constrain outputs based on inputs, achieving adaptive behavior.

**Rejection of Zombies**

One of the paper's boldest claims is that "Nature does not like zombies." The authors argue that phenomenal consciousness is essential for access consciousness and adaptive behavior. Representational content—what organisms reason about—is always derived from qualitative experience. Therefore, a system behaving like a conscious being must necessarily have subjective experience.

This claim directly challenges thought experiments that propose the existence of unconscious yet behaviorally indistinguishable entities.

**Empirical Connections**

The paper builds on empirical findings about \*reafference\*, or the ability to distinguish between self-generated and external stimuli. Reafference, observed in mammals and insects, is linked to the formation of a first-order self. The authors derive this construct from mathematical principles and align their conclusions with the work of Merker, Barron, and Klein.

**Future Directions**

Empirical Testing:

The hierarchical framework invites experimental validation. Researchers could investigate the neural correlates of first-order and second-order selves in animals known for complex social behavior. Understanding how organisms construct causal identities would be a promising avenue for further study.

**Applications to Artificial Intelligence**

The formalism has significant implications for AI research. By framing consciousness as an emergent property of self-organizing systems, the authors suggest new pathways for creating adaptive, self-aware artificial agents.

**Ethical and Philosophical Implications**

The rejection of zombies implies that many non-human animals may possess forms of consciousness deserving ethical consideration. Additionally, the framework raises questions about the moral status of artificial systems capable of subjective experience.

**Conclusion**

\*Why Is Anything Conscious?\* offers a groundbreaking approach to the hard problem of consciousness by grounding it in natural selection, self-organization, and computational formalism. The authors' hierarchical framework provides a compelling explanation for how consciousness emerges and why subjective experience is fundamental to adaptive behavior. Their provocative claim that zombies are impossible challenges long-standing assumptions, marking this paper as a significant contribution to consciousness studies.

**Mike’s Daily Paper - 10.02.25  
On the expressiveness and spectral bias of KANs.**

This paper delivers a thorough investigation of Kolmogorov-Arnold Networks (KANs), a novel architecture inspired by the Kolmogorov-Arnold representation theorem. The authors rigorously compare KANs to traditional multi-layer perceptrons (MLPs) both theoretically and empirically, focusing on aspects like expressiveness, efficiency, and training dynamics. The paper breaks new ground by establishing key theoretical properties and validating them through experiments, making it a significant contribution to neural network design for scientific computing tasks.

**Expressiveness and Approximation Power**

A primary achievement of this work is the formal demonstration that KANs are at least as expressive as MLPs. The authors show that any ReLU-based MLP can be restructured into a comparable KAN architecture, maintaining efficiency without a substantial increase in network size. Conversely, while KANs can also be represented by MLPs, this transformation incurs a significant cost: the number of parameters scales with the grid size of the KAN. This suggests that KANs may offer more efficient representations for certain classes of functions, particularly when fine grid structures are used.

The study further leverages existing results for MLPs to establish approximation rates for KANs in function spaces like Sobolev spaces. It demonstrates that KANs achieve comparable or better approximation rates than MLPs in capturing complex function structures, reinforcing their theoretical robustness.

#### **Spectral Bias Analysis**

One of the key distinctions between KANs and MLPs highlighted in this paper is the difference in their spectral bias — a phenomenon where neural networks tend to learn low-frequency components of functions first. The authors present a detailed theoretical and empirical analysis, showing that KANs suffer significantly less from this bias.

This difference is attributed to the B-spline-based activation functions and the compositional architecture of KANs, which allow them to learn high-frequency components more efficiently. Theoretical insights suggest that the training dynamics of shallow KANs are more uniform across different frequencies compared to MLPs, whose convergence strongly favors lower frequencies. This reduced spectral bias makes KANs better suited for tasks requiring precise handling of high-frequency information, such as solving differential equations and modeling complex physical phenomena.

#### **Empirical Validation**

The authors provide extensive empirical evidence to validate their theoretical findings:

1. **Frequency Regression Tests:** KANs successfully fit high-frequency wave components simultaneously, while MLPs exhibit persistent struggles with higher frequencies even after prolonged training.
2. **Gaussian Random Field Experiments:** KANs outperform MLPs in approximating functions sampled from rough Gaussian fields, indicating superior adaptability to complex function structures.
3. **PDE Solutions:** In solving high-frequency Poisson equations, KANs achieve consistently lower errors compared to MLPs, maintaining stable performance even as the frequency of the solution increases.

These results illustrate the practical benefits of KANs for scientific computing tasks, where capturing detailed, high-frequency information is often crucial.

#### **Grid Extension Technique**

A notable technical innovation discussed in the paper is the grid extension technique specific to KANs. This method allows for progressive refinement of the spline grid during training, enabling a more efficient learning process. The grid extension approach mitigates the risks of overfitting and enhances the network's ability to generalize, particularly when dealing with complex functions or undersampled datasets.

#### **Conclusion**

This work establishes KANs as a powerful and efficient alternative to MLPs, particularly for tasks in scientific computing. By addressing spectral bias, enhancing approximation capabilities, and leveraging adaptive training methods, the authors provide compelling evidence for the potential of KANs to outperform traditional neural networks in applications requiring high-frequency learning and precise function approximation. The rigorous theoretical framework combined with comprehensive experiments makes this paper a foundational contribution to neural network research.

https://arxiv.org/abs/2410.01803

**Mike’s Daily Paper - 11.02.25  
STUFFED MAMBA: State Collapse and State Capacity of RNN-Based Long-Context Modeling**

The paper provides a rigorous investigation into the failure modes of RNN-based models in long-context language modeling and proposes solutions to enhance their length generalization capabilities. The authors identify and analyze a crucial phenomenon termed State Collapse (SC) - a failure in recurrent state dynamics that prevents RNNs from extrapolating beyond their training lengths. They introduce a set of training-free mitigation techniques and continuation training strategies that enable their proposed Mamba-2 model to scale to over 1M tokens without suffering from SC.

1. **Problem Statement and Context**

### **1.1. RNNs vs. Transformers for Long-Context Modeling**

* Transformers achieve superior performance in long-context reasoning but suffer from quadratic computational complexity in sequence length due to the attention mechanism.
* RNNs, in contrast, exhibit linear computational complexity with respect to sequence length, making them computationally efficient for handling long sequences.
* However, state-of-the-art RNN models (Mamba-1, RWKV, etc.) are trained on relatively short sequences (~10K tokens) and fail to generalize beyond training lengths.

### **1.2. Core Issues in Long-Context RNNs**

The study identifies two fundamental problems:

1. **Failure to Extrapolate to Longer Sequences**
   * RNNs exhibit a sharp degradation in performance when exposed to sequence lengths beyond their training data.
   * This failure is not simply due to vanishing gradients but is attributed to state collapse (SC).
2. Fixed Recurrent State Memory Capacity
   * Since RNNs maintain a constant-size memory state, their ability to retain information is inherently bounded.
   * There exists an upper limit on the contextual memory capacity—tokens beyond this limit are inevitably forgotten.

## **2. Formal Analysis of State Collapse (SC)**

### **2.1. Definition and Experimental Evidence**

* State Collapse (SC) occurs when the hidden recurrent state distribution collapses, leading to model failure in processing sequences longer than the training set.
* The authors conduct controlled experiments on Mamba-2 and observe that certain hidden state channels exhibit variance explosion, which causes:
  + Dominant outlier channels that suppress other state values.
  + Inability to forget earlier tokens, leading to an overflow of memory.
* SC manifests as a sharp increase in perplexity beyond training length.

### **2.2. Theoretical Attribution: Overparameterization in State Dynamics**

The authors derive the state update equation:
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where:

* h\_t is the hidden recurrent state.
* represents the memory decay factor.
* B\_i x\_i represents new information inserted at time step i.

Key observation:

When training on sequences of length T\_train, the learned model parameters favor retaining all information within T\_train, failing to forget when processing longer sequences. This results in over-accumulation of information, which leads to state saturation and eventual collapse.

## **3. Proposed Mitigation Strategies**

### **3.1. Training-Free SC Mitigation Techniques**

The authors propose three training-free methods to suppress SC:

#### Controlled Forgetting:

* Increase state decay by modifying the decay factor .
* Reduce insertion strength (i.e., B\_t).
* Effectively forces the model to forget older tokens, preventing state overflow.

#### State Normalization:

* Apply a norm-based constraint to the recurrent state:
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where p is a predefined threshold. It prevents hidden state explosions but introduces non-linearity, which affects training efficiency.

#### Sliding Window State Update

* Reformulate the state update rule to simulate a sliding window mechanism:
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* This effectively removes older tokens without recomputing from scratch. It is applicable to other RNN architectures like RWKV and RetNet.

### **3.2. Continued Training on Longer Sequences**

* The authors extend training lengths beyond state capacity to force the model to learn how to gradually forget.
* They empirically verify that for any state size SS, there exists a threshold training length T\_train where SC does not occur.

### **4. Conclusion**

### **4.1. Major Contributions**

* First systematic study of state collapse in long-context RNNs.
* Proposed three training-free mitigation methods to eliminate SC up to 1M tokens.
* Empirically established the relationship between state size and capacity.
* Trained a 370M Mamba-2 model with 256K-token perfect retrieval—unprecedented at this scale.

### **4.2. Implications**

* The findings challenge conventional training lengths used in RNN-based language models.
* The proposed state-aware modifications offer a viable alternative to transformers for long-context NLP.

6. Final Remarks

The paper combines rigorous theoretical analysis, empirical validation, and novel algorithmic improvements to address one of the fundamental limitations of RNN-based long-context models. By resolving state collapse, this work revives interest in RNN architectures for scalable, efficient long-context reasoning.

Future work could explore:

* Applying SC mitigation to other architectures (RWKV, RetNet, etc.).
* Enhancing adaptive state scaling to dynamically allocate memory capacity.
* Investigating prompt dependency in SC for better real-world generalization.

This work lays the foundation for efficient long-context modeling beyond transformer architectures, marking a significant step in the evolution of scalable sequence models.

**Mike’s Daily Paper - 13.02.25  
One Initialization to Rule them All: Fine-tuning via Explained Variance Adaptation**

Today we will briefly review a paper proposing a LoRA method for improving the fine-tuning technique of LLMs. As you probably remember, LoRA adds a learnable matrix with a significantly lower rank than the weight matrix dimension to the model weights (in certain layers). The model weights remain fixed (not trained) during fine-tuning.

The authors propose an approach to enhance LoRA that includes a preliminary stage called Data-Driven initialization in the paper. The purpose of this initialization is "to adjust the rank of LoRA matrices for each layer of the model." Since we're training certain weight additions, we can distribute them "optimally" between model layers. The optimality here is measured through the variance of the layer activations (i.e., the output of the FFN layer) for the data we're training on.

If the activation variance on training data is low, it means the layer values are more or less constant, and it's not worth wasting LoRA weights on it. In other words, we can use a very low rank LoRA (if at all) for this layer. But how can we measure this variance using singular values of activation matrices computed through SVD decomposition of this matrix? The dimensions of the activation matrix here are the hidden dimension of the model and the batch size.

So, we compute the singular values of the activation matrix on the training dataset until the singular vectors (right vectors) stabilize. These vectors are updated during batch runs (the model is trained on the fine-tune dataset) and their creation (of the vectors) stops when they stabilize and stop changing significantly (the paper measures similarity using cosine distance - if it's too high for a particular layer, vector updates for that layer stop) - this training is performed before LoRA.

After the singular vectors converge for all layers, we take the eigenvalues and calculate the percentage of variance explained by each layer (calculated by the sum of squares of their singular values) relative to the variance explained by the entire model (which is the sum of squares of singular values for activations of all model layers).

In the next stage, LoRA matrix ranks are allocated to layers as functions of their explained variance. That is, as the explained variance of a layer increases, more “LoRA ranks” are allocated. In the final stage, LoRA is trained with an "optimal" allocation of LoRA matrix ranks based on the training data. Quite an interesting idea that shows decent results.

<https://arxiv.org/abs/2410.07170>

**Mike’s Daily Paper - 15.02.25**  
**A Spectral Condition for Feature Learning**

#### **1. Introduction**

The paper *"A Spectral Condition for Feature Learning"* by Greg Yang, James B. Simon, and Jeremy Bernstein presents a rigorous theoretical framework for understanding feature learning in deep neural networks through the lens of spectral norm scaling. The authors introduce a spectral scaling condition that governs the evolution of network features during training, providing a refined alternative to heuristic-based initialization and learning rate scaling strategies.

The primary motivation of this work is to address a key challenge in scaling large-width neural networks: ensuring that feature learning occurs effectively across all layers, preventing both gradient vanishing and feature explosion. The authors propose that by appropriately scaling the spectral norm of weight matrices and their updates, feature learning can be preserved even in the infinite-width limit. This framework offers a more principled approach compared to traditional Frobenius norm-based initialization schemes.

The paper contributes to both theoretical and practical aspects of deep learning training by demonstrating how spectral norm considerations naturally lead to the *Maximal Update Parametrization (μP)*, an initialization and learning rate scaling strategy that allows hyperparameter transfer from narrow to wide models. Unlike previous works that derived μP using tensor program arguments, this paper provides an elementary linear algebra-based derivation, making it more accessible to the broader deep learning community.

#### **2. Core Contributions and Theoretical Foundations**

##### **2.1 The Spectral Scaling Condition**

The central result of the paper is a scaling condition on the spectral norm of weight matrices and their gradient updates:

||W\_{l}\|\_\* = \Theta\left(\sqrt{\frac{n\_{l}}{n\_{l-1}}}\right), \quad \|\Delta W\_{l}\|\_\* = \Theta\left(\sqrt{\frac{n\_{l}}{n\_{l-1}}}\right)

where n\_l​ and n\_{l-1} are the fan-out and fan-in dimensions at layer l. This condition ensures that both the hidden features h\_l​ and their updates Δh\_l remain at an appropriate scale:

\large{\|h\_{l}\|\_2} = \Theta(\sqrt{n\_{l}}), \quad \|\Delta h\_{l}\|\_2 = \Theta(\sqrt{n\_{l}})

which prevents feature explosion or vanishing and enables stable learning dynamics across layers. The motivation behind this condition stems from the way information propagates through neural networks. In traditional initialization schemes, such as Kaiming or Xavier, the Frobenius norm is used as a proxy for controlling the scale of activations. However, the authors argue that the spectral norm - a measure of the largest singular value of a matrix—is a more appropriate metric for controlling the effective amplification of signals across layers.

##### **2.2 Justification via Matrix Analysis and Feature Learning**

The spectral scaling condition arises from a fundamental property of deep networks: each layer applies a transformation that amplifies or attenuates input signals according to the singular values of the weight matrix. The largest singular value (which defines the spectral norm) determines how much a layer can stretch or shrink input activations along specific directions in feature space.

By ensuring that the spectral norm follows the prescribed scaling, the authors prove that:

* Feature magnitudes remain stable across layers, neither vanishing nor exploding.
* The evolution of features during training remains significant, preventing a collapse into trivial representations.

To rigorously justify this, the paper provides an in-depth mathematical analysis of gradient updates in multilayer perceptrons (MLPs). A key insight is that weight updates in deep networks exhibit a rank-one structure due to the outer-product nature of gradients:

\Delta W\_{ll} = -\eta\_{l} \nabla\_{W\_{l}} L = -\eta\_{l} \cdot (\text{error signal}) \cdot (\text{input features})^T

This structure leads to the observation that weight updates naturally align with dominant singular vectors of weight matrices, reinforcing the spectral norm as the primary determinant of network evolution.

The paper shows that under this spectral scaling condition, networks maintain meaningful feature learning at all widths. In contrast, standard parameterization (SP) and neural tangent parameterization (NTP) fail to maintain feature evolution in the infinite-width limit.

##### **2.3 Relation to Maximal Update Parametrization (μP)**

One of the most impactful contributions of the paper is its connection to *Maximal Update Parametrization (μP)*. μP, introduced by Yang & Hu (2021), prescribes an initialization and learning rate scaling that allows hyperparameters to transfer from small to large models without additional tuning. Previously, μP was derived through tensor program arguments, which are mathematically intricate.

This paper provides a much simpler derivation using spectral norm scaling. The authors show that μP is equivalent to ensuring that weight matrices and their updates obey the spectral scaling condition:

\sigma\_{l} = \Theta\left(\frac{1}{\sqrt{n\_{l-1}}} \min\left\{1, \sqrt{\frac{n\_{l}}{n\_{l-1}}}\right\} \right), \quad \eta\_{l} = \Theta\left(\frac{n\_{l}}{n\_{l-1}}\right)

where σ*l​ is the weight initialization scale and η*\_l​ is the learning rate at layer l. This formulation generalizes μP to arbitrary layer shapes, eliminating the need for special-case rules for input, hidden, and output layers. Moreover, it clarifies why μP preserves feature learning: the spectral norm scaling ensures that both weight updates and feature updates remain order-one, preventing collapse into the kernel regime seen in NTP.

**2.4 Empirical Validation and Comparisons**

The authors provide empirical support for their theoretical claims by analyzing the behavior of MLPs trained on CIFAR-10. The key observations include:

1. **Low-Rank Structure of Weight Updates**
   * Even at large batch sizes, gradient updates remain low-rank, meaning that weight updates are effectively controlled by their spectral norm rather than their Frobenius norm.
2. **Feature Evolution Across Training**
   * Feature representations evolve significantly under μP but decay under NTP, confirming that NTP fails to achieve proper feature learning.
   * The evolution of features follows the predicted Θ(1) scaling under spectral normalization but collapses under traditional parameterizations.
3. **Comparing Spectral vs. Frobenius Scaling**
   * The study highlights that Frobenius norm scaling leads to underestimated weight updates due to low-rank gradient structures.
   * The spectral condition correctly preserves feature evolution even in deep networks.

These experimental results strongly reinforce the theoretical arguments made in the paper, demonstrating that spectral scaling is not merely a theoretical construct but has direct practical implications for neural network training.

<https://arxiv.org/abs/2310.17813>

**Mike’s Daily Article: 16.02.25**   
**Representation Alignment for Generation: Training Diffusion Transformers is Easier than You Think**

Taking a brief break from LLMs to review a paper about generative diffusion models. The paper proposes a rather intuitive method for improving the performance of these models by adding a regularization term that "aligns" the model's internal representations with those of powerful encoders like DiNOV2. This alignment improves the quality of images generated by the model.

Let's start with a brief background on generative diffusion models. These models are trained to generate images (for example, given a textual description) through gradual noise removal. The model starts with pure noise (typically Gaussian) and slowly transforms it into an image (or data from another domain). The model is trained on noisy images with different noise levels (=iterations), where during training the model learns to remove a small amount of noise (from iteration t to iteration t-1). The choice of hyperparameter t for the noise process is critical to the generation quality of the trained model.

This process (noise addition) can be described using differential equations of probability flow that describe the change (gradient) of the noisy data with noise rate/velocity that we'll denote as vt (the solution to this equation is distributed according to the noisy data distribution). The noise rate can be estimated with the model (=network) based on noisy data samples and t. Then, the probability flow equations can be solved with the estimate of vt (in reverse direction - i.e., starting from pure noise) using Euler's method, for example. These methods are called stochastic interpolands. Note that there are methods based on numerical solutions of stochastic differential equations that describe data changes as a function of the score function, which is the logarithm of the noisy data distribution function.

Okay, after this complexity things get a bit easier. Diffusion models today are mostly latent models where generation occurs in the data representation space. This means the model is trained to recover a latent representation from noise, and then the decoder is applied to construct an image from the recovered representation. The representation of the initial image is created by the encoder. The authors argue that the noisy latent representations aren't "strong enough," meaning they less effectively reflect the semantic aspects of the image.

The authors propose to enrich these representations by adding a regularization term aimed at bringing these representations (of noisy images) closer to the representation produced by a strong encoder (like DINOV2). This loss is added to the regular diffusion model loss, and it's claimed to improve the quality of generated images and contribute to training stability.

<https://arxiv.org/abs/2410.06940> **Mike’s Daily Paper - 18.02.25   
THINKING LLMS: GENERAL INSTRUCTION FOLLOWING WITH THOUGHT GENERATION**

**Deep Learning Paper Review Number 400:** To avoid overwhelming you, I chose a relatively light paper, and the review will be without formulas and quite brief. The paper proposes a method somewhat similar in essence to Group Relative Preference Optimization, or GRPO for short, which has made many headlines recently. I'll explain what I mean by this shortly. I'll just note that the paper proposes a method to enhance general reasoning capability of a model and doesn't focus only on programming questions and mathematical problems.

The paper proposes a fine-tuning method for LLMs that enhances their reasoning capabilities without requiring labeled data. The paper suggests training in an RLHF-style, but unlike DeepSeek (the inventor of GRPO), the authors proposed using the DPO method that doesn't use a reward function at all. I'll note that GRPO doesn't train a reward model like PPO does, but rather uses the correctness of the answer and its format as a reward function.

So what's common between GRPO and the method proposed in this paper? Both essentially suggest not penalizing the model for its “thinking process”/chain of thought (which might be incorrect but can lead to the correct answer), but judging it only based on the correctness of the model's answer (as mentioned, GRPO also penalizes for not adhering to the answer format). After we understand the fundamental connections between the proposed method and the famous methods, let's dive into what the paper proposes.

As mentioned, the paper proposes to fine-tune a language model's reasoning ability without using labeled data with RLHF. As you remember, RLHF with DPO requires pairs of preferred and less preferred answers. Since we said the method doesn't require labeled data, you can guess that building these pairs is done by a judge language model that selects good and bad answers similar to the RLAIF method, which stands for Reinforcement Learning from AI Feedback. The judge model operates on answers (not the reasoning chain!) of the trained model and decides which among the answers is the best and worst. These pairs are used to train the model in DPO form. Of course, there's also engineering of a meta-prompt causing the model to "generate a thinking process" but the reasoning chain, generated by it, doesn't participate in training the model. Namely the reward is computed solely based on the answer correctness.

<https://arxiv.org/abs/2410.10630>

**Mike’s Daily Paper - 19.02.25   
Losing Dimensions: Geometric Memorization in Generative Diffusion Models**

The paper introduces a novel theoretical framework for understanding how diffusion models memorize and generalize data, particularly when the data is supported on a low-dimensional manifold. It extends prior work on memorization in generative diffusion models by incorporating a geometric perspective, providing new insights into how different tangent subspaces of the data manifold are selectively lost due to memorization effects. The study leverages statistical physics, random matrix theory, and differential geometry to develop a comprehensive explanation of geometric memorization.

### **Core Novelty:**

1. **Geometric Perspective on Memorization:**The paper presents a novel characterization of memorization in generative diffusion models as a process that leads to a **selective loss of dimensionality** rather than an outright collapse onto individual training points.
   * It establishes that different tangent subspaces of the data manifold are lost at different critical times, depending on the local variance of the data along those directions.
   * This structured degradation contrasts with classical views of memorization, which often assume uniform or complete collapse of the data manifold.
2. **Variance-Dependent Dimensionality Loss:**
   * The study reveals an **unexpected phenomenon**: **subspaces with higher variance are lost first due to memorization effects**. This contradicts intuition, as one would expect that lower-variance, less informative dimensions would be lost first.
   * The result is a hierarchical loss of generative capacity, where high-variance directions disappear before low-variance ones, leading to a structured, non-trivial form of memorization.
3. **Random Matrix Theory and Spectral Gap Analysis:**
   * The authors employ techniques from **random matrix theory** to analyze the spectral properties of the Jacobian of the score function in diffusion models.
   * They demonstrate that the **closure of spectral gaps** in the singular values of this Jacobian corresponds to the loss of generative flexibility along specific directions.
   * The study quantifies how the number of effective generative degrees of freedom evolves as a function of dataset size and diffusion time.
4. **Statistical Physics Interpretation and Phase Transitions:**
   * The paper frames memorization as a **glassy phase transition**, drawing parallels to associative memory networks and statistical mechanics models.
   * The transition from generalization to memorization is shown to follow a condensation process similar to those observed in disordered physical systems.
   * Using the **Random Energy Model (REM) analogy**, the study provides an analytical estimate of the critical diffusion time at which memorization effects dominate.
5. **Empirical Validation Across Manifold-Supported and Natural Image Data:**
   * The authors validate their theory through controlled experiments on synthetic data (e.g., linear manifolds with varying variance subspaces) and real-world datasets (MNIST, CIFAR-10, CelebA).
   * The experimental results **strongly align with the theoretical predictions**, demonstrating that trained diffusion models exhibit the predicted **hierarchical loss of dimensionality** as dataset size decreases.
   * The paper introduces a novel method for estimating the **intrinsic dimensionality of generated samples**, which corroborates the theoretical framework.

<https://arxiv.org/abs/2410.08727>

**Mike’s Daily Paper – 22.02.25  
When Does Perceptual Alignment Benefit Vision Representations?**

Taking a brief break from language models, today we review a paper in the field of computer vision. The authors propose a method to improve visual data embeddings by fine-tuning the embedding model (or backbone) on a dataset of images labeled as similar or dissimilar by humans. Empirical results show that this fine-tuning enhances the quality of learned representations for various vision tasks such as object counting, segmentation, depth estimation, and instance retrieval.

The fine-tuning utilizes **contrastive learning**, a method I’ve covered extensively, reviewing dozens of papers on this fascinating topic. In general, contrastive learning aims to bring embeddings of similar data points closer together (typically measured using cosine distance, though other options exist) while pushing apart embeddings of dissimilar data points. The authors use the **NIGHTS dataset**, which contains triplets of images with roughly the same semantic content but differing in pose, shape, color, and object count.

The authors adopt a **triplet loss** approach to contrastive learning, training the model on image triplets. Each triplet consists of an anchor image (reference) and two additional images labeled by human annotators regarding their similarity to the anchor. Annotators were asked to indicate which of the two images is more or less similar to the anchor. The training objective is to maximize the difference between the cosine distance of the more similar image to the anchor and that of the less similar image.

Additionally, the authors propose contrastive learning on the concatenation of the image embedding with the average representation of all its patches. They claim this improves results to some extent.

**Paper link:**<https://arxiv.org/abs/2410.10817>  
  
**Mike’s Daily Paper – 22.02.25**  
**Addition Is All You Need: For Energy-Efficient Language Models**

The paper presents an elegant yet radical approach to improving the efficiency of neural networks, particularly in the context of LLMs. The authors propose an alternative to traditional floating-point multiplications, called Linear-Complexity Multiplication (L-Mul), which approximates floating-point operations using integer additions. The central claim is that L-Mul significantly reduces computational complexity and energy consumption while maintaining nearly identical model performance.

**Motivation:**The motivation is clear: the energy demands of AI systems, especially large models, are becoming unsustainable. Floating-point multiplications are among the most computationally expensive operations, and replacing them with more efficient alternatives could have significant implications for hardware design and practical AI applications. The authors highlight how energy consumption in neural networks increases with the number of floating-point operations and quantify the potential energy savings by replacing multiplications with additions.

**Technical Explanation:**  
Traditional floating-point multiplication involves costly exponent and mantissa operations. L-Mul bypasses this by restructuring the computation, using integer addition instead of mantissa multiplication. The authors support this with a theoretical error estimation, demonstrating that L-Mul with a 3-bit mantissa outperforms float8 e5m2 multiplication, while a 4-bit mantissa competes favorably with float8 e4m3. This mathematical rigor provides strong credibility to their claims.

**Experimental validation:**  
The authors integrate L-Mul into transformer-based language models and assess its effectiveness across various tasks, including natural language understanding, commonsense reasoning, and mathematical problem-solving. The results are promising: applying L-Mul to the attention mechanism results in negligible accuracy loss and, in some cases, minor performance improvements. The authors even show that fully replacing all floating-point multiplications with a 3-bit mantissa L-Mul in a transformer model yields results similar to float8 e4m3 in both fine-tuning and inference.

**Pros and Cons:**One of the most compelling aspects of the paper is its focus on energy efficiency. Using data from previous studies on hardware energy consumption, the authors estimate that L-Mul can reduce the energy cost of element-wise multiplications by 95% and dot product operations by 80%. This is a bold claim, suggesting that L-Mul could have immediate and tangible benefits for data centers and large-scale AI applications.

Despite its advantages, the paper leaves some practical questions unanswered. The authors acknowledge that existing GPUs lack native support for L-Mul, making efficient implementation challenging. While they suggest that specialized hardware could optimize L-Mul-based computations, they do not provide a concrete roadmap for hardware adoption. Additionally, while the theoretical and empirical precision analyses are compelling, real-world deployment would require extensive testing in production environments.

**Conclusion:**  
The paper presents an innovative and well-supported approach to reducing the computational and energy costs of large language models. The theoretical grounding is strong, the experimental results are convincing, and the potential impact is significant. While practical challenges remain—especially in hardware adoption—this work opens new doors for energy-efficient AI computation. If further refined and adopted, L-Mul could play a crucial role in making AI more sustainable without sacrificing performance.

<https://arxiv.org/abs/2410.00907>

**Mike’s Daily Paper – 25.02.25  
Understanding Visual Feature Reliance through the Lens of Complexity**

**Introduction:**

The paper I'm reviewing today presents an unusual, rare and interesting study on feature complexity in deep learning models (no RAG, agents and LLMs are in there :). And it is tightly connected to the idea of the information bottleneck in deep neural networks, coined by N.Tishbi.

This paper introduces a new information-theoretic framework for quantifying feature complexity in deep learning models, offering a mathematically principled approach to understanding how, when, and where features emerge during training. Unlike traditional interpretability methods that focus on saliency and attribution, the study presents ν-information as a computational complexity-aware measure, capturing the effort required to extract a feature rather than just its direct statistical dependence on input data.

Through extensive empirical analysis, the paper systematically explores the temporal evolution, spatial distribution, and functional role of features in deep vision models. The findings suggest that deep neural nets exhibit a hierarchical learning process, where “simpler”, lower-complexity features emerge early in training and propagate efficiently through residual connections, while more complex features require deeper processing(more complex computations) and extended training time but contribute less critically to final model decisions than previously assumed.

**1. A Complexity-Aware View of Feature Learning**

Feature analysis in deep learning has largely been framed in terms of importance and utility, but little work has been done to explicitly quantify how complex a feature is to extract from raw inputs (namely amount of computation required to compute it). This study shifts the focus from conventional feature relevance metrics to a measure of computational effort, formalized as v-information.

**1.1 Redefine Feature Complexity with ν-Information**

Traditional feature evaluation approaches rely on direct mutual information estimates between feature activations and input data. However, this approach fails to account for the transformation difficulty required to obtain a feature.

The key innovation in this paper is the introduction of v-information, which quantifies:

* How much processing is required to extract a feature within a model.
* The depth and nonlinearity of transformations involved in computing that feature from raw inputs.
* The computational complexity of mapping input signals to the feature space, rather than simply measuring its statistical correlation with inputs.

**1.2 Why Complexity Matters in Feature Learning**

Prior studies in information bottleneck theory(extensively studied by N. Tishbi) suggest that deep models progressively refine input representations, discarding irrelevant information while preserving task-relevant signals. This work builds on these principles by providing a rigorous measure for determining which features require deeper transformations and which emerge naturally through shallower layers.

Empirical evidence supports the claim that models prioritize lower-complexity features early in training, while more complex features emerge gradually over longer training horizons. This aligns with existing implicit curriculum learning theories, which suggest that optimization landscapes favor learning low-complexity patterns first before refining higher-complexity abstractions.

**1.3 Temporal Dynamics of Feature Complexity**

One of the most compelling findings in the paper is that feature learning follows a structured progression over time:

* Early training: The model rapidly learns low-complexity features, which require fewer nonlinear transformations to extract.
* Mid-training: Intermediate features emerge, often composed of combinations of lower-complexity features.
* Late training: High-complexity features emerge, but their impact on final predictions is minimal compared to early-stage features.

This structured evolution suggests that the optimization process in deep networks naturally orders feature learning in a way that minimizes computational burden early on, allowing the model to efficiently bootstrap its representations before refining complex details.

**1.4 Spatial Organization of Feature Complexity in Network Architectures**

The study finds that feature complexity is not evenly distributed across layers but instead follows a structured organization:

* Lower-complexity features are found in earlier layers and can propagate via residual connections.
* Higher-complexity features require deeper processing and accumulate nonlinearly through stacked transformations.
* Residual pathways act as computational shortcuts for low-complexity features, allowing them to bypass deeper processing.

This finding suggests a new interpretation of residual networks (aka ResNets): rather than simply aiding gradient flow, residual connections serve as complexity filters, allowing lower-complexity features to be processed more efficiently.

### **1.5 Feature Complexity and Model Decision-Making**

### A crucial implication of this framework is that high-complexity features contribute less to final classification decisions than expected. Empirical evidence suggests that:

* Models rely more heavily on lower-complexity features for generalization.
* Complex features, while present, have a weaker correlation with final classification outputs.
* Overemphasis on complex features does not necessarily improve performance and may lead to overfitting.

This contradicts the traditional assumption that deep models primarily rely on highly abstract representations for decision-making. Instead, the study suggests that models exploit simple, robust signalswhenever possible, leveraging complex features only as secondary refinements.

**2. Experiments**

## The authors conduct a large-scale empirical study on feature complexity in deep vision models, analyzing 10K feature directions extracted from the penultimate layer of an ImageNet-trained ResNet-50 model. The experiments are designed to rigorously validate the relationship between feature complexity, temporal learning dynamics, and spatial distribution within the network.The authors conducted an extensive empirical study on feature complexity within deep vision models, analyzing 10,000 feature directions extracted from the penultimate layer of an ImageNet-trained ResNet-50 model. The experiments were designed to rigorously validate the relationship between feature complexity, temporal learning dynamics, and spatial distribution within the network.

### **2.1 Feature Extraction and Complexity Measurement**

The authors extract feature directions from intermediate network activations and estimate their v-information complexity. This is achieved by:

* Isolating feature directions in the penultimate layer representation space.
* Computing how much processing is required to extract each feature.
* Ranking features based on their computational effort.

This approach allows the authors to build a hierarchical feature complexity map that quantifies the relative difficulty of learning each feature direction within the model.

### **2.2 Tracking Feature Complexity Over Training Time**

To understand how and when features emerge, the authors analyze model checkpoints at different training stages. This enables them to systematically track:

* Which features appear early, mid, and late in training.
* How feature complexity correlates with learning speed.
* The stability of feature reliance throughout training.

### **2.3 Layer-Wise Complexity Distribution and Residual Path Analysis**

A key experiment focuses on how feature complexity propagates across different layers. The authors find that:

* Simple features propagate effectively through shortcut paths in ResNets.
* Complex features require deep hierarchical processing.
* The presence of residual connections reduces the need for deep feature transformations for low-complexity features.

These findings suggest that network architectures inherently allocate resources to feature complexity processing, shaping how models encode information at different depths.

## **3. Conclusion:**

This paper makes a significant theoretical and empirical contribution by introducing a mathematically grounded framework for analyzing feature complexity in deep learning models. The key insights include:

1. Feature learning follows a structured, curriculum-like progression, where simpler features emerge first.
2. Residual connections serve as computational shortcuts, allowing low-complexity features to bypass deep transformations.
3. Deep models rely more heavily on simple, robust features for decision-making, contradicting the assumption that high-complexity abstractions drive model predictions.
4. V-information provides a principled way to quantify feature complexity, offering a new tool for studying inductive biases in deep networks.

<https://arxiv.org/abs/2407.06076>

**Mike’s Daily Paper – 27.02.25  
Unity by Diversity: Improved Representation Learning for Multimodal VAEs**

Today, I'm returning to a paper on Variational Autoencoder (VAE) after a very long time—more than a year, I suppose.

To recap, a VAE is a type of generative model that learns to compress data into a structured low-dimensional latent space (with an induced distribution) and then reconstruct it. The main challenge is ensuring that this space remains "smooth", so that sampling from it produces realistic data. To achieve this, a VAE balances two objectives: accurately reconstructing the original data while ensuring that the latent space stays close (in distribution) to a simple and well-defined prior, usually Gaussian. This guarantees that nearby points in the latent space correspond to similar data samples, making it possible to generate new, coherent examples.

Multimodal VAEs extend this idea to handle multiple types of data, such as images, text, and audio, within a unified framework. The challenge with MVAE arises from the fact that different modes (modalities) share some information but also contain unique details. Some MVAE models attempt to force all modalities to share a single latent representation, which can lead to the loss of modality-specific information. Others keep them too separate, preventing meaningful cross-modal interactions. The ideal MVAE must strike a balance: capturing the shared structure of different modes while preserving what makes each modality distinct.

### **Key Insight: Rejecting a Shared Latent Space Assumption**

The core insight here is rejecting the assumption that all modalities must reside in the same latent space. Earlier MVAEs operated under the assumption that a single latent representation (often a standard Gaussian) should be used for all modalities. This often led to a latent space that was either:

* Too entangled—forcing incompatible modalities to mix unnaturally, or
* Too loose—failing to capture important relationships between different modalities.

To overcome this, the authors propose learning the latent distribution from the data itself, thereby creating a latent space that respects the nuances of each modality while still allowing information transfer between different modalities.

### **A Data-Driven Latent Distribution Instead of a Fixed One**

Instead of using a fixed target distribution (e.g., Gaussian, as in most cases), MMVM VAE builds a latent distribution in the style of a Mixture of Experts, conditioned on all available modalities during training. Each modality contributes to this learned distribution, making it a soft constraint rather than a hard one, unlike traditional VAEs.

This is a fundamental shift from simple averaging or multiplication of distributions—here, the prior is dynamic, data-dependent, and continuously refined as the model learns the modalities. Essentially, it acts like an adaptive scaffold, shaping the latent space in a way that supports a shared structure without forcing it.

### **Mathematical Details: Jensen-Shannon Regularization**

To the reconstruction loss (how well the model reconstructs the data), the authors add a regularization term that consists of Jensen-Shannon divergences between each modality’s approximate posterior q\_ϕ​(z∣X), and the learned latent distribution h(z|X), which is computed as an average over all modalities.

**What does this mean in practice?**

* Each modality’s posterior is encouraged to stay close to the learned latent distribution, which is computed from all modalities together.
* However, each modality retains its own structure, preventing the latent space from collapsing into a single, oversimplified subspace (a key argument in the paper).
* The learned latent distribution acts as a dynamic, trainable regularizer, ensuring that representations remain meaningful and useful.

### **Why MMVM VAE is So Powerful**

Ultimately, MMVM VAE does not impose a rigid latent structure (as traditional MVAE models do). Instead, it lets the structure emerge naturally from the data. And this is precisely what makes it so powerful.

### **Improving Missing Data Imputation**

The proposed model also demonstrates strong performance in missing data imputation tasks. MVAEs typically struggle when reconstructing a missing modality from partial input. Why? Because their shared representations are often too rigid—either:

* Over-relying on shared information, resulting in blurry, generic generations, or
* Maintaining completely separate embeddings, preventing meaningful cross-modal interactions.

By contrast, MMVM VAE ensures that each modality’s latent space remains informative, even when some modalities are missing. The result? More coherent, contextually relevant reconstructions and sharper fidelity to the expected structure of missing data.

### **An Interesting Claim: Connection to Contrastive Learning**

One particularly intriguing claim in the paper—which I admit I didn’t fully grasp—is the connection between MMVM VAE and contrastive learning. The use of Jensen-Shannon divergence as a regularization term aligns the latent distributions across modalities without forcing them into a single subspace.

This is similar to how contrastive learning operates in vision-language models: it ensures that similar inputs produce nearby embeddings while still preserving their differences. However, unlike contrastive learning, which typically requires explicit positive-negative pair construction, MMVM VAE embeds this alignment directly into the generative model itself.

This means that representation learning happens naturally during training, without the need for contrastive sampling tricks or additional objectives.

### **Trade-offs & Limitations**

Of course, trade-offs exist. The model’s reliance on data-dependent priors makes unconditional generation—the ability to sample entirely new multimodal data from scratch—non-trivial. Want to generate completely new multimodal data? Too bad—this method wasn’t designed for that. But this is not a bug; it's a feature. MMVM VAE isn’t trying to be a pure generative model like GANs or diffusion models. Its purpose is structured, interpretable representation learning, where cross-modal dependencies are preserved without imposing artificial constraints.

<https://arxiv.org/abs/2403.05300>

**Mike’s Daily Paper – 28.02.25  
The FFT Strikes Back: An Efficient Alternative to Self-Attention**

**Introduction:**

Anyone who's been following me long enough knows that I have a soft spot for papers featuring the Fourier Transform or any other periodic transform (such as the Discrete Cosine Transform, DCT). This affinity stems from the five years I spent as a researcher, algorithm engineer, and lecturer in the field of signal processing, specifically in wireless communication systems.

This paper proposes a mechanism that replaces self-attention with a layer that transforms token representations into the frequency domain (i.e., applies a Fourier Transform). The key claim in the paper is that this method has a level of expressiveness (i.e., the ability to model the same types of functions) comparable to Transformers. However, the claims are only partially theoretically proven (a full proof is not provided in the paper).

**Why Consider a Frequency-Domain Approach Instead of Self-Attention?**

The main advantage of this Fourier-based non-linear transformation approach is, of course, its lower computational complexity. Instead of the O(N^2) complexity of self-attention, the proposed mechanism operates at O(Nlog⁡N) - a significant reduction. Here, NNN represents the sequence length. It is well known that the Fast Fourier Transform (FFT) can be computed in O(Nlog⁡N) time, and despite the introduction of nonlinear transformations in the frequency domain, the overall complexity of the proposed mechanism remains O(Nlog⁡N).

**How Does This Work?**

1. Fourier Transform on Token Representations
   * The first step is to apply the FFT across the token dimension, meaning each dimension of the token embeddings is transformed separately.
   * Example: If we have 10K tokens, each represented by a 1024-dimensional vector, this results in 1024 independent Fourier Transforms, each of length 10K.
2. Nonlinear Processing in the Frequency Domain
   * Compute the mean of all transformed representations in the frequency space.
   * Pass the result through an MLP (fully connected layers), which outputs a transformed version of the sequence, preserving the original shape (e.g., 10K×102410K in this example).
   * Add the result to a base weight matrix W\_base​, which consists entirely of ones.
3. Adaptive Reweighting of the Fourier Transformed Representations
   * Perform element-wise multiplication between the transformed representation and the original FFT output.
   * This results in a nonlinear reweighting of the Fourier Transform of the token embeddings, where the weights are learned dynamically.
4. Final Nonlinearity & Inverse Fourier Transform (IFFT)
   * Apply a modReLU (ReLu for complex numbers) to the complex-valued representation.
   * Convert back to the original token space using the Inverse FFT (IFFT).

And the Results? Not Bad at All:

The experimental results show that this FFT-based approach performs competitively while maintaining significantly lower complexity than standard self-attention mechanisms. Definitely an interesting direction for more efficient sequence modeling!

<https://arxiv.org/abs/2502.18394>

**Mike’s Daily Paper – 01.03.25  
LoRA vs. Full Fine-Tuning: An Illusion of Equivalence**

Today marks my 200th daily review since I started writing these summaries nine months ago. To celebrate this milestone, I’ll keep things short with a relatively light paper. The paper compares the effects of fine-tuning with LoRA versus full fine-tuning, where all model weights are updated.

**Quick Recap: How LoRA Works**

In LoRA, we train low-rank matrices that are added to the weight matrices in each layer. A low-rank matrix of size 𝑚 × 𝑛 can be factorized into the product of two smaller matrices: A of size 𝑟×𝑛 and B of size 𝑚 × 𝑟 where 𝑟 ≪ min(𝑚, 𝑛 ) (hence low-rank). Instead of fine-tuning the full model, LoRA updates only the matrices A and B while keeping the original weights W\_0 frozen. The modification is applied to specific layers—typically the query (Q) and key (K) projections in the attention layers.

**What Did the Authors Compare?**

The paper examines how the weight matrices change after fine-tuning—comparing full fine-tuning vs. LoRA fine-tuning. Specifically, they analyze the singular vectors of the trained weight matrices using Singular Value Decomposition (SVD).

**Quick SVD Recap:**

SVD decomposes any matrixA into three matrices: A=USV^T where: U and V are orthonormal matrices (columns are mutually orthogonal and unit-norm). S is a diagonal matrix containing the singular values. By studying the singular vectors, the authors aimed to understand how much the structure of the weight matrices changes after fine-tuning with LoRA versus full fine-tuning.

**Intruder Dimension (InDim): What Gets "Forgotten" in Fine-Tuning?**

The authors introduce the concept of Intruder Dimension (InDim) - a dimension in the original weight matrix W\_0 that effectively “disappears” after fine-tuning. But how is InDim Defined? For each singular vector of the original weight matrix W\_0, the authors try to find a matching singular vector in the fine-tuned weight matrix (after training). The similarity is measured using cosine similarity. If no sufficiently similar singular vector is found, that dimension is classified as an Intruder Dimension (InDim)—meaning it has been lost or forgotten during fine-tuning.

**Key Findings**

Full Fine-Tuning Removes More Dimensions Than LoRA: The number of InDims is higher in full fine-tuning compared to LoRA fine-tuning. This suggests that full fine-tuning modifies the model’s internal structure more aggressively.

LoRA Rank (r) Affects How Much the Model Forgets. For very low-rank LoRA (r≈1), the number of InDims is relatively low. As r increases, the number of InDims rises, meaning the model is forgetting more of its original structure. However, at higher r values (e.g. r=64), the number of InDims starts decreasing again. This suggests a nonlinear relationship between LoRA rank and model forgetting.

LoRA Leads to More Forgetting Than Full Fine-Tuning: The authors argue that models fine-tuned with LoRA tend to "forget" more of their pre-trained knowledge than models that undergo full fine-tuning. This aligns with previous findings that fully fine-tuned models perform better on out-of-distribution (OOD) data, meaning they generalize better beyond the fine-tuning dataset.

**Important Note:**

The study focused on fine-tuning encoder-based models, specifically RoBERTa. The conclusions might differ for decoder-based architectures like GPT-style models.

**Final Thoughts**

This paper challenges the common assumption that LoRA fine-tuning is equivalent to full fine-tuning. The results suggest that while LoRA is computationally efficient, it alters the model’s internal representations differently, potentially leading to more forgetting of pre-trained knowledge. The implications for OOD generalization and optimal LoRA rank selection make this an interesting area for further research.

<https://arxiv.org/abs/2410.21228>

**Mike’s Daily Paper - 02.03.25  
An Empirical Model of Large-Batch Training**

This is a six-year-old paper from OpenAI researchers, but I found it interesting enough for a quick review. The paper investigates what an optimal large batch size is for training Mini-Batch Gradient Descent (MBGD). What does "optimal" mean here? A batch size that minimizes the number of training examples MBGD needs to reach a target loss value. Naturally, the same examples can be used multiple times throughout training.

For those who need a refresher, MBGD is part of the gradient descent family of optimization methods. It involves splitting the dataset into mini-batches, with each batch consisting of several examples. The model updates its weights once per batch, using the gradient calculated as the average of the gradients of all examples in the batch. In essence, this average serves as an estimate of the overall gradient of the dataset. Each update shifts the model weights in the opposite direction of the gradient, with the learning rate controlling the size of this shift.

The paper proposes a method to determine the optimal batch size (as defined earlier) when using the best possible learning rate—one that minimizes the loss per iteration. It's quite intuitive that the optimal batch size should depend on the model’s parameters, for example, the shape of the loss surface and the values of the gradients.

According to the paper, the optimal batch size can be computed based on the covariance matrix of the gradient, the Hessian of the loss function, and the average gradient vector. This result is derived using a second-order Taylor expansion (in the direction of the gradient), followed by determining the optimal learning rate and then substituting it into the formula to calculate the batch size that yields the maximum possible reduction in loss. The authors then compare this theoretical maximum loss reduction with the actual loss reduction achieved using a given batch size.

The paper highlights several key points. First, the optimal batch size does not depend on the dataset size. Second, the batch size should change dynamically during training because the Hessian, the average gradient, and the gradient covariance matrix typically do not remain constant. Lastly, the paper describes an interesting special case (which doesn't really occur in practice) where the Hessian is simply an identity matrix. In this case, the optimal batch size equals the sum of the variances of all gradient components.

The paper is written in a very clear and accessible way, making it relatively easy to read despite the technical details. Definitely worth checking out!

[Paper link](https://arxiv.org/abs/1812.06162)

**Mike’s Daily Paper - 03.03.25  
 The Geometry of Concepts: Sparse Autoencoder Feature Structure**

This Paper explores how sparse autoencoders (SAEs) represent and structure concepts in LLMs. The researchers analyze this structure at three hierarchical scales: atomic, cortical, and galactic. The study makes several comparisons between the embedding space of language models and the structure of the brain, though it is clear that LLMs do not think exactly like humans.

**Methodology:**  
 To refresh, SAEs are a tool for studying the interpretability of LLMs. They are trained to reconstruct activations of a specific layer in a model using only a small subset of its features. This sparsity constraint forces the SAE to represent each neuron as a linear combination of a small number of semantic features, with each feature encoding a specific concept (interpretable). In other words, the SAE learns a dictionary of feature vectors (embeddings) in which each neuron is selectively activated for specific semantic patterns.  
  
The researchers use SAEs to extract semantic features from the representations of concepts in LLMs. The study focuses on analyzing the geometric structure of these representations at three scales.

To uncover this structure, the researchers use LDA (Linear Discriminant Analysis) to remove global “distraction” directions in the embedding space, such as word length, which could obscure semantic concept relations. This step is especially important at the atomic level, where analogical relationships become clearer after removing distracting influences.

**Atomic Level: "Crystals" and Geometric Patterns**  
 At the smallest scale, the study identifies "crystals"—geometric structures such as trapezoidal parallelograms—within the multi-dimensional feature space. These structures generalize well-known relational concepts such as (man - woman) :: (king - queen). The researchers note that the quality of these geometric patterns improves significantly when global distraction directions, like word length, are removed using LDA.

**Cortical Level: Spatial Modularity and "Lobes"**  
 At a medium scale, the study reveals spatial modularity within the feature space of the SAE. Features related to specific domains, such as mathematics and coding, group together to form separate "lobes," similar to functional regions seen in human brain fMRI scans. The researchers use various measures to quantify the spatial locality of these lobes and find that features appear together with higher density than expected in random feature geometry. These findings suggest that the SAE organizes conceptual features in a way that reflects functional specialization.

**Galactic Level: Large-Scale Structures and Eigenvalue Distribution**  
 At the largest scale, the study discovers that the distribution of point cloud data is anisotropic (varying in different directions) and characterized by a Power Law of eigenvalues, with steepest changes (between layers) observed in the middle layers of the network. This indicates that the complexity and variation of data representations are not uniform across layers, with middle layers capturing finer variations in the data. The authors also analyze how the entropy of clusters (in point clouds) changes across different layers of the model, providing insights into the hierarchical structure of concept representations within the model.

<https://arxiv.org/abs/2410.19750>

**Mike’s Daily Paper - 05.03.25  
Mixtures of In-Context Learners**

Modern language models exhibit the ability to perform tasks they were not explicitly trained for by leveraging a few in-context examples—without requiring fine-tuning. This capability is known as **In-Context Learning (ICL)**. I’ve also seen people refer to it as **Few-Shot Learning**, though this is somewhat misleading, as **Few-Shot Learning** is typically defined as fine-tuning a model on a small set of labeled examples.

**How Does In-Context Learning Work?**

We provide a language model with **a few examples of the task** in the form of a **prompt**, typically as pairs (x\_i, y\_i), where:

* x\_i​ is a **question or query**,
* y\_i is the **expected response**.

After presenting these demonstration pairs, we input a **new query** x, and the model is expected to generate an appropriate answer **based on the patterns it inferred from the provided examples**.

**The Core Research Question**

For any given query x, some examples x\_i in the prompt will be **more relevant** to it, while others will be **less relevant**.  
The key question posed in this paper is: **How can we ensure that the model weighs relevant examples more heavily while downweighting less relevant ones?**

To address this, the authors propose a **weighting mechanism** that assigns **importance scores** to each example in the prompt **relative to the query x.**.

### **Proposed Method: Learning Example Weights**

Given a dataset of labeled examples (i.e., question-answer pairs), the authors **train a model to output a weight w\_i for each example in the prompt** relative to the query x. These weights are then used to compute the token distribution for the predicted answer y by:

* Representing the probability distribution of y as a **weighted sum of the log-probabilities of y** conditioned on each individual example pair (x\_i, y\_i)
* The weights w\_i determine the contribution of each example to the final distribution over possible tokens in y.

**Training the Weights: Two Approaches**

The paper proposes **two different training strategies** for learning these importance weights:

1. **Direct Optimization** – Optimizing a **loss function** based directly on the token representations of x\_i​ and y\_i.
2. **Neural Network-Based Weight Prediction** – Training a **separate network** to compute the weights wiw\_iwi​, and optimizing it by **learning a function** that maps example-query pairs to weight values.

**Efficient Inference with Top-K Selection**

To avoid the **computational cost** of calculating log-probabilities for **all examples** in the prompt (which can be expensive), the paper proposes an **efficient top-k weighting strategy**. Instead of computing the full weighted sum, only the **top-k most relevant examples** are selected for weighting.

This method is inspired by **Implicit MLE (Maximum Likelihood Estimation)**, which **optimizes a latent model where the latent variable is sampled from a discrete distribution**. The technique is **non-trivial to understand**, and those interested in exploring it further should refer to the references provided in the paper.

📄 **Paper Link:** [arXiv:2411.02830](https://arxiv.org/abs/2411.02830) 🚀

**Mike’s Daily Paper - 06.03.25**  
**LYNX: ENABLING EFFICIENT MOE INFERENCE THROUGH DYNAMIC BATCH-AWARE EXPERT SELECTION**

I noticed that it's been a while since I reviewed an Paper on MoE - Mixture Of Experts in language models. Recall that MoE is a method designed to optimize inference in terms of computational load (i.e., fewer calculations). The model is trained to activate only part of the model (specific experts) for each token, where each expert is (usually) a sub-network of the FFN (in fact, it is usually as sub-matrix of the weight matrices in the FFN) within the transformer mechanism. In practice, this makes it possible to reduce the amount of computation per token, which may allow the activation of LLMs of enormous size (only part of the model each time). In addition (according to several studies), this method makes it possible to learn "more complex functions" because each token may be calculated differently (with a different subset of experts).

The experts are selected by a routing network, where it is trained to compute a non-negative score for each expert. Scores are actually "probabilities" of selecting each expert (there is softmax at the end). Usually, k experts with the highest scores are selected in each layer for each token out of N experts, where k < N. The model is trained to balance the utilization of each expert, with the goal that each expert will be utilized equally in the training dataset (aggregative level). Usually, there is a regularization term on the weights of the routing network, for example in the form of negative entropy or the sum of squares.

The paper proposes a method for optimizing memory consumption for inference of transformer models with MoE when they are activated in batches of queries (several inputs). The proposed approach is based on several empirical observations made by the authors:

* The distribution of the frequency of expert activation within the batch is not uniform, meaning there are experts that are activated more and there are those that are activated less.
* The computational density (arithmetic intensity), which is the ratio between the amount of flops and the amount of memory accesses, decreases when the number of experts increases in the decode phase (i.e., prediction). This makes this phase memory-bound, which increases the latencies.
* The tokens are not very sensitive to their experts beyond a few experts (from top-k) with the highest scores. That is, it is possible to "activate only the experts" without significant damage to performance.
* Not all tokens are equal, meaning there are tokens that are more sensitive to the use of some of their experts and there are those that are less. The authors claim that it is possible to infer the level of sensitivity of the token from the routing network scores for it.
* The prefill phase (prompt processing) is more sensitive to the replacement of experts than the decode phase (generation).
* The sensitivity to the replacement of experts varies between the layers of the model, where the middle layers are the most sensitive to it.

The authors propose to take advantage of these observations in the following way (there are several variations, I will describe the main method):

* All experts are used in the prefill phase (which is compute-bound).
* Sensitive and less sensitive tokens (low and high confidence) are identified in the batch. Then the experts of the less sensitive tokens are filtered.
* The experts that are most used for the batch are selected and the rest are filtered.
* Only the remaining experts are activated for all tokens (top-k). A second option (less damaging to performance) - is to activate all experts for sensitive tokens and only those that remain for less sensitive tokens.

This method makes it possible to increase computational density for the decode phase and make it less memory-bound without significant damage to performance.

<https://arxiv.org/abs/2411.08982>

**Mike’s Daily Paper - 07.03.25  
Number Cookbook: Number Understanding of Language Models and How to Improve It**

## **Introduction**

I've always argued for using simple tools like calculators or code for arithmetic calculations, but people insist on using LLMs for that and there's a price to that.

The paper provides an in-depth analysis of the numerical understanding and processing ability (NUPA) of LLMs. The authors introduce a structured benchmark to rigorously evaluate LLMs across 4 numerical representations and 17 task categories, leading to 41 distinct test cases. By doing so, the work highlights fundamental deficiencies in modern LLMs when handling numerical reasoning tasks. This review dissects the paper's contributions, evaluates its methodology, and discusses its implications for improving LLM numerical reasoning.

The paper’s central premise is that numerical competence is not an emergent property of large-scale pretraining but rather a distinct capability requiring targeted interventions. The failure of LLMs in seemingly trivial numerical tasks like ordering floating-point numbers or performing modular arithmetic contradicts their prowess in complex symbolic reasoning. The authors argue that despite advancements in large-scale training, fundamental numerical processing remains a bottleneck, potentially affecting the integrity of more advanced mathematical and analytical reasoning tasks.

**A Benchmark for NUPA**

Yang et al. present a carefully designed benchmark that categorizes numerical tasks based on representations such as integers, floating points, fractions, and scientific notation. The granularity of these tests is a notable improvement over existing mathematical reasoning benchmarks, which often conflate problem-solving heuristics with core numerical understanding.

By formulating the benchmark around fundamental arithmetic, digit comprehension, and conversion tasks, the authors ensure that their evaluation isolates numerical understanding from broader reasoning capabilities. This structured approach allows for precise measurement of weaknesses in LLMs and provides a roadmap for future improvements. The benchmark’s basis in primary and secondary school curricula ensures that the included tasks are representative of real-world numerical understanding.

**Empirical Evaluation of Leading LLMs**

The study rigorously evaluates models such as GPT-4o, LLaMA-3, and Qwen2, revealing that even state-of-the-art models falter on basic numerical tasks, especially as complexity or input length increases. The observed performance degradation across tasks like modulo operations and digit alignment underscores a crucial blind spot in current LLM architectures.

This evaluation is particularly striking in its revelation that numerical errors persist even in tasks where models achieve high scores on broader mathematical benchmarks. The authors systematically analyze how different numerical representations impact performance, exposing a drastic decline when moving from integer-based tasks to floating-point or fraction-based ones. This insight is invaluable, as it suggests that current training paradigms fail to generalize numerical competence beyond integer-based arithmetic.

### **Techniques for NUPA performance improvement**

The authors explore 3 core methodologies for improving NUPA: modifying tokenization strategies, fine-tuning models on numerical tasks, and leveraging positional encodings (PEs) and digit alignment techniques. Surprisingly, while naive fine-tuning significantly improves performance, specialized techniques such as alternative tokenization and index hints often disrupt model behavior rather than enhance it.

The tokenization experiments provide particularly novel insights. One-digit tokenizers outperform multi-digit tokenizers, contradicting the prevailing notion that longer tokens improve efficiency. The findings suggest that LLMs struggle with numerical alignment when tokens encompass multiple digits, likely due to the way transformers process sequences. Furthermore, PE modifications designed to enhance numerical learning often yield negative results, indicating that the interaction between tokenization and positional information in numerical tasks is non-trivial.

Fine-tuning experiments indicate that substantial improvements in NUPA can be achieved through targeted post-training, but these benefits do not necessarily translate across all numerical tasks. The inability of fine-tuned models to significantly improve digit retrieval tasks, for instance, suggests that fundamental numerical encoding mechanisms require rethinking at the architectural level rather than just via dataset augmentation.

### **Chain-of-Thought (CoT) Analysis for Numerical Tasks**

The authors experiment with rule-following CoT (RF-CoT) to evaluate whether explicit step-by-step reasoning mitigates numerical errors. Although CoT methods boost accuracy, their drawbacks—higher inference time and context window limitations—make them impractical for everyday numerical reasoning.

The experiments reveal that while CoT-based reasoning improves accuracy in structured calculations like multi-digit multiplication, it quickly becomes computationally prohibitive. The cost of generating intermediate reasoning steps outweighs the accuracy benefits, making CoT infeasible for real-world applications requiring large-scale numerical inference. Additionally, the study identifies a performance ceiling beyond which additional reasoning steps do not improve accuracy, reinforcing the idea that fundamental representation and processing improvements are necessary rather than procedural workarounds.

**Conclusion**

Yang et al. make a significant contribution by analyzing and benchmarking NUPA in LLMs. The work exposes fundamental limitations and provides empirical evidence for effective and ineffective strategies to improve numerical processing. While the study's findings highlight persistent challenges, they also offer a valuable roadmap for the AI research community to enhance numerical reasoning in future LLM iterations.

Overall, the paper underscores the need for dedicated numerical processing mechanisms within LLMs. As models become more capable at complex reasoning tasks, their inability to handle simple numerical operations becomes an increasingly critical issue. This research lays the groundwork for future advancements in numerical representation learning, efficient tokenization strategies, and hybrid approaches that combine statistical learning with explicit numerical reasoning paradigms.

Or just do these calculations on the calculator or with python code….

<https://arxiv.org/abs/2411.03766>

**Mike’s Daily Paper - 09.03.25**  
**THE SUPER WEIGHT IN LARGE LANGUAGE MODELS**

It's quite unbelievable, but LLMs with billions or even dozens of billions of parameters can fail to deliver high performance if you remove even a single weight. This surprising finding applies to at least some of these powerful models.

This paper investigates a highly specific and unexpected characteristic of LLMs: the existence of "super weights(SWs)." The authors move beyond the now-established observation that LLMs harbor influential outlier parameters, presenting evidence that a solitary scalar weight can be disproportionately critical to model function.

The central finding is that pruning a single SW can precipitate a catastrophic decline in LLM performance. This drastic effect is manifested as a sharp increase in perplexity and a reduction of zero-shot accuracy to near-random levels. What's particularly noteworthy is the stark contrast between the impact of SW removal and the comparatively minor effect of pruning other, even larger magnitude, outliers.

The paper gives an interesting example of the influence of removing a SW for the prompt: “Summer is hot. Winter is ”. The correct next token should be “cold”, with a strong semantic meaning. With the original model with SW, it correctly predicts the next token “cold” with a high probability 81.4%. However, when the SW is removed, the model’s top prediction is a stopword “the” with a non-confident low probability of 9.0%. This indicates that the SW is essential for the model to make a correct and confident prediction of meaningful words.

The paper doesn't just document this phenomenon; it also explores the underlying mechanisms. The authors link SWs to the generation of "super activations," which are large activation outliers that propagate through the model. They further provide a data-free methodology for identifying these SWs, leveraging the detection of spikes in activation distributions.

Moreover, the study investigates the implications of SWs for quantization. The presence of outliers, including SWs and their induced super activations, poses a significant challenge to effective quantization, as these outliers can skew the quantization process and lead to substantial information loss. The authors demonstrate that preserving super outliers (both weights and activations) can enhance the efficacy of round-to-nearest quantization, even allowing for the use of larger block sizes in weight quantization.

This is achieved by holding out super outliers during quantization and restoring their values afterward, mitigating the adverse effects of these extreme values on the quantization of other parameters. By addressing the challenges posed by super outliers, the proposed approach enables the application of simpler and more efficient quantization methods, facilitating model deployment in resource-constrained settings.

This work makes a strong case that SW are not merely isolated anomalies but rather integral components that play a vital role in shaping LLM behavior and efficiency, with significant ramifications for model compression and deployment. The paper's contribution lies not only in the identification of SWs but also in characterizing their functional role within LLMs. The authors dissect how these weights exert their influence, connecting them to the emergence and propagation of super activations.

https://arxiv.org/abs/2411.07191

**Mike’s Daily Paper Review – 11.03.25  
Beyond Matryoshka: Revisiting Sparse Coding for Adaptive Representation**

A short review of a paper that generalizes a method for generating low-dimensional representations of data called Matryoshka embeddings. What makes this method special? It allows training representations at multiple dimensions simultaneously. That means during training, embeddings of different sizes (e.g., 8, 16, 32, 64, and 128) are learned at the same time.

The method assumes a labeled dataset of pairs (x, y) where x is a data sample and y is its label. Matryoshka embeddings train a deep network with a final classification head that maps the data representation to its corresponding label. The unique aspect of Matryoshka is that it trains multiple projection vectors (along with the model itself) into the label space, where each projection vector takes the first m\_i components of the embedding vector (the model’s last layer). In the example I mentioned earlier, it simultaneously trains mapping vectors of sizes 8, 16, 32, and 64. The loss function is the sum of the losses for all these vectors—so in addition to training the model itself, we train four vectors of sizes 8, 16, 32, and 64.

The paper being reviewed repurposes this interesting approach for improving sparse data representation by modifying it in two ways (essentially tweaking the loss function).

**Sparse Auto-Encoder (SE):** Instead of the original method, which directly maps the model’s representation to labels, an SE is trained to project the data representation into a high-dimensional but sparse space and then reconstruct it back into the original representation space.

**Important note:** The model itself is not trained here - only the mapping vectors (of the SE).

**Contrastive Loss:** This is added to push representations of different categories further apart while pulling together representations of data samples from the same category.

So, what's the goal of the SE in this case? Unlike the original Matryoshka method, which trains only the first elements of the representation vector, here we extract the top-k components of the vector after encoding. The decoder is then trained to reconstruct the original vector using only the top-k components of the encoded representation.

The Known Issue with SE and How They Address It:

A well-known problem with SE is that certain components of the encoded vector become "dead", meaning they take on very similar values across all data points, making them uninformative. To address this, the authors propose two solutions:

- Adding multiple k-values to the top-k encoder in the loss function (instead of a single k-value). This trains embeddings at multiple sizes, similar to Matryoshka, though the main goal here is to create sparse embeddings, not just multi-size embeddings.

- Adding a term to balance reconstruction error between the top-k largest components and the "dead" components (the smallest values in the encoded vector). I couldn't fully grasp why this helps, but that’s their approach.

Additionally, as mentioned, they also introduce the contrastive loss described earlier.

**Final Thoughts:**

While "Matryoshka" appears in the paper's title, its connection to the original Matryoshka embeddings is quite loose. That said, the paper itself is still quite interesting.

Read the full paper: <https://arxiv.org/pdf/2503.01776>

**Mike’s Daily Paper – 11.03.25**  
**Transformers are Universal In-Context Learners**

Today, we will briefly review a heavy theoretical paper investigating the expressivity of deep transformers. Transformers are deep architectures that define "in-context mappings," which enable predicting new tokens based on a given set of tokens. Note that in-context here has a slightly different meaning than in in-context learning, which refers to transformers' ability to learn tasks they were not trained for based on a few prompt examples (at least to the best of my understanding).

The authors prove that deep transformers (with many transformer blocks) are universal approximators, meaning they can approximate any continuous in-context mapping over token distributions to arbitrary precision. Furthermore, these results hold for both bidirectional attention mechanisms (as in encoders) and causal attention mechanisms (as in decoders), while maintaining a fixed embedding dimension independent of the number of tokens.

**The Measure-Theoretic Approach (Finally Found a Use for It in DL Papers!):**

The proposed approach is based on measure theory, where token sequences are represented as probability distributions in the embedding space. This enables the use of tools from functional analysis (flashbacks from nearly 30 years ago in my undergraduate studies) and optimal transport theory (which I wrote about extensively back in the Wasserstein GAN days) to establish the universal approximation property of transformers. A key technical contribution is the reinterpretation of the attention mechanism as an operator on distributions, allowing the application of Stone–Weierstrass theorem (a hardcore generalization of the Weierstrass approximation theorem from Calc II, I believe). This fundamental result in approximation theory states that any "nice" function can be approximated by a sufficiently rich family of simpler functions (though the theorem is quite intense, involving functions on Hausdorff spaces and such).

**Measure-Based Representation of In-Context Learning:**

A central novelty of the paper is representing the attention mechanism as an operator on probability distributions, rather than on finite token sequences. This allows for a uniform analysis of in-context learning, independent of the number of tokens in the sequence. Instead of working with finite sets of token embeddings, the authors define a space of probability distributions over a compact subset of Euclidean space (the embedding space). A distribution assigns weights to different token embeddings, effectively transitioning from learning over a finite set of tokens to a continuous and infinite representation.

Formally, a token sequence can be represented as a discrete probability distribution, consisting of a weighted sum of Dirac delta functions, each centered at an individual token embedding. As the number of tokens increases, these distributions converge to continuous distributions. This formulation allows proving results that hold for any number of tokens, including infinitely many.

**Defining Attention as an Operator on Measure Spaces**

A typical transformer layer consists of two components:

Multi-head attention mechanism, which updates token representations by computing their interactions.

Feed-forward networks (FFN), which process each token independently after the attention step.

The authors reformulate the attention mechanism as a mapping operating on distributions of tokens. Instead of summing over a finite set of tokens, attention is defined as an integral operator over a space of distributions, effectively making tokens a continuous structure. This formulation is particularly important because it enables defining continuity and smoothness of in-context mappings using Wasserstein distance (a special case of which is the Earth Mover’s Distance), which measures the distance between probability distributions. A function is continuous in the Wasserstein sense if small changes in the input distribution lead to small changes in the output distribution. This property ensures that the mappings created by transformers are stable to variations in the learning context.

**Proving Universality: Approximating In-Context Mappings**

The key results of the paper prove that transformers are universal approximators for in-context mappings. The authors show that for any continuous function mapping token distributions to outputs, there exists a deep transformer that can approximate it to arbitrary precision. A crucial part of the proof involves constructing fundamental functions in context, which serve as building blocks for approximating any general function in the previously defined spaces. These fundamental functions are simplified versions of transformer layers that capture the essential principles of attention mechanisms.

A fundamental function consists of three components:

A linear transformation of the token embedding (affine mapping).

A nonlinear interaction that considers the distribution of all tokens.

A context-dependent adaptation, enabling the model to "learn in context."

These functions operate similarly to single-head attention mechanisms but are mathematically more tractable. The authors prove that by stacking multiple layers of these functions, one can construct deep transformers capable of approximating any function in context.

**Using the Stone–Weierstrass Theorem**

To prove universality, the authors show that their set of fundamental functions satisfies the conditions of the Stone–Weierstrass theorem, a key result in functional analysis. They demonstrate that these fundamental functions form a sufficiently rich function class, ensuring that deep transformers can approximate any in-context mapping.

**Wrapping up:**

This paper provides a mathematical framework for proving the expressivity of transformers in learning in-context mappings, leveraging functional analysis, measure theory, and optimal transport theory. The results show that deep transformers can approximate any context-dependent function, independent of the number of tokens in the context window.

https://arxiv.org/abs/2408.01367

**Mike’s Daily Paper - 14.03.25  
A Survey on Kolmogorov-Arnold Network**

**Introduction:**

Do you remember KANs? This stands for Kolmogorov-Arnold Networks, which caused quite a stir back in the day, but the buzz has since faded. It turns out that many studies have emerged since then on this fascinating topic. The paper discusses various extensions and modifications to the basic KAN architecture. These include adaptations for time series analysis, graph data processing, and solving differential equations. These modifications typically involve the integration of special components or constraints within the basic KAN architecture to better address the specific requirements of these domains.

KANs represent a paradigm shift in neural network design, transitioning from fixed activation functions to learnable functions known as B-splines. This was inspired by the Kolmogorov-Arnold representation theorem, which states that any continuous function of multiple variables can be represented as a composition of functions of a single variable. By using functions represented by splines (a combination of polynomials over a specified interval), KANs offer improved flexibility and the potential for higher accuracy in function approximation. This leads to enhanced model interpretability, as the learned univariate functions can be more easily analyzed.

**KAN Networks for Various Domains:**

Now let’s describe several extensions of KANs for different domains. For time series analysis, temporal KANs (T-KANs) integrate memory mechanisms, similar to RNNs and LSTMs, to efficiently handle these sequences and the long-term dependencies within them, showing excellent performance in multi-step forecasting tasks. Additionally, changes such as gated connection mechanisms, similar to LSTM and GRU, allow KANs to dynamically adjust activation functions (represented by the splines) based on task complexity, improving efficiency without the need for extensive regularization.

For graph data, graph-based KANs (GKANs) were developed to enhance semi-supervised node classification by improving information flow between nodes, outperforming traditional Graph Convolutional Networks (GCNs). These KAN-based architectures improve node representation learning and enhance regression model accuracy in graphs arising from social networks and molecular chemistry. GCNs operate by aggregating and recursively transforming feature information from local neighborhoods within a graph, capturing both node features and graph topology.

However, GCNs rely on fixed convolutional filters, which limit their flexibility in handling complex and heterogeneous graphs. To address this limitation, GKAN introduces two main architectures: Architecture 1, which aggregates node features before applying KAN layers, enabling learnable activation functions to capture complex local relationships, and Architecture 2, which places KAN layers between node embeddings in each layer before aggregation, allowing for dynamic adaptation to changes in graph structure. This improvement enables GKANs to adapt dynamically to changes in the graph structure, providing a more adaptive approach to graph-based learning.

For solving differential equations, physics-based KANs (PIKANs) were adapted as an interpretable and efficient alternative to physics-informed neural networks (PINNs) based on MLPs. Here, PIKANs use a

grid-dependent adaptive structure, making them suitable for applications requiring precision, such as flow dynamics and quantum mechanics, where dynamic basis functions help capture complex physical processes with improved accuracy and computational efficiency.

The authors also discuss the challenging optimization of KANs due to the nonlinear nature of the spline parameters in high-dimensional spaces, which are frequently encountered.

**Summary:**

KANs use B-splines for parameterizing functions of a single variable, making them learnable and enabling smooth transitions between different intervals with improved local fitting of data. The optimization process involves adjusting spline parameters, such as control points and knots, to minimize errors between predicted and true outputs, allowing the model to capture complex data patterns. However, this process is complicated due to the highly nonlinear parameter space structure, the curse of dimensionality, and the increased computational overhead resulting from the flexibility of the learnable splines.

**Mike’s Daily Paper - 15.03.25  
 Generative Representational Instruction Tuning**

I stumbled upon this paper pretty much by accident—during a random conversation with a typical LLM about contextualized embeddings and how they’re constructed. It’s a fairly light read, so I figured that if I already spent 5 minutes reading it, I might as well spend another 10 reviewing it.

The paper proposes a method that combines instruction tuning (InTn) for generation with InTn for constructing contextual data representations.

* Generative Instruction Tuning (Generative InTn) is quite straightforward - it trains the model to follow user instructions (e.g., for chatbot applications).
* Representational Instruction Tuning (Representational InTn), on the other hand, trains an encoder model to build vector representations of text in a way that depends on user instructions (which is quite similar to contextualized embeddings).

There are plenty of papers discussing how to train a model to handle each of these tasks separately—but this paper proposes a method to train the same model to perform both (not simultaneously, though).

The method itself is simple: combine two loss functions - one for Generative InTn and one for Representational InTn. Each task is assigned a pre-trained task-specific head (a few transformer blocks, as far as I understand). For the first task (generative instruction tuning), the authors use the standard loss function for generative language models—predicting the next token, but only for the response. For the second task (representational instruction tuning), they use a contrastive loss (pretty standard for these tasks), which tries to pull together embeddings of a question and its correct answer while pushing apart embeddings of the same question paired with an incorrect answer.

The text representation is computed bidirectionally (encoder-based), where the final embedding is the mean of all token embeddings in the text. Naturally, each task gets its own prompt.

That’s it—a quick review, just as promised.  
<https://arxiv.org/abs/2402.09906>

**Mike’s Daily Paper - 17.03.25  
JanusFlow: Harmonizing Autoregression and Rectified Flow for Unified Multimodal Understanding and Generation**

It’s been a while since I reviewed a paper on multimodal generative models. These models are trained not only to generate data of multiple types (in the case of JanusFlow, natural language and images) but also to perform tasks involving the understanding of relationships between these modalities. For example, a multimodal model in the domain of language and images should be able to answer questions about an image.

The model consists of a main model (called LLM) and several encoders and decoders designed to represent data from different modalities and convert these representations into actual data (decoders). All the models in the paper are Transformer-based, which is not surprising.

The paper proposes a method to train such a multimodal model (referred to as LLM in the paper), with an interesting detail—using different encoders for language and images (whereas most multimodal models use the same backbone model). Essentially, during training, the model learns to predict the tokens of an answer given a prompt, where both the prompt and the answer can be either a visual token (a representation of an image patch) or a regular token (a sequence of letters). Additionally, the prompt can be a combination of visual tokens and language tokens in the visual question answering task.

Moreover (not explicitly mentioned in this paper but done in other multimodal models), the model is also trained on textual data only (similar to pretraining a regular language model).

A few details about the different models (besides the LLM) appearing in the paper:  
For linguistic data, tokens pass through a trained encoder (called und enc)—after which the tokens go through a trained linear layer. For visual data, there is a standard, untrained encoder based on VAE, followed by another trained encoder. Since the generative model for images is a diffusion model, the use of a VAE (a separate component in generative diffusion models) should not be surprising. Additionally, as mentioned, there are two trained decoders that receive the representations built by the LLM.

The paper proposes a three-stage training method, where in each stage more and more models (including the LLM) are "unfrozen", and in the final stage, all models are trained except for the VAE.

The diffusion models in the paper are Rectified Flow (RF) based, which attempts to map data from a simple distribution (Gaussian) to the data distribution in a straight path—meaning the trajectory between x\_0 (Gaussian) and x\_1 (data) is linear. In other words, every point x\_t along this trajectory is a convex combination of x\_0 and x\_1. Essentially, the diffusion model is trained to estimate the constant velocity v (which equals x\_0 - x\_1 for every point x\_t along the trajectory). Sampling is performed by solving a differential equation describing the progression of x\_0 to x\_1 with velocity v (Euler method). The diffusion model trained in the paper is latent-based.

An interesting detail about the paper: one term in the loss function of the diffusion model penalizes the mismatch between the noisy internal representation (computed at the intermediate layers of the model) and the clean image representation computed by a strong encoder (understanding encoder). And of course, classifier guidance is used in training the diffusion model (a classic approach in the generative diffusion models).

A well-written and quite clear paper—highly recommended!  
<https://arxiv.org/abs/2411.07975>

**Mike’s Daily Paper – 19.03.25  
EFFICIENTLY LEARNING AT TEST-TIME: ACTIVE FINE-TUNING OF LLMS**

Recently, the most popular method for adapting language models to a specific task is in-context learning (ICL). Essentially, we provide the model, within the prompt, with a few examples of how to perform the task, and the model "learns" how to execute it without any changes to its weights. ICL is possible due to the adaptive nature of transformers (the attention mechanism within them), which manages to "update its computation" as a function of the input.

The paper discusses a different method for adapting a model to a given task at test time (the paper somewhat mixes the concept of test and inference), which involves a light fine-tuning of the model based on the prompt it receives. Unlike ICL, the proposed method—SIFT (Selects Informative data for Fine-Tuning)—does change the model’s weights (performs a single gradient descent step). In fact, SIFT (by the way, there is also a method with this name in image processing from the pre-neural network era) proposes a method for selecting examples from the dataset for fine-tuning the model on a given prompt.

The authors argue that selecting examples closest to the prompt in latent space based on cosine distance or inner product (nearest neighbors or NN) is suboptimal and may retrieve redundant examples that harm fine-tuning performance. Instead of retrieving the most similar examples to the prompt, SIFT selects those that provide the most new information, thereby achieving better model adaptation with minimal additional computations.

**Uncertainty Estimation for Guiding Fine-Tuning – Why Is This Important?**

Many fine-tuning methods rely on retrieving similar examples based on cosine similarity or Euclidean distance. However, this approach is flawed: it does not distinguish between relevant and redundant data. Two very similar examples may contain the same information, and therefore, one of them does not contribute to the fine-tuning result. To solve this, the authors propose a method for estimating the model’s uncertainty in its response after fine-tuning.

* If the model is very confident in its answer after fine-tuning, adding an example will not significantly affect the result.
* If uncertainty is high, smart selection of examples can greatly improve model performance.
* The challenge is efficiently finding these examples.

**Measuring Similarity in Latent Space Using a Kernel Function**

As mentioned, the basis of SIFT’s selection method is measuring similarity between examples in latent space. To quantify this similarity, the authors use a kernel function, which is defined as the inner product between the latent representations of the examples.

This function takes two sequences and returns a similarity score—high for similar sequences and low for different ones. Using this kernel function, they construct a kernel matrix for the selected fine-tuning examples and the prompt itself. They then define a surrogate model, whose purpose is to estimate the performance of the LLM after fine-tuning on the selected examples.

Using this model (which is somewhat mathematically heavy), they estimate the model’s uncertainty after adding an example xx from the dataset to the set of examples used for fine-tuning. Ultimately, they select the example that minimizes uncertainty for the prompt and add it to the set of examples.

In Simple Terms, the Proposed Approach Balances Two Opposing Considerations:

* Relevance: The selected examples should still be relevant to the prompt.
* Diversity: The examples should not contain overlapping and redundant information.

Instead of selecting examples all at once, SIFT selects each example gradually, using the kernel function to determine its added value. The essence of proposed method can be summarized in the following manner:

* The essence of the proposed method can be summarized as follows:
* If a new candidate is too similar to previously selected examples, it is rejected, as it does not add new information.
* If the candidate is relevant but contains new details, it is selected to reduce uncertainty.
* If the candidate is completely unrelated to the prompt, it is excluded from the process.

<https://arxiv.org/abs/2410.08020>

**Mike’s Daily Paper - 20.03.25  
Softmax is not enough (for sharp out-of-distribution)**

This paper proposes a method to improve generalization performance for transformer models from a rather unexpected angle. The authors propose a method to deal with what is called dispersion of attention weights in transformers. This manifests, for example, in the inability (according to the paper) of transformers to focus attention weights on a small number of tokens (relative to sequence length). This is important, for instance, in tasks like finding maximums in a given number sequence or "needle in a haystack" questions where the model is asked to find a short unrelated passage in a relatively long text.

The authors claim that one of the main reasons for these problems is the high dispersion(making all of them more or less equal) of attention weights in the transformer mechanism. These weights are calculated with a softmax function that "normalizes" the inner products of K and Q vectors for all sequence tokens. According to the paper, the problem is related to the fact that for long contexts, softmax, especially in deep transformers, has a "tendency to smear the softmax output."

One way to deal with this phenomenon is to lower the temperature, but this may increase the likelihood of errors in cases where the logit (unnormalized attention weight) of the correct token is smaller than the maximum logit. To address this phenomenon, the authors proposed a new version of softmax where the temperature depends on token entropy.

They trained a model for cases where the logit of the correct token is not maximal, with the goal of maximizing the sampling probability of the correct token (after the attention mechanism and FFN). The model's purpose was to compute an optimal temperature value as a function of the entropy of unnormalized attention weights. The temperature formula turned out to be inverse (1 divided by a polynomial of power 4 with learned coefficients). It is worthwhile to note that the temperature is calculated during inference depending on token entropy according to this model.

The authors empirically showed that adaptive temperature reduces dispersion of attention weights. Although the optimal adaptive temperature decreases with increasing logit entropy, it causes fewer model errors compared to when it is hardcoded (namely hyperparameter).

<https://arxiv.org/abs/2410.01104>

**Mike’s Daily Paper - 21.03.25  
LLMs learn governing principles of dynamical systems, revealing an in-context neural scaling law**

This paper caught my attention because it mentions language models and dynamical systems, two topics I’ve liked since the good old state-space model (Mamba) days. The paper claims that LLMs exhibit strong performance in understanding various types of dynamical systems, including stochastic, chaotic, and continuous systems, all without any fine-tuning—just some prompt engineering, and suddenly your LLM understands dynamical systems.

Recently, several papers have explored using LLMs to model dynamical systems by generating new samples from them. The logic here is fairly simple: if an LLM can generate data following the distribution induced by a dynamical system, it likely understands the system itself.

However, the authors take a more direct approach—they demonstrate that an LLM can explicitly construct the probability distribution of a dynamical system, assuming it follows a Markov process. This means that the distribution of the next state at time t+1 depends only on the state at time t and not on previous states.

For a discrete system, this distribution is represented by a transition probability matrix, which contains the conditional probabilities of the next state xt+1x\_{t+1}xt+1​ given the current state xtx\_txt​, for all possible values. In continuous systems, such a matrix can be constructed by discretizing the state space.

The paper shows that LLMs can construct these transition matrices quite effectively, especially when the number of possible states is relatively small. The difference between the LLM-predicted distribution and the ground truth distribution is measured using Bhattacharyya distance, which I’ve only encountered once before in deep learning papers. The paper also reports strong results using other divergence measures, such as Jensen-Shannon (JSD) and KL divergence.

The authors propose a tricky method to construct these transition matrices with an LLM—if you want to dive deeper, check out the Hierarchy-PDF algorithm section.

That’s it for today, a short one…  
[Paper link](https://arxiv.org/abs/2402.00795)

**Mike’s Daily Paper - 22.03.25  
Physics in Next-token Prediction**

This paper is far from ordinary. It starts with its title—how could next-token prediction (NTP) possibly be related to physics? It turns out the connection exists, and it runs through information theory. Those who know me are aware of my deep interest in the informational aspects of machine learning, such as how models compress information, how knowledge is stored in trained models, and related topics. This paper directly addresses these ideas, and while it doesn’t involve overly complex math, it is quite deep (not sure I fully absorbed it myself! 😅).

Let's start with Shannon’s theorem, with a slight twist: it states that the number of bits required to transmit the next word x\_{t+1}​ after transmitting t words is equal to the conditional entropy H of x\_{t+1}​ given the previous words, or equivalently, its self-information I. In practical terms, this entropy is simply the log-probability of the conditional probability of x\_{t+1}​ given the previous words. From this, it follows quite naturally that the total number of bits required to transmit an entire dataset D is the sum of these conditional entropies over all words in D.

Now, let’s assume we have a model trained to predict the next token given its context (i.e., previous tokens)—a typical language model. The number of bits required to transmit the same dataset D is still calculated using the same formula—the sum of conditional entropies. However, this time, since the model itself is making the predictions, we likely need fewer bits to encode D. But why does this happen? Where does the difference in bits between encoding D without the model and encoding it with the model go?

Since information cannot be lost, the assumption is that the model has absorbed it—it has learned. The paper refers to this stored information as the model’s effective information about the dataset D (or the task). It also introduces η, which represents the capacity of the model, defined as the ratio of the model’s effective information to the number of parameters in bits. Additionally, an interesting observation is made: the number of bits required to transmit D using the model is simply the cross-entropy loss of the model on D multiplied by |D| (the number of tokens in D).

Tying these quantities together leads to the first law of thermodynamics for LLMs, as defined in the paper:

ηN=∣D∣(H−L)ηN

where N is the number of model parameters, L is the cross-entropy loss of the model on D, and H is the initial entropy of D. During training, H and N remain constant, while |D| represents the number of tokens the model has "seen." This suggests that training a model is essentially a process of compressing the dataset D and transferring its information into the trained model.

The paper also defines a second law of thermodynamics for LLMs, which describes the minimum energy required to transfer information from D to the model. This energy is proportional to N and η and even includes a temperature term T (not to be confused with LLM temperature) as well as Boltzmann’s constant k. I’ll admit—I didn’t quite grasp the full meaning of those last two (T and k).

Based on this theoretical framework, the authors derive interesting insights into model training and even compare their formulated laws to scaling laws in language models. If you're into this kind of stuff, I highly recommend diving in—a fascinating read.

[Paper link](https://arxiv.org/abs/2411.00660)

**Mike’s Daily Paper Review – 26.03.25**

**DoReMi: Optimizing Data Mixtures Speeds Up Language Model Pretraining**

Today's paper belongs to a field I wasn't familiar with before, so there's a chance I might have made some mistakes in my review—despite my best efforts. The paper discusses optimization strategies for training language models when dealing with datasets from different domains.

Mathematically speaking, the authors propose a weighting strategy for different datasets during training. Given d datasets, the goal is to find a d-dimensional vector α of non-negative numbers summing to 1, where 𝛼\_𝑘 represents the probability of sampling an example from dataset D \_k . This means the training set is constructed in two steps: select a dataset based on probabilities from α and sample an example from the chosen dataset.

A simple approach would be to set 𝛼\_𝑖 proportional to the dataset size meaning larger datasets are sampled more frequently. Another option is uniform sampling, where each dataset is chosen with probability 1/d. Some methods select α based on dataset quality, favoring high-quality datasets over lower-quality ones. But how do we choose α to maximize model performance? This is the key question the paper attempts to answer.

Brute-Force Search vs. Smarter Approaches

One naive solution is brute-force search: try different values of α, train a model for each, and compare results. But for large models and a high number of datasets d, the computational cost becomes prohibitively expensive. So, can we do something more efficient? The answer is yes, and that’s exactly what the authors propose.

Proposed Approach: Distributionally Robust Language Modeling (DRO-LM)

First, they train a small model 𝑀\_ref with some initial dataset weights α\_0 (e.g., uniform sampling). The method is inspired by distributionally robust optimization (DRO) and aims to minimize the worst-case error across all valid dataset weight vectors α. The error is defined as the difference between the token log-likelihood of the trained model and 𝑀\_ref , averaged over tokens in each dataset. If you noticed a minimax problem, you’re absolutely right. The optimization process alternates between:

- Gradient ascent over α (to maximize the worst-case error).

- Gradient descent over model parameters (to minimize the model’s loss given the chosen α).

Iterative Optimization:

Over multiple iterations, batches of training examples are randomly sampled while solving the minimax problem. The final dataset weight vector α is obtained by averaging the optimized 𝛼 values from all iterations.

Final Training Step:

A large-scale model is then trained using the learned dataset mixture α, leading to better generalization and training efficiency.

Final Thoughts

This method provides a computationally efficient way to optimize dataset weighting, significantly improving pretraining speed and performance. Instead of brute-force searching for the best dataset mixture, it learns an optimal weighting through adversarial minimax optimization.

Hope I managed to explain it clearly!

📄 Read the paper here: <https://arxiv.org/abs/2305.10429>

**Mike’s Daily Paper Review – 28.03.25**

**UniMax: Fairer and More Effective Language Sampling for Large-Scale Multilingual Pretraining**

I continue my exploration of papers on optimizing data selection for model training, particularly for language models, which we all appreciate. The problem can be formulated quite simply: given a set of datasets D = {D\_1, ..., D\_n} the goal is to choose an "optimal" combination of these datasets for training a model under a budget B, which represents the total number of tokens/symbols (referred to as symbols in the paper) that the model "sees during training." This can also be translated into FLOPs, given the model’s architecture. In simple terms, we want to understand how to sample data from D to achieve the best-performing model after training within the given budget B. Of course, "best" can be defined in multiple ways, but we will focus less on that and more on how to balance examples from different sources (datasets) when training the model.

The paper discusses the scenario of training multilingual models when data is available in multiple languages. A straightforward approach is to allocate an equal budget to each dataset (i.e., language), meaning that datasets of different sizes will be trained for a different number of epochs. Less common languages (with smaller datasets) will undergo more epochs compared to more widely spoken languages (which have larger datasets). The paper argues that this imbalance can lead to suboptimal model performance. The authors propose a highly intuitive and simple method for balancing the number of epochs across different datasets while staying within the overall budget B.

The method sets a maximum number of epochs N for any given dataset. The process starts with the smallest dataset (the least common language), determining the number of epochs E\_i​ for that dataset based on its symbol count C\_i and the average budget per language (computed as B/|D|). If the computed E\_i exceeds N, it is capped at N. The budget allocated to this dataset is then subtracted from B, and a new average budget uiu\_iui​ is recalculated for the remaining |D| - 1 datasets. This process is repeated iteratively for all datasets. The authors note that they do not use token count to estimate the "effective size" of each language due to the complexity of tokenization in multilingual datasets.

In the final step, all budgets uiu\_iui​ are normalized using softmax to obtain the distribution ppp, from which data is sampled for each language. The distribution ppp can be adjusted using a temperature parameter τ (by raising p\_i​ to the power of 1/τ), allowing for smoothing or sharpening of the distribution before sampling from it.

That's it for today—tomorrow, another paper on the topic…  
<https://arxiv.org/abs/2304.09151>

**Mike’s Daily Paper – 29.03.25  
Efficient Online Data Mixing For Language Model Pre-Training**

Continuing my review of research on optimization of model training (particularly language models) when multiple datasets are available. Since I already defined the problem in my reviews from 26.03 and 28.03, I won’t repeat it here and will jump straight into the core idea of this paper. This paper approaches the problem differently from the two previous papers I reviewed. However, despite some mathematical complexity, I find its proposed approach highly intuitive. The authors aim to solve the problem of constructing a training dataset D from multiple datasets D₁, ..., Dₙ using Multi-Armed Bandits (MAB).

For context, the MAB problem is defined as follows: We have n slot machines, each with an unknown probability of winning p₁, ..., pₙ. The goal is to determine a selection strategy that maximizes total winnings (e.g., expected reward) over N trials Notice how our training optimization problem is quite similar to MAB - we need to determine the dataset selection strategy for training without knowing in advance the exact “impact” of each dataset on the final model performance.

Without diving too deep into the math (Markov decision processes, Gibbs distributions, etc.), the goal here is to find a probability distribution p₁, ..., pₙ over the datasets to maximize model performance. The key twist is that this distribution evolves over iterations, where each iteration consists of a step (or a predefined number of steps) of training on data from the selected dataset Dᵢ.

In other words:  
 🔹 At each step, we sample a dataset based on the current **p** distribution.  
 🔹 We train the model on data from that dataset.  
 🔹 We update p based on the training results.

Naturally, this raises a crucial question: How do we determine p for the next iteration based on previous training results? This brings us to the concept of reward, which reflects the "success" of selecting dataset Dᵢ at a given step. If training on Dᵢ was successful, we increase its probability (at the expense of others), and if it was less successful, we decrease it.

So what exactly is the reward here? The reward is the information gain (IG)—essentially, how much the model benefits from the data in Dᵢ. The paper estimates IG using perplexity (the exponent of the loss) on the dataset’s data. This loss is estimated from a batch of data.Additionally, the algorithm accounts for exploration—we don’t want to drastically reduce a dataset’s selection probability based on too few batches. To mitigate this, the paper applies a common technique from MAB and RL: adding a small εₜ value to every pᵢ, which decreases over iterations.

Final Algorithm: 3-Step Process

1️⃣ Update selection probabilities p₁, ..., pₙ.  
2️⃣ Sample data from datasets D₁, ..., Dₙ based on these probabilities and train the model.  
3️⃣ Update probabilities again based on the trained model’s results from step 2.

A highly recommended paper—I really enjoyed diving into it!  
[Read the full paper here](https://arxiv.org/pdf/2312.02406)

**Mike’s Daily Paper – 01.04.25  
OPTIMIZING PRETRAINING DATA MIXTURES WITH LLM-ESTIMATED UTILITY**

The paper I will briefly review today is a generalization of the paper I reviewed on 28.03 about the UniMax method (though there are quite significant differences between them, and in my opinion, it is more similar to the paper I reviewed two days ago, on 30.03). This will be the last review (for now) in the series of papers I’ve covered on training optimization when multiple datasets D\_1, ..., D\_n are available.

The goal here, as in the last three reviews, is to propose a distribution w\_1, ..., w\_n for optimal sampling from these datasets to maximize the model’s performance on a predefined validation dataset. This is done under one of two constraints:

* A token budget constraint (data-constrained training).
* A compute budget constraint (though in my opinion, each can essentially be formulated in terms of the other).

The paper formulates the training optimization problem in an original way that I haven’t seen before. It is posed as an optimization problem (minimization) with constraints (note: there is a mistake in Equation 2- it should be argmax instead of argmin). The loss function consists of two terms: The first term is the norm of the difference between vector of ones (denoted as **1** in the paper and the inner product of the weight vector ww and a vector containing the performance scores (normalized to be between 0 and 1) of the model on benchmarks (several per dataset) for datasets D\_1, ..., D\_n (referred to as utility in the paper).

At first glance, this seems a bit strange, but the maximum value of this term is reached when the model’s average performance on all benchmarks for all datasets is perfect (i.e., equal to 1, which likely represents maximum possible performance). The second term in the optimization objective is a regularization term **|D| |w^{T}w**. This term reaches its minimum value when the weight vector ww has equal values (i.e., w\_i =1/n). In other words, the model is encouraged to assign equal sampling probability to all datasets - which makes sense, since we want the model to "see" as diverse a dataset mix as possible.

In addition, there are constraints on w: itt must be a valid probability distribution while another constraint limits the total token budget for the entire training process.

The paper uses the Splitting Conic Solver (SCS) to solve this optimization problem (seems non-trivial, but I didn’t dive too deep into it). Of course, this approach requires computing the objective function described in the previous paragraph, which involves evaluating performance across n benchmarks. This is a computationally expensive process, and the authors suggest a method to reduce the computational effort required.

The authors propose a method to approximate this evaluation using language models. First, a powerful model (they used a large LLAMA) is asked to summarize each benchmark task based on its examples. Then the model also constructs a utility prediction prompt (for the trained model), designed to estimate the trained model’s performance on the benchmark. The goal (as far as I understand, since this part was less clear to me) is to, given a small number of examples, estimate the model’s performance on the benchmark (there are five possible scores).

And that’s it- this concludes my series of reviews on training optimization when multiple datasets are available. See you in the next topic**s!**

**🔗** [**Read the paper**](http://arxiv.org/abs/2501.11747)

**Mike’s Daily Paper – 02.04.25**

**SymDPO: Boosting In-Context Learning of Large Multimodal Models with Symbol Demonstration Direct Preference Optimization**

Today, I’m making a sharp pivot in my review topics and covering a paper on training multimodal models (specifically, MLLMs). The paper proposes a method for training models on in-context learning tasks, where the model receives several demonstrations—each consisting of an image, a question, and an answer. The model is then expected to answer a question about a new image (which may contain the same characters, for example) based on the provided demonstrations. This review will be short and light.

The authors propose a way to improve the understanding of relationships between different modal data sources in multimodal models. For example, models that support both language and images sometimes struggle with tasks requiring semantic understanding between visual and textual data—such as the in-context learning task for MLLMs described above. The paper highlights that MLLMs often fail these tasks and sometimes answer questions without considering the provided context (i.e., the images, questions, and answers). The paper proposes a fine-tuning method for multimodal models to address such failures.

The proposed fine-tuning method is based on Reinforcement Learning with Human Feedback (RLHF), specifically using Direct Preference Optimization (DPO) - a modification of the popular Proximal Policy Optimization (PPO). The main advantage of DPO over PPO is that DPO does not require training a reward model. Instead, it only needs a dataset of question-answer pairs, including both preferred and non-preferred answers. The core idea in this paper is to engineer such a dataset for the given use case and apply DPO for multimodal model fine-tuning.

In essence, the paper suggests manipulating questions and answers in various ways to force the model to fully consider the given context. Some of the tricks include:

* Providing a nonsensical (random word) correct answer.
* Replacing an undesirable answer with gibberish.
* Removing the question entirely while keeping the answers unchanged.

There are a few more tricks like these, and by combining them, the paper achieves a better multimodal model using DPO fine-tuning.

As promised, a short and light review.

<https://arxiv.org/abs/2411.11909>

**Mike’s Daily Paper – 03.04.25**

**Amortizing intractable inference in diffusion models for vision, language, and control**

**Introduction:**

Diffusion models have revolutionized generative AI, enabling stunning image synthesis, advanced text generation, and even decision-making in reinforcement learning. These models operate by gradually refining random noise into structured data, effectively learning a probabilistic prior over complex distributions.

However, many real-world applications require more than just unconditional generation—they demand posterior inference, where the model generates samples that satisfy specific constraints. Posterior inference in diffusion models typically relies on classifier guidance, score-based reweighting, or fine-tuning methods like KL-regularized optimization. But these approaches suffer from major drawbacks:

**Bias and mode collapse**: Heuristic guidance (like classifier reweighting) distorts the true posterior.

**Computational inefficiency**: Sampling methods often require costly iterative refinements.

**Lack of generality:** Existing techniques work well for specific tasks but don’t transfer across domains.

The authors of "Amortizing Intractable Inference in Diffusion Models for Vision, Language, and Control" propose a fundamentally different approach, inspired by reinforcement learning (RL) and Generative Flow Networks (GFlowNets). Their method, called Relative Trajectory Balance (RTB), reframes posterior inference as a sequential decision-making problem. This enables efficient, unbiased, and generalizable sampling from constrained distributions without relying on explicit likelihood reweighting.

**Reframing Posterior Inference as a Trajectory-Based Learning Problem**

At its core, posterior inference in diffusion models requires sampling from a conditional distribution:

p(x∣c)∝p(x)f(x,c)

where:p(x) is the pretrained diffusion model (our prior over data). f(x,c) is an auxiliary constraint function (e.g., a classifier, a language model, or a reward function). The goal is to generate samples x that are consistent with the constraint c, without distorting the learned prior too much. Traditional methods attempt to approximate p(x∣c) by modifying the diffusion process with heuristic guidance techniques, such as:

* Classifier guidance, which modifies the score function using gradients from an external classifier.
* Likelihood reweighting, which applies importance sampling to adjust sample probabilities post hoc.
* Direct optimization, where the diffusion model is fine-tuned using KL constraints.

The problem? These methods struggle with posterior accuracy, sample diversity, and computational efficiency.

**Enter GFlowNets: A New Approach to Learning Probability Distributions**

GFlowNets are a family of generative models that learn to sample from complex distributions by treating the generation process as a sequence of decisions. They are inspired by reinforcement learning, but instead of optimizing for a single best trajectory (like in traditional RL), GFlowNets learn to generate diverse samples proportionally to a given reward function.

In VAEs or GANs, we train a model to directly map latent variables to data samples. In diffusion models, we iteratively denoise a latent variable to obtain a final sample. GFlowNets take a different approach. They define the generative process as a trajectory through a state space (e.g., a sequence of denoising steps in a diffusion model). They assign a probability to each trajectory such that the likelihood of reaching a sample x is proportional to a given reward function R(x). They ensure balanced forward and backward transitions to achieve unbiased, amortized inference.

In simpler terms, GFlowNets turn sampling into a decision-making process, where the model actively chooses how to construct a sample rather than passively generating from a prior. This is precisely the missing link in posterior inference for diffusion models. Instead of relying on heuristic guidance, we can learn a policy that directly models the posterior distribution. Instead of requiring expensive iterative sampling, we can amortize inference by training the model to efficiently traverse the sampling space.

**The RTB Approach: Learning Posterior Distributions via GFlowNet-Inspired Training**

The authors introduce Relative Trajectory Balance (RTB), which moves away from heuristic guidance and instead learns the posterior distribution through reinforcement learning principles. The key insight is that sampling from a constrained posterior can be viewed as a sequential decision-making process, where each step in the diffusion model corresponds to a state transition in a Markov Decision Process (MDP).

Instead of passively sampling from a fixed prior, RTB learns a policy that selects the most probable inference trajectories. This policy determines the sequence of latent variables x\_t in the diffusion process, balancing between prior consistency and constraint satisfaction. Inspired by GFlowNets, RTB learns a probability model over inference trajectories, ensuring that forward and backward sample generation are balanced. This prevents biasing the learned posterior while still allowing efficient constraint satisfaction. Unlike traditional methods that require computing explicit likelihood ratios, RTB directly learns the optimal trajectory policy through relative probability adjustments, making it computationally more efficient.

**Why This Matters: A New Paradigm for Diffusion Model Inference**

RTB represents a fundamental shift in how we approach posterior inference in generative models. Instead of manually tweaking diffusion guidance techniques, it learns the posterior distribution itself using reinforcement learning principles.

This approach offers several major advantages:

Unbiased posterior estimation: Unlike classifier guidance, RTB does not introduce distortions in the learned posterior.

Generalization across domains: The same framework can be applied to vision, language, and reinforcement learning.

Computational efficiency: By amortizing inference over training, RTB avoids costly iterative reweighting.

**Mike’s Daily Paper – 05.04.25** **GIVT: Generative Infinite-Vocabulary Transformers**

Today we’re going back a few years to the time when terms like VAE, VQ-VAE, and VQ-GAN attracted the kind of attention that generative diffusion models receive today (though admittedly less than agents, but still). The paper we’ll review today presents an interesting enhancement to VQ-VAE, which caught my attention since, as mentioned, papers in this area have become a “rare bird” in our (AI) landscape.

First, I’ll give a short introduction to VQ-VAE. Let’s start with VAE, which stands for **Variational AutoEncoder**, invented back in 2014 by the legendary Kingma. Basically, a VAE consists of two networks: an encoder and a decoder. The encoder produces a latent representation (or embedding) of a data sample, and the decoder turns this latent representation into an image. The encoder outputs the parameters of a Gaussian distribution (a mean vector and a diagonal covariance matrix), from which the latent vector is sampled and then passed to the decoder to reconstruct the input image.

The loss function of the VAE is based on **ELBO** (Evidence Lower Bound) and includes two components. The first is the reconstruction loss – in the classic VAE, it’s the norm of the difference between the reconstructed and original image (in more advanced versions, perceptual loss and GAN-style losses are added). The second component is the **KL divergence** between the distribution of the latent representation derived from the data (represented by the mean vector and diagonal covariance matrix) and a standard normal distribution. During inference, we sample a latent vector from a standard normal distribution and feed it to the decoder.

A notable and very popular improvement to the VAE is **VQ-VAE**. Instead of defining the latent space as a Gaussian distribution, it is defined in a **discrete** manner. Each patch in the image is described (in latent space) by a vector from a **codebook** of finite size, which is trained together with the encoder and decoder. In other words, there is a **finite number of latent representations** for each patch (we’ll come back to this in a moment). Once the encoder, decoder, and codebook vectors are trained, an additional model is trained to predict the latent representation of patches, using all the latent representations from the dataset. This model (say, a Transformer) is trained to **autoregressively predict** the codebook vector (i.e., its index) of the next patch given the previously generated patches. Then, the latent vectors of the patches are fed into the decoder to generate data (images).

As mentioned, there’s a limited and finite number of latent representations per patch, which **restricts the semantic richness** of the images that VQ-VAE and similar methods can generate. And that’s exactly where the paper we’re now reviewing brings innovation—it proposes a method to **switch to a continuous representation** (without a codebook) of the latent vectors. But how is this possible? Let’s recall that in VQ-VAE, we predict a categorical distribution over the codebook—meaning the final layer of the autoregressive model is a softmax over the codebook size.

So, can a model be trained to generate **continuous latent representations** autoregressively? The answer is yes. In the first stage, the paper trains a **standard VAE** as described earlier. This is done at the patch level, meaning the latent representation of an image is composed of the representations of its patches. In the second stage, the authors train a **causal Transformer** that predicts the next token’s representation by predicting parameters of a **Gaussian mixture distribution**, from which the latent vector itself is sampled. That is, each time the causal Transformer (which considers only already generated vectors) predicts the mean vectors, parameters of diagonal covariance matrices for each mixture component, and the mixture weights. After these latent vectors are predicted and sampled, they are fed into the decoder to generate an image.

It’s worth noting that **GIVT**, unlike VQ-VAE, can be trained **end-to-end** with the encoder and decoder, which the authors argue might be problematic. As an alternative to the causal Transformer, the authors propose training a model called an **adapter** (based on **Normalized Flow**) to generate the entire latent representation of the data **after** the encoder and decoder have already been trained—thus separating the two stages.

Additionally, the paper suggests training a **non-causal Transformer** to predict latent patch representations, similar to **masked language modeling (MLM)**. This approach, which I wasn’t previously aware of, was introduced in the paper **MaskGit**.

<https://arxiv.org/pdf/2312.02116>

**Mike’s DailyPaper – 07.04.25** **JETFORMER: An Autoregressive Generative Model of Raw Images and Text**

Today’s review is a continuation (even though there's no VAE here) of my previous review from 05.04.25. The paper we’ll look at today proposes a method for training a multimodal model where a single autoregressive model is trained for both modalities (images and text).

In most multimodal models, separate encoders are used for text and image. According to the authors, this could be problematic (and I kind of get it). So, the paper suggests training one autoregressive transformer for both modalities together.

So how does this work? The paper proposes using a pretrained Normalizing Flow (NF) model to build image representations. An NF model trains a reversible mapping—meaning lossless—from data space (the image) to a space with a simple distribution (say, standard Gaussian). This mapping is usually constructed by composing multiple simple functions (e.g., over subsets of dimensions), and all these mappings are trained jointly with the goal of maximizing the likelihood of the data under the transformation.

In practice, the authors train an NF for each patch in the image (a patch representation is called a visual token). So the authors jointly train the NF model (for image representation) with the autoregressive transformer to generate both images and text. That is, given an image and its description (the order of input matters!), the transformer is trained to predict the visual token representations after NF (which are trained jointly with the transformer).

When the image is given before its description, the transformer is trained to reconstruct the textual token representations. Just like in the previous review (on GIVT), the model predicts the parameters of a Gaussian Mixture for each token, and the actual representation is sampled from that distribution.

The paper also proposes improving the robustness of the representations generated by the trained autoregressive model using data noising (as I understand, only the visual data is noised). This is done in a curriculum-style approach. Initially, the data is strongly noised so that the model can learn the “coarse” aspects of the data. Over time, the noise is reduced, allowing the model to focus on learning the finer details.

<https://arxiv.org/abs/2411.19722>

**Mike’s Daily Paper – 09.04.25** **O1-CODER: An O1 Replication for Coding**

I finally got around to reviewing this paper that caused quite a stir when it came out. The authors’ explicit goal is to replicate OpenAI’s O1 model, but focused specifically on coding tasks. The paper uses RLHF techniques combined with a self-play method where the model learns from data it generates itself. It starts from a dataset of coding questions and their corresponding answers (i.e., code 😊).

The core idea of the paper involves six main stages.  
**Stage 1:** The authors build a tool (not described in much detail) that generates comprehensive tests for a given coding question and its correct solution. This tool (called TTG) will later be used to estimate the reward for code outputs produced by O1-CODER.

**Stage 2:** Using MCTS (Monte Carlo Tree Search), the model constructs reasoning chains for examples in the dataset. MCTS is a planning algorithm for decision-making that samples the state space (tokens, in our case) to estimate the reward of different possible actions. It incrementally builds a search tree, choosing at each step to expand the branch (token sequence) that looks most promising, balancing exploration of new paths with exploitation of known good ones. Each path (i.e., reasoning chain including a proposed solution) gets a reward of 1 or 0 from TTG (pass or fail all tests).

**Stage 3:** The model undergoes supervised fine-tuning (SFT) on reasoning chains that led to correct solutions (with reward 1).

**Stage 4:** Iterative self-play training begins. In each iteration, the training dataset is enriched with new examples generated by the model itself. The process involves either SFT on correct-answer chains (excluding iteration 0) or RLHF training using DPO (Direct Preference Optimization) on pairs of positive and negative examples.

Then, the model generates new reasoning chains (excluding the final answer), and a Process Reward Model (PRM) scores these partial solutions. The model then completes the answer from the reasoning chain, and new tests are generated for the question (since the correct answer is known — likely because the questions come from a benchmark dataset).

The reward is computed by running the tests on the model’s generated code: 1 if all pass, 0 otherwise. This is then combined with the reasoning rewards via an aggregation function. The model is trained to maximize this combined reward using some RL method (possibly regularized, though the paper doesn’t go into details).

Finally, new examples are generated using the updated model, added to the dataset, and Stage 4 is repeated (self-play loop).

Really interesting paper…[https://arxiv.org/abs/2412.00154](https://arxiv.org/abs/2412.00154?fbclid=IwZXh0bgNhZW0CMTAAAR42JSsabNhhmnNUPMNDwJ_J9Ni-UTHQxfouxL9rQsTpEAg1qh8yEELRMVMnDA_aem_lyVch59Ojf5jC5w93J0mXw)

**Mike’s Daily Paper – 11.04.25  
 Arithmetic Without Algorithms: Language Models Solve Math with a Bag of Heuristics**

I’ve previously reviewed a few papers on using language models to compute arithmetic expressions involving standard mathematical operations like addition, multiplication, and so on. Personally, I think language models aren’t naturally suited for these tasks (after all, we have calculators, Python, and such for that), but the research in this area is still fascinating. And there’s another reason I chose this paper — it was written by Israeli researchers, and I always enjoy highlighting local work.

As the title suggests, the paper investigates what happens inside a transformer model when it’s given an arithmetic task. Specifically, the authors attempt to locate the so-called computational circuit (or just circuit for brevity) within the transformer — that is, the components that actually perform the “necessary calculations” for such tasks. As you may recall, a transformer block consists of two main layers (plus normalization layers): a multi-head attention mechanism (MHA) and an MLP layer made up of two linear transformations with a nonlinearity in between. The computational circuit is composed of specific neurons in the MHA or MLP layers.

To identify this circuit, the authors use activation patching, replacing activations of certain neurons within the transformer to estimate the importance of each MLP layer and attention head at every input position (in this case, arithmetic prompts). How does it work? They take a specific arithmetic prompt (e.g., “226 − 68 =”) and a random counterfactual prompt that leads to a different answer (e.g., “21 + 17 =”). After computing the model’s activations for the counterfactual prompt, they feed the original prompt into the model.

At this point, they intervene in the computation (patching) by replacing the activation of a single MLP layer or attention head with the precomputed activation from the counterfactual prompt. Then they observe how this intervention affects the probabilities of the two possible answer tokens (the correct one and the counterfactual one). A specific formula is used to quantify the change in token probabilities. Once the circuits are identified, the authors evaluate their function by replacing all other activations in the model with average activations across a large dataset of arithmetic prompts — leaving only the computational path intact. They show that this replacement has almost no effect on the logits of the correct answer.

After identifying these circuits, the authors try to interpret their arithmetic meaning - and the result is quite interesting. It turns out these circuits operate as heuristics that help the model solve math problems. For example, some neurons estimate whether the result is in the range [150, 180], or whether it's divisible by 5. Combining these heuristics enables the model to solve relatively simple arithmetic tasks — especially those that don’t involve very large numbers. This helps explain why LLMs often struggle with arithmetic over larger values.

There are a few additional insights: most of the critical components of the circuits are found in the MLP layers rather than in the attention heads. Another interesting finding is that the model tends to “converge” on the correct answer quite early — it can be extracted from intermediate layers using just a linear head.

<https://arxiv.org/abs/2410.21272>

**Mike’s Daily Paper – 13.04.25  
ONE STEP DIFFUSION VIA SHORTCUT MODELS**

This paper presents an interesting approach to training generative diffusion models — an enhancement of the Flow Matching (FM) technique, which has become the leading method for training diffusion models. Essentially, the paper trains a model to estimate a trajectory (typically a straight line, which is the simplest path, though other works have used more complex ones) between a simple Gaussian distribution and the data distribution (images, video, or audio). The main claim is that using this method, one can generate data in just a single iteration.

The model is trained to generate a velocity (i.e., a gradient) along this trajectory at every time point t, where t represents the noise level which goes from pure noise (t = 0) to data point (t = 1). Once this velocity is estimated, a data sample can be generated by numerically solving an ODE, plugging in the predicted velocity along the way. For a linear trajectory, this velocity is constant (as it’s the derivative of a straight line). However, this linear assumption sometimes fails in practice as the resulting trajectories can be nonlinear and complex, which leads to poor sample quality.

To improve this, the paper suggests replacing straight-line paths with piecewise linear trajectories, essentially a type of linear spline rather than forcing the model to always follow a global straight path. The displacement of a data point within each small segment depends only on the current point x\_t, the timestep t, and the spline granularity d (I'll expand on that later). These short segments are referred to as shortcuts in the paper. The model is trained to estimate them using a consistency loss, which encourages the model to behave “consistently” across consecutive shortcut segments. This loss is derived from a simple combination of the update rules for two adjacent shortcut steps.

Then, the authors combine this consistency loss with the standard FM loss (computed along the straight trajectory). Since the shortcut path can be constructed with different granularities, i.e., varying numbers of linear sub-segments; the training leverages this by training the model across multiple resolutions. Given a timestep t (noise level), a noisy input sample, and a spline granularity d, the model is trained to predict the data point shift over the next segment (and there are d such steps total). Then, an ODE is solved to move the point accordingly. That new point is again passed through the model to predict the next shift. The consistency loss is then applied across two such consecutive shifts.

Overall, a really interesting and well-written paper, I highly recommend reading it!

<https://arxiv.org/abs/2410.12557>

**Mike’s Daily Paper – 14.04.25  
Draft Model Knows When to Stop: A Self-Verification Length Policy for Speculative Decoding**

**T**his paper caught my eye at first glance because of the phrase *"Speculative Decoding"* or SD for short — something very close to my heart. I even prepared a fairly comprehensive presentation on it, which I present in various forums. SD allows increasing the text generation rate of a language model by combining the target model with a smaller, faster (and of course weaker) model. The small model autoregressively generates a few tokens, and the target model then uses these tokens to predict its next tokens *in parallel*. This can significantly boost the sampling rate of the large model.

The method leverages the fact that the bottleneck in the generation process is data transfer between the different types of GPU memory (in particular, the large and slow HBM vs. the fast SRAM located close to the compute units). SD performs a fast prediction with the small model, followed by parallel prediction with the large model, using the tokens generated by the small model.

But there’s a catch, of course: in order to sample from the same token distribution as the large model (while using the small model’s predictions), we need to perform something akin to rejection sampling (RS).

To recap: RS allows sampling from an easy-to-sample distribution fff in order to produce samples from a different, harder-to-sample distribution ggg. We sample a point xxx from fff, and accept it with probability equal to the ratio g(x) / f(x) (if the ratio is greater than 1, the point is always accepted). One can prove that the accepted samples follow the desired distribution ggg.

So in our SD case, we do something similar for tokens generated by the small model. In the second phase (parallel sampling with the large model), for each token produced by the small model, we compute the ratio of the probabilities assigned by both models and accept the small model’s token with probability equal to that ratio. As soon as the first token is rejected, the large model resumes generating from that point, and the small model is used again to produce the next speculative tokens. By the way, even the accepted tokens are reweighted — they're generated based on a mixture of the small and large model distributions.

As you might’ve guessed, *controlling the acceptance rate* of the small model’s tokens is very important — ideally, we’d only generate tokens that will be accepted. This paper proposes a method to improve the acceptance rate.

It shows that the average acceptance rate (pretty straightforward) equals 1 minus the total variation distance (TVD) between the conditional distributions of the two models (given context). Luckily, we have access to a not-so-well-known inequality that provides a lower bound on the TVD using the difference between the cross-entropy of the two models’ distributions (for a given token given context) and the entropy of the small model.

But of course, we can’t compute the cross-entropy between these distributions during the large model sampling phase — because we sample all tokens simultaneously and don’t know the conditional distribution for each token in advance. So, the paper estimates this cross-entropy using a time-averaged estimate: a constant (slightly greater than 1) times the entropy of the small model’s token. Once we have this cross-entropy, we can estimate the acceptance rate for each small-model token *before* sampling with the large model. This allows us to set the number of speculative tokens to generate — we just keep generating until the estimated acceptance rate drops below a certain threshold.

Nice idea overall, but I think the choice of the constant in the final step isn’t optimal, and I hope to see future work that improves this aspect of the method.

https://arxiv.org/abs/2411.18462

**Mike’s Daily Paper: 15.04.25  
 Classifier-Free Guidance inside the Attraction Basin May Cause Memorization**

Back to diffusion models! This time, we’re looking at a relatively lightweight paper (at least compared to the average diffusion model paper). It proposes a method for preventing memorization by diffusion models. Memorization here can be viewed as a form of mode collapse (throwback to the GAN era), where the model generates very similar images (often resembling the training set) from different latent inputs, usually sampled from a simple distribution like a standard Gaussian.

This phenomenon tends to appear most often in conditional diffusion models — the ones that generate images based on a text description (i.e., a prompt). In these cases, memorization occurs when, no matter what Gaussian noise you start with, the model ends up generating nearly identical images. This paper digs into the root cause of this behavior and concludes that it stems from the use of a popular technique called Classifier-Free Guidance (CFG).

CFG is intended to “pull” the generated image closer to the semantic meaning of the prompt — in other words, to make the image more aligned with the given description. As you probably know, diffusion models generate images by gradually denoising from pure noise (typically Gaussian), in an iterative process. In each iteration, the model predicts the noise to be removed, given a noisy image and the timestep *t* (which is also part of the model's input).

CFG works by nudging the image toward the prompt using a weighted difference between two noise predictions: one from a conditional model (with the prompt) and one from an unconditional model (no prompt). This shifts the generated image away from the “average” unconditional result, and brings it semantically closer to the prompt. However, as the authors point out, CFG can pull the image too strongly toward the prompt — which can lead to memorization. Interestingly, they found that if you delay the use of CFG until later iterations (i.e., after some noise has already been removed), the memorization effect almost disappears.

Why? Because the norm of the conditional noise vector is much larger than that of the unconditional one in early denoising steps, but the two norms start to converge around the middle of the backward process.

So what’s the proposed solution?Run early denoising without CFG and then activate CFG in later iterations — once the conditional and unconditional noise norms begin to align. How do you know when to switch on CFG? Simple: when the gap between the two noise norms starts shrinking. That’s the core idea of the paper.

There’s also a solid set of mathematical definitions around what constitutes memorization (which I personally love), but if you’re not into the math, this summary should give you a good high-level understanding.

Paper link:<https://arxiv.org/abs/2411.16738>

<https://arxiv.org/abs/2411.16738>

**Mike’s Daily Paper: 17.04.25  
Memorization to Generalization: The Emergence of Diffusion Models from Associative Memory**

Okay, continuing with a deep theoretical Paper on generative diffusion models. The central contribution of this paper is a precise reinterpretation of diffusion models as stochastic, overparameterized associative memory systems, particularly those that share structure with modern Hopfield networks. The core insight is that the behavior of diffusion models across varying data regimes — specifically the transition from memorization to generalization — mirrors the dynamics of Hopfield-type networks as they move past their critical memory capacity.

In classical associative memory models like Hopfield networks, the energy landscape is shaped by the patterns stored in memory. When the number of stored patterns is below the theoretical storage limit, each memory corresponds to a stable fixed point — an attractor — in this energy surface. As the number of stored patterns approaches the capacity limit, interference between patterns leads to the emergence of spurious attractors. These are stable points not corresponding to any training pattern, but often lying close to linear combinations or interpolations of the stored set.

This paper observes that diffusion models — which learn a time-indexed score function for denoising — implicitly define an energy functional over data space at each time step. Specifically, the score function learned during training can be interpreted as the gradient of the negative log-probability of the data at that time step, which aligns with the gradient of an energy-based model. When written out, this energy turns out to have the same structure as that of modern Hopfield networks with softmax-based energy functions, including a similarity-based aggregation over the training samples. In other words, diffusion models define a learned energy landscape that attracts samples toward training data — and potentially toward spurious attractors when the model cannot exactly memorize due to data overload.

What makes the connection non-trivial is that this structure is not imposed manually — it *emerges* from the training objective of the diffusion model. The denoising score-matching loss, which trains the model to reverse a stochastic corruption process, ends up instantiating an energy surface with attractor-like properties.

Now, as the training dataset size increases, the nature of the learned attractors changes. In the small-data regime, the score function learned by the diffusion model has high precision and confidence near training examples, and the generated outputs tend to be direct or near-exact copies — evidence of pure memorization. The model's score landscape is steep and concentrated, and the attractor basins are narrow and centered directly on the training samples.

As the training data size increases, the model can no longer dedicate a distinct, isolated basin to each sample. The energy surface begins to interpolate. Spurious attractors emerge — regions in latent space that do not correspond to any training example, but still act as local minima. These spurious regions reflect structural overlap between training patterns. Unlike memorized samples, spurious samples are supported by the synthetic distribution learned by the model but do not occur in the training data themselves.

The authors quantify this with three theoretical constructs:

* **Memorization capacity**: the maximum training set size for which the model primarily reproduces training data with high probability.
* **Spurious capacity**: the size at which the model most frequently produces samples that lie outside the training set but still within the model’s learned distribution — these are not fully generalized yet.
* **Generalization capacity**: the minimum training set size after which the model begins producing samples that are dissimilar to both the training and previously generated samples — this marks true generalization.

The transition between these regimes is not smooth but exhibits phase-transition-like behavior. Empirically, the fraction of memorized samples drops sharply, the fraction of spurious samples peaks, and then drops as generalization takes over. These transitions are detected using nearest-neighbor based metrics that measure whether a generated sample matches training data (memorization), matches synthetic but not training data (spurious), or matches neither (generalized).

Crucially, the model does not simply interpolate between samples due to overfitting noise — the interpolation is a function of structural interactions in the score landscape. The spurious attractors are formed by the aggregation of contributions from many training samples under the softmax dynamics of the score function. This is functionally identical to how modern Hopfield networks form spurious attractors when the overlap between stored patterns increases beyond a certain threshold.

Thus, the key contribution is a rigorous theoretical bridge: **diffusion models operate as associative memory systems that exhibit a well-defined phase transition from pattern recall to generative abstraction**. This transition is mediated by the collapse and recombination of energy attractors in the score space, governed by data distribution complexity, training set size, and model capacity.

The work doesn't merely draw analogy — it aligns the functional components of denoising score matching, softmax aggregation, and attractor dynamics into a cohesive interpretation. It frames generalization in diffusion models not as emergent from architectural inductive bias alone, but as a result of distributed attractor interference — a direct consequence of overloading the energy surface defined implicitly by the training dynamics.

<https://openreview.net/forum?id=zVMMaVy2BY>

**Mike’s Daily Paper: 19.04.25  
Critical Tokens Matter: Token-Level Contrastive Estimation Enhances LLM’s Reasoning Capability**

A fairly interesting paper focused on improving the reasoning capabilities of language models for questions that have clear, deterministic answers—such as math problems or coding tasks where correctness can be verified through a comprehensive test suite.

The authors introduce the concept of a critical token—a token that effectively serves as a signal for whether the model is likely to produce a correct or incorrect answer to a given question.

They observed that within incorrect reasoning paths, certain tokens almost always lead to wrong answers. These tokens tend to disrupt logical flow, distort dependencies, or introduce computational errors, thereby significantly affecting the final result. Unlike other tokens that may have a negligible effect on inference, these critical tokens act as failure points. Identifying them is crucial: avoiding or correcting them can often lead to a correct result—even along an otherwise incorrect reasoning path.

The paper proposes a method for identifying such tokens. A token is deemed critical if all reasoning paths that begin with it result in incorrect answers, and for all following tokens, 95% of the paths that start from them also end up incorrect. Note that some tokens may appear later in the sequence, after the critical token, and not all of their reasoning paths include that critical token—so it’s entirely possible that some of these later tokens still lead to correct answers.

The authors conduct several checks to ensure that the tokens they've identified are truly critical in practice.

Next, the paper develops an RLHF-style alignment method, centered around minimizing the likelihood of generating critical tokens (since they are associated with errors). To do this, they fine-tune two separate models: one that generates correct answers, and another that intentionally generates incorrect answers (yes, you read that correctly).

They then formulate a method for estimating how likely a token is to be critical, given a prompt and the preceding answer tokens. This is done via a formula that computes the difference in weighted likelihoods (conditioned) of the token between the correct-answer model and the incorrect-answer model. This estimate is low for tokens appearing in correct answers, and high for tokens likely to appear in incorrect ones.

In the final stage, they fine-tune the model using DPO (Direct Preference Optimization) over pairs of prompts with correct and incorrect responses. To reduce the chance of critical token generation, they modify the DPO loss term associated with the incorrect answer: they multiply it by the negative likelihood that a token is critical. Since this adjustment operates at the token level, the DPO process in this work is token-level, rather than sample-level as in the original formulation.  
  
<https://arxiv.org/abs/2411.19943>

**Mike’s Daily Paper: 21.04.25  
Normalizing Flows are Capable Generative Models**

I chose this paper for review because it includes a collection of methods and approaches that are rare to encounter in today’s deep learning literature. The second reason is the presence of a generative method called Normalizing Flows (NF for short). Like GANs and VAEs, this method lost—by knockout—to diffusion models in the battle for dominance in generative modeling. Still, it’s a very interesting approach with a precise mathematical formulation and an intuitive core.

So, the authors are trying to bring it back into relevance, proposing an NF-based approach augmented with a few mathematical tools from the diffusion models world, plus a neat trick known as Tweedie’s formula.

Let’s start with: what is NF? NF is a training method for generative models that learns a one-to-one mapping between a simple distribution (like a standard Gaussian) and the data distribution (say, a dataset of images). Since the mapping is bijective, it’s invertible, meaning that for any given data point we can easily compute its likelihood under the NF model — just apply the inverse mapping and evaluate the resulting point under the simple distribution. Naturally, the dimension of the latent space (defined by the simple distribution) matches the data space.

Most NF models are built as a composition of simple, bijective mappings that act on subsets of the data dimensions (the rest are left unchanged). For images, for example, each such atomic transformation acts on a small set of pixels. Typically, these mappings are constructed from learned upper-triangular matrices (with nonlinear functions), as these matrices are invertible and their inverses are easy to compute — a big advantage when calculating data likelihoods. Additionally, each such matrix is structured as a residual connection, i.e., it's a sum of the original values and their transformed counterparts.

The paper builds an NF model using this structure, but also proposes several additions. The first is training the model on noised data — that is, adding a bit of Gaussian noise to the training data. According to the authors, this increases the model's robustness (which makes intuitive sense). But to ensure that the model doesn't generate noisy samples as a result, they apply Tweedie’s formula to denoise the output. This formula estimates the *expectation* of clean data given noisy observations, using samples from the noisy distribution and the gradient of the log-probability of the noisy data, scaled by its variance. That’s how they get clean samples, even after training on noised data.

The last thing the paper introduces is Classifier Guidance, a well-known technique in diffusion-based generative models. Classifier guidance steers the sampling process using an external classifier. Instead of sampling based solely on noise, the model incorporates the gradient of the classifier’s probability for a desired label — increasing the chance that the final sample belongs to a specific class. It’s also possible to do this without a classifier — in that case, the sampling is nudged in the opposite direction of the unconditional model’s predictions. The authors found a pretty intuitive way to inject this idea into the NF training: essentially shifting the sample after each NF transformation step.

A fun, though not trivial, paper — especially if you try to dive into the math. But hopefully I’ve captured the core ideas clearly.

<https://arxiv.org/abs/2412.06329>

**Mike’s Daily Paper: 23.04.25**  
**The Broader Spectrum of In-Context Learning**

### **Rethinking In-Context Learning: From a Narrow Definition to a Broad Capability**

The authors suggest a major shift in how we think about in-context learning (ICL). Instead of seeing it as just the model’s ability to learn from a few examples (few-shot learning), they define it as a broader ability to adapt to context — something that naturally emerges during pretraining on structured data.

At the core of this idea is a simple rule: if a model gets better at predicting the next word because of earlier words in the same sequence, that’s ICL. This applies not just to few-shot learning, but also to things like coreference resolution (e.g., figuring out who “she” refers to), grammar rules, or staying on topic.

The authors describe two layers of this learning:

* **Outer loop**: During training, the model sees sequences that often have patterns (like question-answer pairs, lists, stories, or instructions). These patterns define “tasks” the model learns from.
* **Inner loop**: At inference time, the model adjusts its behavior based on the current context, using just its internal activations — no gradient updates needed.

This view shows that ICL isn’t just about copying examples. It’s about using clues in the context to understand what kind of task is happening and how to act accordingly — similar to how meta-learning works in other domains.

**Types of In-Context Learning Beyond the Usual Few-Shot Setup**

Many model behaviors that seemed like tricks actually turn out to be examples of ICL. The authors identify six key forms:

#### **Instructional ICL**

Instead of showing examples, you just tell the model what to do (“Translate English to French”), and it figures it out. The model learns to turn plain language instructions into behavior, even for new tasks.

#### **Role-based ICL**

If you tell the model, “You are a brilliant French translator,” it changes how it responds. The model picks up on these role hints based on patterns it learned from text with different personas (e.g., Wikipedia bios, stories, conversations).

#### **Explanation-augmented ICL**

Adding explanations after examples helps the model improve — especially when questions are hard. Explanations help the model focus on the important structure of the task, not just surface patterns.

#### **2.4 Unsupervised ICL**

Even when the model sees input examples with no answers, it sometimes still improves. That’s because it recognizes familiar formats (like quiz questions or math problems) and guesses what kind of task it’s seeing.

#### **2.5 Time Series ICL**

The model can pick up patterns in time series (like sequences of numbers), even when no examples are labeled. It can combine trends like cycles and linear growth, just from observing the sequence. This shows the model can learn underlying dynamics from context.

#### **2.6 Meta-ICL**

When the model sees several different tasks in a row (each with its own examples), it gets better at later ones. This means it’s not just learning tasks — it’s learning how to learn tasks, using layers of internal representation.

**3. How ICL Emerges from Natural Language Patterns**

The authors argue that ICL develops naturally from the types of patterns found in language — not from specific labels or training tricks.

#### **3.1 Coreference Resolution**

To figure out who “she” refers to in a sentence like “Alice lifts weights. She goes to the gym,” the model must track identity and gender across sentences. Harder cases (like Winograd examples) require logic and real-world knowledge.

#### **3.2 Parallel Structure**

When the model sees repeated formats (e.g., “Alex likes cats. Jordan likes dogs.”), it can generalize a pattern or rule. This is similar to few-shot learning, but it happens in natural text.

#### **3.3 Word-Sense Disambiguation**

For a word like “bank,” the model uses context to decide if it refers to a river or a financial institution. This is a kind of light classification using only context clues.

#### **3.4 Syntactic Agreement**

Even older models could learn to match verbs with subjects (“The dogs run”, not “The dogs runs”). This is another example of ICL — learning grammar rules from context.

#### **3.5 Topic Modeling**

In long texts, the model shifts its vocabulary based on the topic — even if the topic isn’t explicitly stated. This shows that it tracks topic continuity using context, though this form of ICL is more implicit.

**4. How ICL Generalizes in Different Ways**

The authors identify three key ways to test how well a model generalizes its in-context learning:

#### **4.1 Generalization in What Is Learned**

Can the model learn something truly new from the context, like a novel rule or category it hasn’t seen before? This is the difference between retrieving known patterns and doing actual meta-learning.

#### **4.2 Generalization Across Formats**

Can the model learn the same task if it’s shown in different forms — as examples, instructions, diagrams, code, or analogies? This tests how abstract and flexible the model’s internal representations are.

#### **4.3 Generalization in How It's Used**

Can the model apply what it learned to a new domain (like using a number-based rule on words)? Can it explain the rule or write it as code? This pushes toward symbolic reasoning — using abstract understanding, not just surface patterns.

**Conclusion**

This paper challenges the narrow view of ICL as just few-shot function learning. Instead, the authors present ICL as a broad, flexible behavior that naturally emerges from language model training. It includes many kinds of learning from context — from role conditioning to task inference, topic tracking, and more. By treating ICL as a spectrum of learned behaviors, not a single mechanism, the paper lays the foundation for better benchmarks, deeper evaluations, and a more complete theory of how models generalize. It doesn’t just expand the definition of ICL — it redefines it.

<https://arxiv.org/abs/2412.03782>

**Mike’s Daily Paper: 26.04.25** **Multimodal Latent Language Modeling with Next-Token Diffusion**

Today is Saturday, and today’s review will be lighter and fairly short. The focus is on multimodal generative models capable of "understanding" and generating data from multiple modalities — meaning text, images, audio, and similar types. The paper essentially connects latent generative models for textual data with those for more continuous data (even though that data, too, is discretized). The authors achieve this by training generative diffusion models for different types of data in the latent space. In other words, the model is trained to generate latent representations both for textual data and for other types of data, like images and audio.

Unlike many other works, the authors do not only train the multimodal generative model itself but also train an embedding model responsible for producing latent representations for each modality. Typically, in diffusion models, the embedding model is based on a VAE (Variational Autoencoder). However, the authors propose a slight but important modification to the standard VAE: instead of having the encoder generate both a mean vector and a variance vector for the latent representation, it generates only the mean vector. The variances are then sampled from a fixed Gaussian distribution with a predefined variance (a hyperparameter). According to the authors, this change prevents the collapse (i.e., zeroing out) of the variance vector generated by the encoder, a problem that would otherwise harm the diversity of the generated images.

The training process extends beyond just text. The authors also train a VAE for non-textual data such as images and audio. These are divided into tokens — image patches for images and time segments for audio — and fed to the model as sequential data. It’s important to note that the model treats data from every modality as sequential data. For text and audio, this is very natural since they have a clear inherent order. For images, although there is no strict natural sequence, one can still impose different orders (for example, left-to-right and top-to-bottom, or even right-to-left and bottom-to-top). This flexibility in sequencing image patches is an interesting design decision.

The diffusion model for non-textual data is trained to denoise a noisy latent representation given its context (all models in the paper are, of course, autoregressive). After the denoising step, the clean latent vector is fed into the VAE decoder in order to reconstruct the original data, with the overall training objective being to reconstruct the data as accurately as possible. For textual data, the noise is applied directly to the token embeddings, and a diffusion model is trained to recover them. Moreover, for textual data, a separate linear layer is trained to map the latent vector back into the token space (essentially, producing a softmax distribution over the vocabulary). It’s worth noting that the diffusion models are trained jointly with the VAE components — both encoder and decoder — which creates a tightly coupled and efficient training procedure.

Finally, to clearly separate textual from non-textual data during generation, the authors introduce special tokens that act as separators between different modalities. This allows the model to better understand the modality it is working with at each point during generation.

<https://arxiv.org/abs/2412.08635>

**Mike’s Daily Paper: 28.04.25** **Around the World in 80 Timesteps: A Generative Approach to Global Visual Geolocation**

Today’s paper review covers something a little different — and honestly, refreshing. It’s not every day (or even every month) that I get to dive into a paper that applies machine learning models to geographic tasks. Yes, you read that correctly: the powerful deep learning tools we’ve developed over the last decade are finding their way into geolocation problems too.

The task tackled here is deceptively simple: given an image, predict the location on Earth where it was taken. Formally, for a given input image, the model must output the corresponding Earth coordinates. Since the Earth is a sphere (or at least a good enough approximation for machine learning purposes), the location can be conveniently represented as a point on a sphere, often parameterized by two numbers.

The authors approach this as a generative modeling problem. Specifically, they train a **diffusion model** that takes an image as input and produces the geographic coordinates as output. Now, remember how diffusion models work: they are trained to gradually denoise data — meaning that, at each step, given a slightly noisier version of a sample and the current timestep, the model predicts the noise that must be subtracted to move back to a cleaner version of the sample. Over the course of many such steps, starting from pure noise, the model progressively reconstructs clean data. This basic principle is what powers many state-of-the-art generative models today.

However, the landscape has evolved. Recent diffusion models are increasingly based on an idea called **Flow Matching (FM)**. In Flow Matching, instead of modeling the score (the gradient of the log-density), the model directly learns a **velocity field** — a time-dependent function that tells you how to move a point over time from the noise distribution toward the data distribution. Essentially, you supervise the model to predict the velocity required to transport noisy samples back to clean data along an idealized path. Some models keep this velocity constant across time; others, like the one in this paper, allow it to vary with the timestep ttt. Training becomes a regression problem: predict the correct velocity given a noisy sample and a time t. Once trained, sampling (inference) is performed by solving an **ordinary differential equation (ODE)** whose dynamics are governed by the learned velocity.

Now, if you’re working with pixel data (where each pixel is a number between, say, −1 and 1), it’s standard to define your noise as Gaussian. But in this paper’s setup, the data isn’t living in flat Euclidean space — it’s living on the surface of a sphere. And if you want to stay faithful to the geometry, you can’t just add Gaussian noise arbitrarily: you have to ensure that your noisy samples remain on the sphere at every timestep. This requirement brings us into the domain of **Riemannian geometry**. Instead of simple additive noise, the model perturbs data by **rotating** it - that is, moving it along the tangent space of the sphere, which represents all the directions you can locally travel without "falling off" the sphere.

This geometric constraint fundamentally changes how noise is applied and how the velocity field is defined. The simple derivative of x\_t​ with respect to t used in Euclidean settings no longer suffices; instead, the velocity must be defined using operations that respect the spherical manifold structure. Additionally, when starting the inference process, the initial "pure noise" samples are drawn **uniformly** from the surface of the sphere - which, while conceptually simple, is actually not entirely trivial to implement correctly from a mathematical standpoint.

Despite all these adaptations, the core learning goal remains unchanged: the model is trained to estimate the correct velocity at each timestep t, given a noisy geographic coordinate associated with a given image. The image itself is processed through a **frozen encoder** — meaning an encoder whose weights are not updated during the diffusion training — and the resulting embedding conditions the diffusion model throughout generation.

Overall, this is a very cool and thought-provoking paper. It's a great reminder that when generative modeling meets non-Euclidean geometry, new challenges - and opportunities - emerge. Anyone comfortable with (or interested in) Riemannian geometry will find a lot to enjoy in the details. Highly recommended!

https://arxiv.org/pdf/2412.06781

### **Mike’s Daily Paper – April 30, 2025 THE COMPLEXITY DYNAMICS OF GROKKING**

This is one of the strongest and most profound papers I’ve read recently. And no — it didn’t train a model that achieved state-of-the-art results across benchmarks, nor did it propose a new architecture or training method. What the authors set out to do is explain a phenomenon called grokking through the lens of compression; both compression of data and compression of models.

This topic is a bit dense, so I’ll try to explain it step-by-step in a simplified way.

### **What Is Grokking?**

Grokking is a phenomenon that happens during neural network training when we continue training well after reaching the validation loss minimum. At first, as expected, the model enters an overfitting phase, and validation loss increases. But then something strange happens: At a certain point, validation loss begins to decrease again, suggesting the model is transitioning from memorization to generalization. In simple terms, the model actually "gets" the problem.

This typically occurs in overparameterized models, where the number of trainable parameters is much larger than what is theoretically needed to fit the dataset (There’s a more precise mathematical explanation, but it involves nontrivial complexity theory and isn't needed for this overview). Grokking is related to the [double descent](https://en.wikipedia.org/wiki/Double_descent) phenomenon and also to the [lottery ticket hypothesis](https://arxiv.org/abs/1803.03635) line of research. Interestingly, if you continue training, the validation loss keeps dropping, it doesn't stop, meaning the loss converges toward zero.

**So What Does This Have to Do With Compression?**

To explain this, we need to introduce two key concepts: The first is called the Minimum Description Length (MDL) principle. This principle says that if we want to optimally compress a dataset using a model, we need to minimize the sum of two terms:

* The entropy of the dataset *after being passed through the model*, and
* The complexity of the model itself.

This idea builds directly on Shannon’s coding theorem, which says that the **l**ower the entropy of the data, the more effectively it can be compressed. Now, estimating the entropy of a dataset given a model is something we roughly know how to do. For classification tasks, for instance, you can simply use cross-entropy loss.

But estimating the complexity of a model is harder. We first need to define something called Kolmogorov Complexity (KC). The KC of a data string ddd is the length of the shortest computer program that outputs d. For example, a line of repeated 1s has low KC (it’s easy to describe), while a random sequence of 0s and 1s has high KC (it takes nearly as much space to describe as the data itself). Importantly, KC is not computable in general.

**Enter Rate–Distortion Theory**

Another important concept is the rate–distortion function r, which given some input x and distortion tolerance ε defines the minimum number of bits (or KC) required to describe some output y that is within ε distortion of x. Of course, the notion of “distortion” depends on the chosen distance metric. In the paper’s context x and y are models (represented by their weights) while x is a fully(regularly) trained model M and is: a coarse-grained version of M, denoted by CS.

A coarse-grained model is a simplified version of M, for example, through: Quantization, Pruning or Replacing weight matrices with low-rank approximations. Even regularized models can be seen as coarse-grained relative to an unregularized one. The distance function d(x,y) the authors use to compute r is the difference in loss between the full model and the coarse-grained one.

**Back to Grokking**

The paper’s main claim is that as training progresses, the model becomes increasingly compressible. That is: there exists a coarse-grained model CS that achieves nearly the same performance (within ε) as the original model M. And this happens precisely during the grokking phase. Moreover, at this point, the description length of the data (as compressed through the model) starts declining steadily — meaning the model is now encoding the dataset using a simpler, more compressible structure.

Why is this meaningful? Because the model is achieving low cross-entropy loss through compression. Its rate–distortion value is dropping — it's finding simpler explanations for the same data.

Hope I managed to explain this paper clearly — it’s one of those rare cases where theory, information compression, and deep learning dynamics come together to shed light on something truly counterintuitive.

<https://arxiv.org/abs/2412.09810>

**Mike’s Daily Paper – 02.05.25  
On Speeding Up Language Model Evaluation**

This paper tackles one of the most practical — yet rarely discussed — challenges in working with LLMs: how do you efficiently evaluate the performance of dozens or hundreds of prompts or models over large question sets without burning absurd amounts of compute?

Each evaluation run means invoking a heavy model — often with tens or hundreds of billions of parameters — on every example, for every prompt. When you’re looking at hundreds of prompts and thousands of examples, that’s hundreds of thousands of forward passes. And it’s not even training — it’s just evaluation, which somehow makes the inefficiency feel even more frustrating: we just want to know who's best, without paying the cost of running everything on everything.

The paper introduces two clever, adaptive algorithms that aim to solve exactly this.

The first, **UCB-E**, is based on the well-known **Upper Confidence Bound (UCB)** principle from multi-armed bandits. Instead of naively testing every method on every example, the algorithm builds an estimate of how good each method (say, model + prompt) is based on what’s been tested so far, and adds an “uncertainty bonus” — just like in Monte Carlo Tree Search — to encourage exploring under-tested options. That way, it doesn’t just exploit the top candidate, it also continues probing others that could surprise. Over time, it focuses evaluation budget only on methods worth knowing more about.

But the real innovation comes from the second algorithm: **UCB-E-LRF**.

Here, the authors make a much deeper observation: while the score matrix (methods × examples) might look like a huge, unstructured grid, in practice it has **latent structure**. Some examples are quite similar to others. Some methods behave in highly correlated ways. In other words, the matrix is approximately **low-rank** — it can be well-approximated using only a small subset of its entries.

The algorithm leverages this by starting with a small sample of real scores (say, 5% of the matrix), then training a **low-rank model**: each method and each example gets a vector embedding, and their dot product predicts the expected score. This lets the system infer the *entire rest* of the matrix without explicitly computing it — just like classic recommendation systems that used low-rank matrix factorization. Better yet, it also estimates the uncertainty of each prediction. In each round, it decides where to spend the next evaluation: either where the uncertainty is highest, or where it might discover the best method. The system gradually learns the true structure of the problem, and focuses compute exactly where it could impact the final ranking.

This approach makes smart use of structure in the data, generalizes beyond observed scores, and remains fully **adaptive** — it doesn’t assume upfront which method will win. Most importantly, it can save **85–95%** of the runs you’d need in a naïve setup. In LLM terms, that’s the difference between a system you can run on a local GPU vs. one that costs thousands in cloud compute.

I was impressed by the combination of decision-theoretic tools (like UCB) and modern matrix approximation techniques (like factorization). It’s a great example of how far you can go when you connect ideas across fields.

Highly recommended!  
 <https://arxiv.org/abs/2407.06172>

**Mike’s Daily Paper: 04.05.25  
Do NOT Think That Much for 2+3=? On the Overthinking of o1-Like LLMs**

The paper presents a first-of-its-kind study focusing on a new phenomenon observed in advanced LLMs, termed "o1-like models" (such as OpenAI o1 and similar models). The core novelty of the paper lies in the identification, characterization, and proposal of solutions for the problem of "Overthinking" in these models.

To the best of my recollection, this paper (published at the end of December 2024) is the first to comprehensively define and analyze the "Overthinking" phenomenon in o1-like models. The phenomenon manifests as these models tending to allocate substantial computational resources (sometimes reflected in generating unnecessary tokens) even for very simple problems (like "2+3"). This involves generating long "Chains-of-Thought" (CoT) and numerous alternative solutions, often without improving the accuracy of the final answer.

The research empirically shows that later solutions in the chain-of-thought contribute very little to accuracy improvement (often, the correct answer appears in the first solution) and do not exhibit significant diversity in reasoning approaches (many solutions repeat the same approach). This phenomenon is particularly prominent in easy problems.

The authors define new efficiency metrics: The paper introduces two new efficiency metrics designed to quantify the rational use of computational resources by o1-like models, beyond conventional accuracy metrics:

* Outcome Efficiency: Measures the ratio between the minimum number of tokens required to reach the first correct answer and the total number of tokens generated. A low value indicates overthinking in terms of contribution to accuracy.
* Process Efficiency (ξP​): Measures the ratio between the number of tokens contributing to solution diversity (i.e., tokens belonging to solutions presenting a new approach) and the total number of tokens generated. A low value indicates repetitiveness and lack of diversity in solutions.

The paper explores innovative strategies to reduce overthinking, based on the Self-training paradigm and Preference Optimization techniques, without needing external information. The novelty lies in applying these methods to the specific problem of simplifying responses while preserving inference capabilities. The authors used techniques such as SFT, DPO, RPO, and SimPO to train the model to prefer shorter, more efficient responses (identified as such from multiple samples), using the longest response as a negative example (found to be more effective than the default response).

The authors developed several new methods for creating a more efficient training dataset by deliberately truncating long responses:

* First-Correct Solutions (FCS): Retains only the minimal part of the response up to the appearance of the first correct answer.
* FCS + Reflection (FCS+Reflection): Extends FCS to also include the second solution that reached the correct answer, aiming to preserve "long-thinking" capability efficiently.
* Greedily Diverse Solutions (GDS): A greedy expansion of the response by adding solutions only if they present a new and different perspective from their predecessors.

The proposed approach (combining SimPO with FCS+Reflection) succeeded in significantly reducing the number of generated tokens (e.g., a 48.6% reduction on MATH500) while maintaining and even slightly improving accuracy across various benchmarks with different difficulty levels (GSM8K, MATH500, GPQA, AIME).

Explanation of Concepts:

SimPO (Simple Preference Optimization): This is the training method used for fine-tuning the model. Its goal is to teach the model to prefer certain types of responses (in this case, more efficient ones) over others (less efficient). The paper found SimPO to be the most effective among the tested preference optimization methods.

FCS+Reflection (First-Correct Solutions + Reflection): This is the strategy used to create the training dataset for SimPO. In this method, the original model responses were taken and "simplified" by keeping only the minimal part of the response that led to the first correct answer (FCS), plus the second solution that arrived at the same correct answer (the Reflection part). The goal was to create "good" training examples that are both efficient (not too long) and retain the model's "long-thinking" or reflective capability.

Link to paper:<https://arxiv.org/abs/2412.21187>

**Mike’s Daily Paper: 06.05.25  
 Graph Generative Pre-trained Transformer**

We’re used to seeing language models trained in an unsupervised fashion (typically referred to as pretraining) on text. This paper extends the concept of generative model pretraining to graphs. Essentially, it converts a graph into a kind of text—that is, a one-dimensional sequence of tokens—and trains a transformer on that sequence. However, unlike text, a graph is inherently non-linear, and representing it as a sequence is not entirely trivial.

The approach chosen by the authors seems fairly intuitive: the graph is represented as a sequence of nodes and edges. Each node is represented as a pair consisting of its category (discrete) and its index. Each edge is represented as a triplet that includes the two nodes it connects and the edge type. The order of nodes can be arbitrary (i.e., invariant to permutation), but the node order is selected using a simple algorithm: first, pick the node with the lowest degree, and from its edges, choose the one that leads to the node with the smallest degree among its neighbors. Then remove this edge and repeat the process until all edges have been removed.

Once the graph is written as a sequence of nodes and edges (with a special token separating them), positional encoding (PE) is applied. The paper uses absolute positional encoding, where each node and edge is encoded based on its position in the sequence (the paper doesn't elaborate on the exact form of PE used). Then, training proceeds similarly to a language model—that is, autoregressive prediction: predicting the next token (node or edge) given the past tokens. In short, standard generative model training.

After pretraining, the paper proposes a rejection sampling-based fine-tuning approach. Suppose we want to generate graphs that meet a specific condition, and we had some such graphs during pretraining. We begin generating graphs and collect a dataset of those that satisfy the condition. Once enough are gathered, we fine-tune the model. This process—generation, filtering, and fine-tuning—is repeated.

The authors also propose a method for training with Proximal Policy Optimization (PPO) on graphs for a given reward function. The paper suggests combining the PPO loss, the critic loss (an estimate of the value function), and the original pretraining loss described earlier.

The paper is quite interesting, but one thing that concerns me about this approach is the invariance of this representation to permutations of the nodes. I believe this requires extremely intensive training over a massive number of node permutations, especially for large graphs. Otherwise, the node representations will be sensitive to order and not particularly effective.

<https://arxiv.org/abs/2501.01073>

**Mike’s Daily Paper: 08.05.25  
Memory Layers at Scale**

This paper caught my eye because it uses the word *“memory”* in the context of language models. Even today, when you interact with ChatGPT, Claude, or other models, you're not just speaking to a standalone language model—you’re interacting with a full system that already includes memory layers (often implemented as Retrieval-Augmented Generation or caches). This paper proposes a neural network layer that functions as a memory mechanism—allowing both storage and retrieval based on a query.

This memory layer is conceptually similar to a transformer block, but with a key difference: instead of attending to all vectors in memory, it retrieves only those relevant to a query vector q. In other words, rather than mixing over the entire memory, the model selects the top k vectors most similar to q. This mechanism resembles a Mixture of Experts (MoE), where only a subset of feedforward (FFN) submatrices are activated. The difference is that in MoE, the “experts” are predefined FFN submatrices, while in the proposed method, *any* combination of FFN columns can be selected dynamically.

Given a query vector q, the model selects the top k most similar vectors from memory. These are then combined with a value matrix V (the paper doesn’t detail exactly how—so I suspect it’s a standard dot product). The result is then multiplied by a learned matrix W₁ after applying the SiLU activation (which has become quite popular recently). That output is finally multiplied by another learned matrix W₂.

Because we want to store a large number of vectors in memory, computing all similarities with q can be computationally expensive. As is common nowadays, the authors *shard the memory* across multiple GPUs, compute similarities in parallel, and then merge the top results globally to select the most relevant memory vectors. Naturally, each GPU holds a smaller memory matrix, and the query vector q is also split into sub-vectors across GPUs.

This layer can be combined with transformer blocks in language models, but I see no reason it couldn’t also be integrated with other architectures like Mamba. A light, enjoyable read—and along the way, I discovered a neat trick for efficient retrieval from distributed GPU memory.

<https://arxiv.org/abs/2412.09764>

**Mike’s Daily Paper: 11.05.25** **EfficientQAT: Efficient Quantization-Aware Training for Large Language Models**

Quantization-Aware Training (QAT) is a technique where the model learns during training to cope with the quantization constraints that will be applied at inference time. These constraints typically involve lower-precision computations (e.g., INT8 instead of FP32). With QAT, the model is trained by simulating the quantization process throughout, so that at every training step, computations emulate reduced-precision data processing. While accurate representations are retained for gradient computations, a form of controlled noise is introduced via quantization and dequantization operations to simulate the model's post-quantization behavior. This gradually pushes the weights and activations to become robust to quantization errors.

Unlike post-training quantization (PTQ), which does not adjust the model’s parameters, QAT maintains performance much closer to the original full-precision model, even after converting to a quantized representation. Typically, fake quantization is used to simulate quantized operations within the computation graph, while retaining high-resolution gradients for backpropagation. This approach enables deployment of models on resource-constrained hardware like mobile and edge devices, without compromising prediction quality.

Quantization and dequantization in QAT rely on two key trainable parameters: the zero-point *z* (of the quantized representation) and a scaling factor *s* for a given target bit-width (say, 8-bit). The paper proposes two main innovations. First, training separate *s* and *z* parameters for each Transformer block (alongside its weights). That is, training starts with the first block and its corresponding *s* and *z*, which are then frozen before moving to the next block. Optionally, different *s* and *z* values can be trained for different layers within the block (e.g., attention and FFN).

The second innovation is full-model fine-tuning after the per-block phase. In this stage, *z* is kept fixed, and only the scaling factors s are updated.

That’s it — and yes, the paper reports performance improvements of course…  
<https://arxiv.org/abs/2407.11062>

Certainly — here is a stylistically refined version of your translated article, preserving the original meaning:

**Mike’s Daily Paper – 16.05.25  
 ICLR: In-Context Learning of Representations**

Language models are capable of much more than merely recalling facts or following instructions — they can adapt their internal representations based solely on context, without any change to their weights (in-context learning). The paper we’re looking at today demonstrates that language models can fully reorganize their internal semantic geometry using only a prompt, with weights held constant. And this isn’t some “surface-level” shift in output — it’s a deep restructuring of the model’s internal representational space, driven entirely by the structure of the context.

Pretraining builds stable semantic spaces in language models: synonyms cluster together, countries form geopolitical groupings, and days of the week appear arranged in a circle. But what happens when a prompt disrupts those relationships? Can the model generate entirely new meaning from context alone? That’s the core question explored in this paper. The authors deliberately strip away any pretrained semantic clues and compel the model to infer meaning solely from the structure of token sequences in the prompt — revealing a surprising ability to learn a new representational geometry during inference.

The experimental setup is as follows: they construct a graph where each node is a known token (a word like apple or train). A random walk on this graph produces token sequences that serve as prompts. The model is tasked with predicting the next node (token), even though the words themselves carry no direct semantic hints. For example, orange may be adjacent to train in the graph, yet far away (in terms of minimal path length) from pear.

To succeed in this task, the model must infer the graph structure and reorganize its token representations accordingly. The structure is encoded in the sampled token sequences — not in the individual words. When examining the internal activations across transformer layers, the researchers observe a fascinating dynamic: at first (with short sequences), the token representations still reflect the pretrained meanings. But as context length increases (longer sequences), a sudden transformation occurs: tokens that are nearby in the graph begin to converge in the representational space.

This is not a gradual shift but a sharp transition — a kind of phase change. Below a critical context length (i.e., a certain number of sampled sequences from the word graph), the original meanings dominate. Once that threshold is crossed, the model “commits” to the new structure and remaps its internal world according to the hidden structure in the prompt. This demonstrates that the model is not just memorizing token pairs. It isn’t merely retrieving the next word from memory — it’s constructing a consistent, comprehensive structure (starting from fairly early transformer layers) based on local patterns. One of the key arguments of the paper is that shallow changes relying on memorization alone cannot match the model’s performance or reproduce the emergent geometry.

Let’s unpack that further. Imagine building a graph where nodes represent words, and edge weights are distances between their representations in the model (say, in a specific transformer layer). It turns out this graph is spectrally isomorphic to the graph used to sample words for the prompt. In other words, if we compute the principal component (PC — essentially the dominant eigenvector) of the spectral representations (roughly a weighted adjacency matrix) for both graphs, they produce similar results.

Specifically, if we construct graphs where the distance between any two nodes (words) is defined by the distance between their values along the first PC dimension, the resulting structures are strikingly similar. That is, the adjacency matrices of the two graphs — one representing distances between the model's learned word representations, the other being the original proximity graph from which prompts are sampled — are closely aligned. This is remarkable. It shows that the model’s internal representations are genuinely learning the core structure of the proximity graph embedded in the prompt.

The authors found another intriguing phenomenon: when using words with strong pretrained semantic meaning (like days of the week), the model doesn’t erase that prior knowledge. Instead, it retains the original proximity structure in the leading principal components of the representational space, while embedding the new prompt-induced structure in subsequent (but still meaningful) dimensions. This enables the model to simultaneously hold both the original and the new meanings — by geometrically separating them into different subspaces.

The authors compare this transition to percolation in physics: local connections accumulate until a critical threshold is crossed, at which point a global pattern abruptly emerges. Here, it’s the length of context, not the size of the model, that dictates the emergence of the new structure. As the prompt length increases, the internal structure becomes increasingly predictable — until a sudden jump occurs. This research shifts our understanding of in-context learning. It shows that models don’t just alter their outputs in response to context — they reconstruct their inner world to match the structure implied by it.

<https://arxiv.org/abs/2501.00070>

**Mike’s Daily Paper: 2025-05-17** **ZEROSEARCH: Incentivize the Search Capability of LLMs without Searching**

The ZEROSEARCH paper introduces a new method for training the search capabilities of large language models using reinforcement learning (RL), without relying on actual search engines. Instead of querying Google or any external API, they train a smaller language model to act as a *simulated* search engine, providing either relevant or noisy documents as needed.

The simulated model is fine-tuned(SFT) on query-answer pairs taken from real interactions with a search engine. Documents that led to correct answers are marked as positive, and others as negative (BTW, this is quite original, since such training on positive-negative pairs is usually done using RL rather than supervised fine-tuning). To support this training(SFT), the original question and correct answer are embedded into the prompt, allowing the model to learn deeper semantic connections and better control the quality of the returned results.

During RL training, the main model generates search queries, receives documents from the simulated model, and performs reasoning to produce an answer.

To enhance reasoning skills, they introduce a *curriculum learning* mechanism: the quality of documents gradually decreases over training, forcing the model to handle partial or incorrect information. Training is done using algorithms like PPO and GRPO, which are fairly standard.

The result: a system that matches—or even surpasses—the performance of models that rely on Google, with no API costs and full control over the information quality.

A nice paper on how to search without searching using LLMs.

<https://arxiv.org/abs/2505.04588>

**Mike’s Daily Paper – 24.05.25  
rStar-Math: Small LLMs Can Master Math Reasoning with Self-Evolved Deep Thinking**

It’s been a few days since my last paper review, but I couldn’t skip one on my birthday — even with the insane workload. Today, I’m covering a pretty interesting paper that came out four months ago. It combines fine-tuning a language model for mathematical tasks using **MCTS** which is short for **Monte Carlo Tree Search**. Most of you probably know MCTS from the famous DeepMind projects *AlphaGo* and *AlphaZero*, which trained models to play the game Go. Worth noting: AlphaZero learned to play entirely by playing against itself, without any prior knowledge of Go. The models developed were so powerful that one of them led the world champion in Go to retire (can’t recall which version exactly). The mathematical core behind these models? MCTS.

So, what is MCTS? It’s a search algorithm primarily used in games(before 2024) to make optimal decisions. It builds a decision tree by running numerous random simulations from the current state and evaluates the quality of possible moves. It then picks the move with the best average outcome over those simulations. The algorithm cleverly balances between exploring new moves (which may turn out to be efficient) and exploiting moves already proven effective in past simulations i.e., moves that usually lead to a win.

This process is repeated iteratively: in each iteration, the tree is expanded, and the quality scores of the moves are updated until a final decision is made. The four main steps in each iteration are: **selection** (choosing the next node), **expansion** (growing the tree), **simulation** (playing out the game), and **backpropagation** (updating node values back to the root). MCTS succeeds because it efficiently focuses on the most promising regions of the search tree, even when the search space is massive. In the end, given a game trajectory (a path in the tree), the model selects the node with the highest win probability.

But how does this relate to language models? The answer: **autoregressiveness**. Language models, like Go players, generate token-by-token namely step-by-step. The big idea in applying MCTS to language models is to use tree search to generate **high-quality datasets**. But unlike game trees where nodes are game moves, here each node represents a **step in a reasoning process**. This reasoning trace is then used to fine-tune (SFT) the model. So the question becomes: how do we sample correct and diverse solutions using this approach?

As the paper suggests, we use MCTS to train a model to solve math problems where we have a **clear reward signal** (is the solution correct or not) at the end. The challenge is that the **reward for intermediate steps is not obvious**. (By the way, PPO suffers from a similar issue: we train a reward model, but it only scores entire solutions, so we train a value function to estimate intermediate rewards which is essentially a regression problem.)

In MCTS, it’s critical to construct a function that scores partial solutions (nodes), otherwise, the tree search won’t work well. Every node in the tree is generated by sampling from the language model. At first, a node’s score is based on how frequently it appears in correct solutions: the more often it shows up in reasoning chains that lead to a correct answer, the higher its score. Later (once this scoring function stabilizes), the paper adopts an approach similar to training a reward model in RLHF: at each depth level of the tree, they select the highest- and lowest-scoring nodes and train a node-ranking model using a **Bradley-Terry** method (as is standard in RLHF). This score function is then used in a **UCT**-based selection strategy (Upper Confidence bounds for Trees), which balances exploration and exploitation

.

To boost quality and enforce precision, the model is required to **execute each reasoning step as Python code**, and if the code fails the test, the node is discarded.

The process starts with a small language model, builds a solution tree (with all the steps described), selects the best solutions (highest-scoring ones), runs SFT on the model, and repeats. The end result? A small, lightweight model that can solve fairly complex math problems (at least according to the paper claims).

<https://arxiv.org/abs/2501.04519>

**Mike’s Daily Paper – 26.05.25  
Neuro-Symbolic AI in 2024: A Systematic Review**

This survey paper reviews the rapid evolution of Neuro-Symbolic AI (NSAI) over the last half-decade. Drawing from a methodically filtered corpus of 158 peer-reviewed works, the authors provide a taxonomically grounded, thematically structured map of where the research community has concentrated its efforts—and where it has conspicuously not.

A decisive 63% of the literature reviewed pertains to learning and inference, underscoring the field’s present commitment to blending statistical learning with logic-based constraints. Techniques such as Logical Neural Networks, symbolic priors in few-shot learning, and loss functions infused with semantic penalties exemplify attempts to ground neural learning in symbolic structure. These approaches not only improve sample efficiency and generalization but begin to bridge the conceptual gap between inductive pattern extraction and deductive reasoning.

Knowledge representation emerges as another strong pillar, accounting for 44% of the literature. The best work in this area transcends simple graph embeddings, aiming instead to encode dynamic, structured, and commonsense knowledge into systems that can adapt over time. Systems like NeuroQL point to an interest in building models that are not just knowledgeable, but epistemologically structured—models that can “do more with less” while maintaining semantic alignment.

Closely interlinked is logic and reasoning (35%), where models such as DeepStochLog and Logical Credal Networks attempt to recast logic programming in neural terms. These contributions enable hybrid reasoning over uncertainty, a core capacity if Neuro-Symbolic systems are to function in complex, partially observable environments. The coupling of probabilistic logic with symbolic control architectures is a recurring and fruitful pattern.

Despite growing deployment of AI systems in critical applications, only 28% of the reviewed works tackle explainability and trustworthiness. This imbalance is not merely statistical but structural. Most advances focus on post hoc summarization, semantic-level revision, or improved document-level inference. Notable contributions include Braid, a reasoner that blends probabilistic and symbolic rules to reduce brittleness, and FactPEGASUS, which aligns LLM-generated summaries with factuality through hybrid training paradigms.

However, the broader vision—building systems whose reasoning is not just intelligible after the fact but inherently transparent—remains elusive. There is little systematic exploration of how explainability can be baked into learning objectives, model architecture, or inference procedures. The result is a disconnect: systems grow increasingly powerful, yet their inner workings remain opaque to their creators.

Perhaps the most significant contribution of the paper is its elevation of Meta-Cognition from a footnote in prior taxonomies to a defined and urgent subdomain. Only 5% of the papers reviewed touch this theme, yet the concept of self-monitoring, adaptive control, and introspective reasoning is arguably the missing piece in current Neuro-Symbolic architectures.

The paper adopts a rigorous definition of Meta-Cognition as the capacity to regulate and reflect on internal cognitive processes. In practical terms, this encompasses symbolic controllers layered atop RL agents, integrations of LLMs with cognitive architectures (e.g., ACT-R, Soar), and theoretical frameworks aligned with the Common Model of Cognition. These works, though few, gesture toward a future in which AI systems are not only reactive but strategically self-aware and capable of managing attention, choosing among inference strategies, and self-correcting in unfamiliar contexts.

Importantly, the authors push beyond Kahneman’s dual-system metaphor, noting that human cognition is neither binary nor layered in isolation but a densely interconnected “system of systems.” To build Neuro-Symbolic agents that mirror human adaptability, Meta-Cognition must not be an afterthought—it must be the glue binding perception, reasoning, learning, and communication.

One of the most revealing observations is the rarity of work that integrates all four core domains: learning and inference, logic and reasoning, knowledge representation, and explainability. The only flagship example is AlphaGeometry, a system that synthesizes millions of geometry problems using a neural generator and then guides a symbolic solver using large-scale pretraining. The system represents a blueprint: domain-specific expertise, procedural abstraction, symbolic tractability, and model guidance through learned heuristics. However, it remains an outlier.

The limited overlap between explainability and other domains is especially concerning. Integration remains low, suggesting that while individual capabilities are advancing, their coordination into coherent, trustworthy systems is still in its infancy. If Neuro-Symbolic AI is to realize its promise as a human-aligned intelligence paradigm, this fragmentation must be addressed.

Methodologically, the paper’s filtering approach is a strength in itself. Of 1,428 initial papers, only 158 made the final cut—selected for relevance, peer review status, and the availability of open-source code. This stringent filtering underscores a deep concern with reproducibility and practical utility, ensuring that the findings reflect not just speculative ideas but tested, shareable systems.

By including only papers with publicly available code (with exception for Meta-Cognition due to scarcity), the authors offer a baseline for transparency and reuse. This also implicitly critiques the still-too-common practice of publishing complex Neuro-Symbolic proposals without operational instantiations.

This review represents a major milestone in mapping the Neuro-Symbolic AI landscape. It identifies what is working: structured learning with symbolic priors, logic-based generalization, and hybrid representation frameworks. It also calls out what is missing: native explainability, introspective control, and integrated systems capable of autonomous adaptation.

Above all, it posits Meta-Cognition not as an aspirational ideal but as a foundational requirement. If Neuro-Symbolic AI aims to move beyond brittle heuristics and monolithic networks, it must grapple with the architecture of thought itself—not just its outputs. This is a field on the cusp. The research community has assembled the pieces. The question now is whether it can build the system.

https://arxiv.org/abs/2501.05435

**Mike’s Daily Post: 28.05.25  
Jasper and Stella: Distillation of SOTA Embedding Models**

A pretty interesting paper proposing a relatively simple, but apparently effective, method for distilling knowledge from several large multimodal teacher models into a single small model (student). The rationale, of course, is that the small model will (hopefully) manage to learn the rich representations from two large models on the one hand, while remaining small on the other, which is great, since it makes it easier to use with RAG systems. After all, models with lower-dimensional representations require fewer arithmetic operations to compute similarity between a given data representation and those stored in the RAG.

The distillation process takes place in 3 main stages:

### Stage 1:

The authors attempt to align the representations produced by concatenating (and normalizing) the outputs of

several teacher models (the big and strong ones) with those of a single small model. In this stage, the representation vector dimension produced by the student model is set equal to the sum of the dimensions of the teacher models' representations.

The loss function has three components:

1. Dot Product Alignment: It tries to make the dot product between the concatenated teacher representation and the student representation equal to 1 (i.e., they're aligned).
2. Correlation Alignment: It aligns the correlations between representations of different data samples by minimizing the squared distance between the “uncentered covariance matrices” of the teachers and the student. Here, the uncentered covariance is the product of a matrix containing the batch's data representations and its transpose.
3. Contrastive Loss: This encourages the student model to bring similar samples (as defined by the teacher) closer in embedding space, while pushing apart representations of dissimilar data.

### Stage 2:

They reduce the embedding dimension of the student model (which was initially equal to the sum of the teacher models' embedding dimensions) while preserving its representational quality. How? By adding three new layers to the student model from the previous stage, and training only these new layers using the last two losses from Stage 1.

### Stage 3:

They train the visual encoder (image side) of the multimodal student model, while freezing all other parts. The goal here is to align the representation of an image, produced by the visual encoder, with the representation of the image caption, produced by the teacher models. They reuse the three losses from Stage 1 in this step.

That’s it — a light and easy-to-digest paper...  
<https://arxiv.org/abs/2412.19048>

**Mike’s Daily Paper – 30.05.25  
Learn Beyond the Answer: Training Language Models with Reflection for Mathematical Reasoning**

Exactly one year ago (30.05.24), I started the daily paper review and launched a Telegram channel(Science and AI with Mike) for it. Since then, I’ve written 253 reviews—that’s roughly one every 1.44 days, although I’ve slowed down a bit recently.

So to mark the date, I chose to review a paper that's just under a year old on an important topic…

This paper presents a significant conceptual and methodological innovation (as of 10 months ago) in training models for mathematical reasoning. Unlike most prior work, which focused on enriching datasets through additional questions or alternate answers (i.e., augmentations along the example dimension), the core innovation here is the introduction of an entirely new approach: Reflective Augmentation.

Instead of adding more examples, the authors propose deepening each existing example by appending a reflective section after the standard solution. This reflection includes two main components:

* Alternative Approach: A different solution offering a new perspective on the same problem.
* Follow-up – A generalized or analogous question designed to deepen understanding.

The novelty here is not merely technical but is cognitive. Rather than simulating learning through quantity (more questions), this method mimics qualitative learning, akin to how humans study, namely revisiting and reflecting on a given solution. A major strength of this approach is that it does not alter the inference-time process. That is, there’s no need to generate or read the reflection section at runtime, yet it meaningfully shapes the reasoning learned during training. This marks a profound shift from "learning answers" to "learning principles through reflection."

The paper demonstrates empirically that this method not only improves accuracy on standard math problems but, crucially, yields exceptional gains in reflective scenarios: error correction, follow-up problem solving, and leveraging external feedback. Moreover, the approach is complementary to existing data augmentation techniques (such as Q-aug or A-aug), and combining them with Reflective Augmentation produced the highest results in the experiments.

In summary, the paper’s innovation lies in three dimensions:

* A shift from solution memorization to principle-based reasoning through reflection.
* Emulation of human-like learning in training language models.
* A practical technique that can be applied to existing datasets without changing the inference pipeline.

This innovation has had wide-reaching influence, as seen in dozens of papers published over the past year that built on it but particularly in the domain of LLM-based mathematical problem solving, but also in designing interactive agents requiring flexible, non-linear reasoning.<https://arxiv.org/abs/2406.12050>

**Mike’s Daily Paper: 01.06.25**  
**Common Sense Is (Still) All You Need**

**Disclaimer: This is a review of an opinion paper and does not necessarily represent the reviewer’s position.**

In recent years, AI has made major advances—from conversational agents and image generation to self-driving cars. Yet one basic ability still separates machines from the kind of intuitive, adaptive intelligence shown by even the simplest animals: common sense. In *Common Sense Is All You Need*, Hugo Latapie argues that this missing capability is not just an inconvenience but is the core obstacle keeping AI from achieving real autonomy. He makes the case that if we want AI to safely operate in dynamic, unpredictable environments, then common sense must be designed in from the ground up. Bigger models, more data, and better benchmarks won’t close the gap. Instead, we need a shift in how we build, train, and evaluate AI systems.

The paper’s core argument is that today’s AI efforts are skewed toward performance and scale at the expense of general understanding. Latapie challenges the field to move away from narrowly optimized models and benchmarks, and instead focus on what actually enables humans and animals to learn and act effectively in the real world. This means prioritizing flexible learning, adaptation, and contextual reasoning and not just better language completion or object recognition. It’s a call to reorient the foundations of AI around the very qualities we take for granted in natural intelligence.

**What’s New and Important Here?**

One of the paper’s most original contributions is its expansion of the concept of embodiment in AI. Typically, “embodiment” refers to robots or agents with physical bodies that learn by interacting with the environment: picking up objects, walking, or navigating spaces. Latapie broadens this idea by introducing the notion of *cognitive embodiment*, where AI systems engage not only with physical environments but also with structured, abstract ones. In this view, interacting with a constrained puzzle or logic problem can be as cognitively rich as exploring a room. An AI that genuinely embodies an abstract environment can learn to reason through trial and feedback, rather than just recognize patterns.

A good example of this is the Abstraction and Reasoning Corpus (ARC), a benchmark composed of visual transformation puzzles. Each task presents a small set of input-output grid pairs, and the AI must figure out the rule and apply it to a new grid. While ARC is meant to test reasoning, many AI systems today “solve” it by memorizing patterns from large sets of training examples. Latapie argues that this misses the point: to really test for reasoning, AI should approach these problems with minimal prior knowledge and learn from the structure of the task itself. That’s cognitive embodiment in action and it’s central to his proposal.

Another key idea is the importance of starting from a blank slate or as Latapie calls it, *tabula rasa*. Most modern AI models depend on pretraining with massive datasets, which makes them powerful in familiar situations but poor at generalizing to new ones. In contrast, humans and animals regularly encounter novel environments and must figure things out on the fly. Latapie argues that real autonomy requires this kind of flexible, low-assumption learning. AI systems should begin with very little preloaded information and build up knowledge as they interact with the world or task at hand. This would prevent overfitting to specific training sets and encourage deeper, more transferable reasoning.

Perhaps the most piercing critique in the paper is what Latapie describes as the “magic happens here” problem. In many current AI development workflows, the transition from advanced pattern recognition to general intelligence is assumed to somehow emerge from scale. If we just train bigger models, with more data and compute, autonomy will arrive… eventually. But Latapie calls this wishful thinking. Without common sense reasoning explicitly built into the architecture and training process, we’re merely pushing against the ceiling of diminishing returns. Progress appears smooth at first, but eventually hits a wall. The core issue, which is the absence of real-world understanding, still remains unsolved.

## **Benchmarks and What’s Wrong With Them**

Latapie dedicates a substantial part of the paper to analyzing the limits of popular benchmarks and evaluation methods, using three high-profile examples. First is the ARC challenge, which was designed to test abstraction and reasoning rather than memorization. However, in practice, many AI models tackle ARC by relying on hundreds of training examples, and sometimes even the test problems leak into development workflows. This creates the illusion of general intelligence, when in fact models are just pattern-matching. Latapie proposes redesigning ARC to truly enforce minimal prior knowledge and test the system’s ability to reason in real time from a small set of examples.

Next, he looks at the case of full self-driving (FSD) systems, which are often benchmarked using the SAE autonomy levels, from Level 1 (basic driver assistance) to Level 5 (complete autonomy in all conditions). Today’s systems are largely capped at Levels 2 or 3, and Level 4 vehicles often rely on remote human assistance for unusual situations. According to Latapie, this ceiling is not just a hardware or sensor problem but ’s a reasoning problem. Without the ability to understand context, recognize unusual patterns, and make intuitive decisions, vehicles will always require fallback mechanisms. Common sense and not just better cameras or maps, is what separates current AI from the full autonomy of a human driver.

Finally, Latapie critiques the well-known Turing Test, which evaluates a machine’s ability to engage in a conversation indistinguishable from that of a human. While passing the Turing Test can be impressive, he argues that it doesn’t indicate true understanding. A chatbot might produce fluent answers using statistical associations, without any grasp of the meaning or context behind its words. Such systems may appear smart in controlled conversation but would fail catastrophically in environments that require reasoning, decision-making, or adaptability. In Latapie’s view, these benchmarks risk distracting the field from what really matters: developing grounded, reasoning-based intelligence.

## **Scaling Isn’t the Answer (Alone)**

Latapie acknowledges that scaling has brought genuine breakthroughs, particularly in language and vision. Larger models have unlocked impressive capabilities in text generation, translation, and image analysis. But he also highlights a growing problem: scaling is starting to hit diminishing returns. Several real-world benchmarks have stalled despite increases in compute and dataset size. For instance, in object recognition (COCO), anomaly detection in video (UCF-Crime), and action localization in video (ActivityNet), performance improvements have plateaued even as models grow more complex.

This suggests that we may be nearing the practical limits of what scaling alone can achieve. The implication is that future progress will depend less on size and more on solving deeper architectural challenges, like how to build systems that can learn, adapt, and reason across unfamiliar situations. Scaling gives us sharper tools, but without common sense, those tools remain narrowly useful and brittle when faced with real-world complexity.

## **Theoretical Rigor (Made Simple)**

The paper also tackles several famous theoretical issues in AI, explaining how common sense could help address them. One is the No Free Lunch Theorem, which says that no learning algorithm is best for every possible problem. Latapie’s response is practical: we don’t need to solve *every* problem but just the ones that matter. By focusing on well-structured domains with clear patterns and rules, AI systems can learn efficiently without violating the theorem’s limits.

He also addresses the Frame Problem, which refers to the difficulty of figuring out what matters and what doesn’t in any given situation. Latapie suggests that embodied interaction, whether in the physical world or in structured tasks, helps AI systems learn relevance through experience. Similarly, the Qualification Problem, which points to the challenge of listing all the preconditions for an action, can be managed through adaptive reasoning and learning from trial and error. These responses ground abstract philosophical concerns in concrete design strategies, showing how they can be addressed through better AI architecture rather than brute-force data accumulation.

## **How Should We Build AI Instead?**

To move forward, Latapie proposes a series of practical changes in how we build and evaluate AI. First, benchmarks need to be redesigned to test reasoning, not recognition. That means limiting the prior knowledge an AI system is allowed to use, forcing it to engage with each problem as new. Evaluation should shift away from just scoring correct answers and toward understanding *how* the system reached its conclusion, meaning that process matters more than output.

Architecturally, Latapie advocates for integrating symbolic logic with learning-based approaches. This hybrid strategy would combine the structure and transparency of logic with the flexibility of statistical models. He also emphasizes the need to draw from neuroscience and cognitive science, namely to build architectures that reflect how biological systems acquire and apply common sense. In short, the AI software stack needs to evolve. Adding more layers to today’s models won’t be enough. We need to rethink what the base layers should even be.

## **What Happens If We Don’t Change?**

Latapie warns that continuing along the current path: scaling up models, polishing benchmarks, and assuming that autonomy will emerge, risks slowing progress and damaging trust. AI systems that look good in demos but fail in messy, real-world conditions can lead to disillusionment among users, developers, and investors. Worse, systems without common sense may behave in unpredictable or unsafe ways, especially as they gain more autonomy and the ability to self-modify. If these systems lack grounding in human values or context awareness, they could easily make decisions that appear intelligent but cause real harm.

The paper argues that public fears around AI, especially fears of superintelligent systems behaving recklessly, are really fears of intelligence *without* common sense. And those fears are not unfounded. Building AI that understands its environment, learns responsibly, and reasons about consequences is not just a technical goal but is a safety requirement.

<https://arxiv.org/pdf/2501.06642>

**Yaniv’s and Mike’s Daily Paper: 03.06.2025  
Reinforcement Learning for Reasoning in Small LLMs: What Works and What Doesn’t**

Large language models (LLMs) like OpenAI's GPT-o1 have revolutionized reasoning tasks—from solving complex math problems to writing elegant code—thanks to massive computing resources and vast datasets in Reinforcement Learning training. But can smaller, budget-friendly models achieve similar feats? A recent paper titled ["Reinforcement Learning for Reasoning in Small LLMs: What Works and What Doesn’t"](https://arxiv.org/abs/2503.16219) by Quy-Anh Dang and Chris Ngo explores exactly this question.

### **Why This Matters**

Big models can reason well but demand huge computational resources, making them costly and impractical for widespread use. Smaller models (around 1 to 2 billion parameters) are cheaper and easier to deploy, but currently lag behind in complex reasoning performance. Dang and Ngo’s goal is ambitious yet practical: boost the reasoning performance of small models, with minimal resources and minimal cost.

### **The Approach: Group Relative Policy Optimization (GRPO)**

The researchers chose a 1.5-billion-parameter model, DeepSeek-R1-Distill-Qwen-1.5B, and fine-tuned it using **GRPO**, the current go-to algorithm for reasoning fine-tuning previously proven effective in massive models, to a much smaller scale.

To keep costs low, the training was tightly constrained in terms of resources: it used only 4 NVIDIA A40 GPUs, was limited to a 24-hour time window, and relied on a modest dataset of just 7,000 carefully selected math questions.

### **Surprising Results**

Despite these extreme constraints, the performance improvements were remarkable:  
**AMC23 benchmark** accuracy jumped from **63% to 80%**. **AIME24 benchmark** scores reached **46.7%**, notably beating OpenAI’s powerful **o1-preview** model (44.6%).

Perhaps most impressively, the entire training run cost only about **$42**, several orders of magnitude cheaper than typical state-of-the-art methods. Amazing how far reasoning has come in such a short time.

### **What Exactly Did They Do?**

They conducted three insightful experiments:

* **Experiment 1**: Trained with challenging, high-quality math problems. The model rapidly improved, but then quickly degraded due to unstable optimization and language drift.
* **Experiment 2**: Mixed easier problems with difficult ones, achieving higher initial stability and impressive peak performance, though still eventually spiralling towards instability.
* **Experiment 3**: Used a cosine reward to encourage shorter answer length, achieving improved stability and impressive performance. This corresponds to findings in the “DR GRPO” paper, uploaded to arxiv just a few days earlier, diagnosing a bias for longer answers in GRPO.

### **Limitations and Open Questions**

* **Why Their Model Works So Well:** One of the paper’s most surprising findings is how a small model, trained briefly on limited data, achieves such strong reasoning performance. The authors offer little intuition or analysis to explain why this works so well. This leaves open questions about how robust these gains are particularly on tasks beyond the narrow math benchmarks tested.
* **Language Drift:** The multilingual base model eventually produces non-English outputs, causing training instability for all variants.
* **Domain specificity:** Their evaluation was limited strictly to mathematical reasoning trying to find out whether this approach can be applied to broader reasoning tasks like science or coding?

### **What’s Next?**

This study demonstrates that powerful reasoning doesn't have to be expensive. The surprising success of such a small model suggests future work could explore **The benefit of GRPO variants** like DR GRPO in resource constrained settings, as well as **broader domains:** Evaluating performance across diverse reasoning tasks to see if small models can become universally capable. **Hyperparameters tuning** also seems like a necessary next step, as higher KL divergence loss could improve training stability.

### **Bottom Line**

Dang and Ngo’s paper reveals a promising pathway toward affordable, reasoning-capable language models. While the "why" remains elusive, the practical implications are profound: democratizing powerful AI reasoning to smaller research labs and organizations everywhere.

[*Read the full paper here →*](https://arxiv.org/abs/2503.16219)

Explore [their code](https://github.com/knoveleng/open-rs), it holds significant promise for enabling reasoning within your specific domain with minimal investment.

**Mike’s Daily Paper Review: 05.06.25  
Task Singular Vectors: Reducing Task Interference in Model Merging**

Today’s review is short and light.

The paper addresses the problem of merging multiple models, each fine-tuned from the same base model on different tasks, into a single model that performs well across all tasks. Each fine-tuned model has undergone its own specific weight changes during training (e.g., via LoRA, though not necessarily).

A common baseline approach is to average the weight deltas and add the result to the base model. However, the authors point out that this naive strategy often performs poorly even when the tasks are similar. To address this, they propose an intuitive method designed to reduce **interference** between the delta matrices of different tasks.

**What’s the approach?**First, they observe that the delta matrices are typically low-rank. They apply **Singular Value Decomposition (SVD)** to each delta matrix, yielding orthogonal matrices U\_i​ and V\_i​, and a diagonal matrix D\_i​ of singular values. Then, for each delta matrix, they retain a small number of top singular vectors just as one would in PCA.

In the second step, they aim to **decorrelate** the update directions across tasks. To do this, they concatenate the U\_i’s and V\_i’s from all tasks into large matrices and compute whitening (decorrelation) transformations for each. This involves standard linear algebra techniques, including the Moore-Penrose pseudoinverse.

Finally, rather than summing the deltas directly, they apply the whitening transforms and construct a **weighted** combination of the update matrices. The goal is to reduce interference while preserving task-specific structure.

The method is applied separately to each layer—though it’s unclear whether this per-layer treatment is novel.

<https://arxiv.org/abs/2412.00081>

**Mike’s Daily Paper Review: 07.06.25  
Rate-In: Information-Driven Adaptive Dropout Rates for Improved Inference-Time Uncertainty Estimation**

Today I’m reviewing a special paper on several levels. The first level: one of the co-authors of this paper is none other than Yann LeCun, one of the founding fathers of deep learning. The second level involves the well-known (but not well-known enough) Israeli researcher Ravid Shwartz-Ziv, who is also a professor at New York University. The third level is the paper’s topic: uncertainty estimation for neural network predictions which is a subject that greatly interests me, yet I haven’t reviewed a paper on it in some time.

How can we estimate the uncertainty in a neural network’s predictions?There are several families of methods mentioned in the paper:

* **Bayesian Neural Networks (BNNs):** These define probabilistic distributions over the network weights, enabling uncertainty modeling through the posterior distribution. However, they are computationally heavy and hard to scale.
* **Ensemble Methods:** Multiple models are trained and their predictions are aggregated. These methods can capture both epistemic and aleatoric uncertainty but require considerable computational resources.
* **Test-Time Data Augmentation:** Applies perturbations to the input (e.g., rotation, blurring) during inference to approximate a predictive distribution. This is particularly effective when there's prior knowledge of the data structure.
* **Noise Injection into the Model:** Controlled noise (e.g., Gaussian) is added to weights or activations to test sensitivity beyond simple input perturbations.
* **Monte Carlo (MC) Methods:** These use random sampling to estimate uncertainty. For example, MC Dropout applies dropout during inference as well, to sample the space of network weights. The paper mentions many additional MC-based techniques for uncertainty estimation in networks.

But how can one estimate the certainty itself? One approach is to use information-theoretic techniques to analyze how information flows within the network and how much that flow is “disrupted” by the methods above (e.g., MC Dropout). Broadly speaking: The more information flow is disrupted, the higher the prediction uncertainty.

Information-theoretic tools are quite common in deep learning research. For example:

* **The Information Bottleneck Principle (by Naftali Tishby):** Suggests that the layers in a neural network aim to compress the input while preserving relevant information for the output. It's used to analyze learning dynamics and generalization.
* **Mutual Information Analysis:** Estimating the mutual information between input, hidden layers, and output helps us understand how information flows and transforms in the network. This is the **specific technique used in this paper**.
* **Information-Theoretic Regularization Techniques:** Methods like **information dropout** regulate information flow during training to improve robustness and generalization.

Okay, so what does the paper propose? The paper introduces an MI-based enhancement of MC Dropout. Instead of using a fixed dropout rate across all layers (i.e., the proportion of neurons dropped in a layer), the authors propose to set the dropout rate adaptively, based on how much it disrupts information flow in each layer. The goal is to keep information loss per layer approximately constant. If the mutual information loss in a layer is too high (above some small threshold ϵ), they decrease the dropout rate. If the loss is too low, they increase it to inject more uncertainty.

By the way, this disruption to information flow is computed via the mutual information between the input activations to the layer and its output activations. This turns out to be non-trivial, and the paper discusses at length how to compute this effectively.

<https://arxiv.org/abs/2412.07169>

**Yaniv’s and Mike’s Daily Paper: 09.06.25  
Spurious Rewards: Rethinking Training Signals in RLVR – Fast Overview**

**One-line takeaway**

Even completely noisy or adversarial rewards can unlock big math-reasoning gains but only for models whose pre-training already hides the right skills.

### **Why this matters**

RL with Verifiable Rewards (RLVR) is the state-of-the-art way to teach LLMs step-by-step reasoning. The paper asks a blunt question: **how much of that “reward” signal do we actually need?** Spoiler: sometimes almost none.

### **Experimental recipe**

The authors fine-tuned the Gwen-2.5-Math-7B model on a math dataset (DeepSeek-Math) using GRPO for 150 reinforcement learning steps. They tested five types of reward signals:

* **Ground-truth reward**: A standard signal where the model gets +1 only if the final answer is correct.
* **Majority-vote reward**: The model generates 64 responses, and the most common one is treated as the correct answer for reward purposes.
* **Format reward**: The model is rewarded just for including a boxed math expression (like \boxed{}), regardless of whether the answer is actually right.
* **Random reward**: The reward is assigned randomly with a 50% chance for +1 or 0, completely independent of the answer.
* **Incorrect reward**: The model is rewarded only when it gives an incorrect answer.

Surprisingly, all of these reward types led to major performance gains — even the random and incorrect rewards brought the model close to the performance of ground-truth training.

### **What they found**

1. **Qwen models soar regardless of reward**: every weak/spurious signal above gives 16–26 pp gains, nearly matching gold supervision. Llama 3 and OLMo 2 barely move unless given the real label .
2. **Hidden skill = code reasoning:** Qwen-2.5-Math already solves 65 % of problems by writing inline Python (without execution). RLVR pushes that to ≈ 90 %, and accuracy rises in lock-step.
3. **Lang → Code switch explains the lift.** 58 % of Qwen’s gain comes from questions that flip from pure language to code reasoning during RLVR .
4. **Random rewards work via optimizer bias.** GRPO’s clipping term preferentially up-weights high-probability tokens, amplifying whatever strategy the model already prefers; ablate clipping and the random trick stops working .
5. **No free lunch across models.** Llama and OLMo lack useful code priors, so the same spurious signals either help little or hurt .

### **Take-home message**

RLVR often **surfaces**, rather than teaches, reasoning that pre-training has already seeded.   
This is in line with another recent paper showing RL reasoning results can be achieved with [*a single* training sample](https://arxiv.org/abs/2504.20571). For reward design and future benchmarks, verify results on multiple model families and not just Qwen.

<https://github.com/ruixin31/Rethink_RLVR/blob/main/paper/rethink-rlvr.pdf>

**Mike’s Daily Paper: 2025-06-11  
TRANSFORMER-SQUARED: SELF-ADAPTIVE LLMS**

I’ve been intending to review this paper for a while, but it got lost in my never-ending paper review pipeline (currently standing at 353 papers waiting to be either reviewed or discarded). The paper was written by scientists (hopefully 🙂) from Sakana AI, a company that made headlines for releasing an AI Data Scientist (which, to the best of my recollection, received quite positive reviews). The paper proposes a very simple improvement to the training process of language models in multitasking scenarios.

Here, “multitasking” refers to training several expert models (not to be confused with MoEs – Mixture of Experts), each specializing in a specific task, derived from a strong base model. Each of these models is trained in a way similar to adapters, which are a type of **PEFT**, *Parameter-Efficient Fine Tuning*, meaning that only a small number of weights are updated during fine-tuning.

The paper introduces a PEFT method called **SVF**, which stands for *Singular Value Fine-Tuning*, aimed at adapting the model to a given task. As the name suggests, SVF is based on singular values and in this case, the singular values of the weight matrices in the MLP layers. Incidentally, each MLP in a transformer block contains two weight matrices, and the paper doesn’t explain (or at least I didn’t see it explained) exactly how the weight matrix is constructed in each block (perhaps they apply SVF to each matrix separately).

So what does SVF actually do? It performs an **SVD**, *Singular Value Decomposition*, on the weight matrices in each transformer block. One of these matrices is diagonal, while the other two are orthogonal (on the left and right). The authors insert a **learned diagonal matrix Z** into this product and train it during fine-tuning. There’s an implicit assumption here that the base model has already “learned all possible tasks,” and during fine-tuning, we only need to amplify those relevant to the current task.

Interestingly, the fine-tuning is done using a **reinforcement learning method** called **REINFORCE**, along with standard regularization commonly used in RL training of language models. That’s right – they didn’t use PPO, GRPO, or DPO. In addition, the authors applied this method to tasks with **verifiable rewards** – meaning tasks where you can definitively check if the answer is correct, such as math problems or coding. During such training, only the **Z matrices** are trained across all layers.

During **inference**, the authors propose three methods:

1. **Prompt-based task selection**: Ask an LLM (using a proper prompt) to determine which task a question belongs to. Based on the answer, run the model with the appropriate Z vector for the selected task.
2. **Discriminative classifier**: Train a discriminative model that identifies the task type for a given question.
3. **Linear task combination**: Assume a small dataset per task and train a Z-weight vector for each model (per task). Instead of assigning a question to a single task, represent it as a **linear combination of all tasks**. In the end, the task gets its own representation (via its own Z vectors).

<https://arxiv.org/abs/2501.06252>

**Mike’s Daily Article: 13.06.25  
Inference-Time Scaling for Diffusion Models beyond Scaling Denoising Steps**

The authors of this paper are doing something quite unconventional in the image domain. They ask a seemingly simple question: Suppose we’ve already trained an excellent diffusion model. Can we get more out of it at inference time? Is it possible to improve the quality of the generated image *without* just adding more and more denoising steps? Surprisingly, their answer is yes. But the way they get there is through a completely original idea: searching for *better noise*.

Anyone who has worked with diffusion models knows that the entire process unfolds from an initial noise vector. This vector is usually chosen randomly, and all it needs to be is “white noise.” But what if *not all noise is created equal*? What if we could choose *smarter* noise, noise that leads the model to generate higher-quality images, *without* changing the architecture, the number of steps, or the model’s weights?

This paper proposes exactly that: Instead of extending the diffusion trajectory (i.e., increasing the number of steps), we can invest the same computational budget into a selective search for initial noise that yields a better result. This represents a significant conceptual shift: we stop thinking of denoising as the only axis for quality improvement and begin to treat the stochasticity itself, i.e., the noise, as something not just to be sampled but to be *optimized*.

To make this work, two things are needed: First, a way to measure the quality of the final output. In this paper, that’s called a **verifier**, which can be a function like CLIPScore, an aesthetic predictor, FID, or any other quality metric aligned with the sampling objective. Second, a **search algorithm, namely** a method to generate or select new noise vectors, compare them based on the outputs they produce, and find one that gives a better result.

This structure, a verifier alongside a search method, is the core innovation here. It’s generic enough to be architecture-agnostic and doesn’t require fine-tuning. All you need is a scoring function and the ability to run a few samples. From there, you just start searching.

The search could be as simple as generating 64 noise vectors and picking the best one. Or it could be more sophisticated, like applying variations to a given noise vector in random directions (a method known as Zero-Order Optimization), or even modifying the diffusion path by adding noise at only certain stages and restarting from there, a technique they call Search-Over-Paths. In other words, this is not just about improving quality. It’s a new approach to understanding the *paths* diffusion models take, and how noise influences them.

But perhaps the most profound element of this paper is what it *doesn’t* try to do. It doesn’t suggest changing the model. It doesn’t claim the network needs to be better trained or re-architected. The entire innovation lies in recognizing that the choice of *which noise to start with* is an active, optimizable parameter at inference time. And that matters because until now, the inference stage of diffusion models has been treated as mostly static: efforts focused on shortening it, or improving the denoising trajectory, but never on modifying the initial noise. This paper dismantles that assumption.

In a sense, what we’re seeing here is the injection of algorithmic thinking into what was assumed to be a passive stage, meaning the point at which the model is already trained and we’re “just running it.” But once we accept that we can optimize inference-time parameters like the noise itself, we open the door not only to better outputs but also to a deeper understanding of diffusion’s internal mechanics.

That’s why I believe the main contribution of this paper isn’t just another FID graph. It’s in the *shift in mindset* it represents: from stochastic models treated as black boxes, to systems where the randomness itself becomes controllable, optimizable, and reconfigurable in real time. Will this become a common practice? Maybe only in high-end generative tasks where every small improvement counts. But as a concept, it’s another step in transforming inference from a static process into an intelligent one and that’s a fascinating move in its own right.

<https://arxiv.org/abs/2501.09732>

**Mike’s Daily Paper Review: 14.06.25  
Is Stochastic Gradient Descent Effective? A PDE Perspective on Machine Learning Processes**

This paper is quite heavy, but I tried to make the review accessible (I didn’t dive *too* deep myself because the paper is genuinely complex).

There’s something deceptively simple about Stochastic Gradient Descent, or SGD. For years, it's been the backbone of machine learning (ML), especially deep learning, yet the question of *why* it works has largely remained in the realm of vague intuition. Most explanations seem to circle back to fuzzy claims like “it finds flat minima” or “noise helps escape local minima.” The paper I’m reviewing today tries to bring order to this, and unlike most work in the field, it offers a completely new angle: it describes SGD as a diffusion process evolving over time — seen through the lens of partial differential equations (PDEs).

The authors aim to shift our understanding of learning dynamics. No longer is it about tracking a single point in weight space rolling down a loss landscape. Instead, they propose describing the entire probability distribution of possible configurations namely the density over network weights space, as it evolves with time. If you come from mathematical physics, this will immediately remind you of the Fokker–Planck equation, which describes how particles diffuse in a system. The analogy here is powerful: the weights are like particles moving along the gradient of the loss function, with added noise from the stochastic nature of SGD (i.e., mini-batch selection).

What’s striking is that this physical model doesn’t just mimic what SGD does but it explains its success. For example, when analyzing the kinetic energy of the system, the stochastic “noise” from mini-batch selection turns out to be far more than a nuisance but plays a critical role in stability. It balances progress so that the system neither races too quickly nor gets stuck in unstable regions. The authors show that there are energy constraints dictating the pace of learning and that noise magnitude is directly tied to how deeply the system can descend the loss.

The paper also makes a sharp conceptual distinction between two views of learning:

* The local view that looks at parameter updates step by step, and
* The global view that describes the entire evolving distribution as a continuous probability flow in weight space.

Just like in physics, shifting from a pointwise to a distributed description uncovers insights that were previously hidden. Suddenly, we can ask not just *where* the weights are going, but *where* they're concentrating, *how* they spread, and *how* the structure of the loss function shapes that behavior.

One of the most impressive parts of the paper is the analysis of temporal recursion. The authors don’t stop at showing that SGD converges but they investigate how its recursive structure, based on repeatedly following gradients, aligns with the continuous dynamics of the physical PDEs. This comparison between discrete-time recursion and continuous diffusion lets them articulate, for the first time, general principles about when SGD succeeds, when it might fail, and how we can control that behavior.

But what struck me the most is that this whole framing opens the door to future development. If we accept the paradigm that SGD is not merely a greedy downhill process, but a physical system governed by differential laws, then maybe we shouldn’t focus on improving SGD per se. Instead, we could shift to PDE-guided training, where we directly model the desired evolution of the distribution and solve backwards to find the matching dynamics.

In that sense, this paper doesn’t just explain SGD’s past but offers a bold future for deep learning. A future where we’re not blindly groping through high-dimensional surfaces, but designing dynamic systems with explicit physical structure. It’s nothing short of a paradigm shift the one that may change how we approach optimization entirely.

<https://arxiv.org/abs/2501.08425>

**Mike’s Daily Article: 15.06.25  
Random Teachers are Good Teachers**

An old but very interesting paper at least in my opinion…

This paper presents an interesting and deeply counter-intuitive finding that challenges foundational assumptions in the fields of knowledge distillation and self-supervised learning (SSL). The authors demonstrate that a "student" model can learn high-quality representations by distilling knowledge from a "teacher" network whose weights are completely random and untrained. The work dismantles the standard "teacher-student relationship" to isolate and study the dynamics of learning with knowledge distillation, revealing a process similar to implicit regularization that is not dependent on the teacher possessing any actual "knowledge."

As mentioned, the main goal of the paper is to investigate the dynamics of knowledge distillation. The paper broadly examines two knowledge distillation regimes: with labeled data and without labeled data (label-free).

The core of the paper's contribution lies in its elegantly simple experimental setup. The authors create a scenario designed to remove various confounding factors that are typically credited with the success of distillation and SSL methods.

* **No "Dark Knowledge":** The teacher network is initialized randomly and is then "frozen." It is never exposed to the training data or labels, meaning it contains no learned information about the task or the data distribution. The student's goal is simply to minimize the KL-divergence between its output distribution and the teacher's static, random output (though sometimes the student's loss on the data is also added).
* **No Data Augmentation:** Unlike mainstream SSL methods, this work intentionally removes all data augmentations. This ensures that the learned invariances do not stem from the explicit inductive biases introduced by techniques like cropping, flipping, or color jittering.
* **No Labels:** The entire distillation process is fully unsupervised and label-free. The true class labels are only used at the very end to evaluate the quality of the learned representations via linear probing that is, training a linear classifier on top of the frozen representations from the student's encoder.

This minimalist framework ensures that any observed learning effect is attributable solely to the interaction between the model's architecture, the natural data distribution, and the gradient-based optimization dynamics of the teacher-student setup.

The results of the experiment are very surprising. The student network consistently and significantly outperforms its random teacher in terms of linear probing accuracy across many datasets (such as CIFAR-100, STL10, TinyImageNet) and various architectures (such as ResNet, VGG). In other words, the data is more important than the teacher.

Another finding in the paper is the "locality phenomenon": the initial proximity of the student's weights to the teacher's is critical for successful learning. The authors investigate this by initializing the student's weights as a convex combination of the teacher's weights and a set of random weights, controlled by a locality parameter α. When α is close to zero (meaning the student starts almost identically to the teacher), learning is fastest and the final performance is highest (here the student has the same architecture as the teacher - this is not a practical scenario but is interesting for investigation).

This finding suggests an interesting geometry of the loss surface. The teacher's parameterization, θ\_T, constitutes a trivial local minimum where the distillation loss is zero. However, the optimization process does not remain there. Instead, it finds a nearby, non-trivial local minimum, θ\_S, which corresponds to a region with much higher accuracy (for the training dataset, meaning better representations). Visualizations of the landscape reveal that the teacher often sits within a sharp, "asymmetric valley." The student model appears to escape the trivial solution by moving towards the "flatter" side of this valley, a region whose geometry is known to correlate with better generalization.

Perhaps the most profound finding is that a student checkpoint, developed entirely without labels (only knowledge distillation), exhibits structural representations that were previously thought to appear only in the early stages of supervised training. That is, the student network approaches the teacher (even a random one) when it has "a winning ticket inside it" namely a small subnetwork that knows how to do the same thing.

* **Emergence of the Lottery Ticket Hypothesis:** The authors found that even at the first checkpoint, the student contains a "winning lottery ticket", a sparse subnetwork that can be retrained from its initial weights to achieve high accuracy on a supervised task. A randomly initialized network does not have this property; it appears in supervised networks only after several training epochs. This implies that distillation from a random teacher guides the network to a parameter configuration that is already structured for efficient learning.
* **Linear Mode Connectivity:** Typically, when an early student checkpoint is used as an initialization for several supervised training runs (each with different mini-batches), the resulting solutions are usually "linearly connected." This means one can linearly interpolate in the weight space between any two of these solutions without encountering a high loss barrier along the way. This stability indicates that the student has already converged to a "wide, flat basin" in the supervised loss landscape, effectively bypassing the chaotic initial phase of supervised optimization.

**Conclusion**

The paper presents a compelling case that the success of teacher-student frameworks is not solely attributable to the transfer of "dark knowledge" from a trained expert. Instead, the paper reveals that the implicit regularization created by the learning dynamics is a powerful engine for learning strong representations in its own right. By demonstrating that a network can develop sophisticated structural representations (like "winning lottery tickets") from a completely random signal, the authors force a re-evaluation of the fundamental mechanisms behind self-distillation and SSL. The work provides a testbed for future work aimed at demystifying the "early phase" of neural network training and the intricate geometry of their loss landscapes.

<https://arxiv.org/abs/2302.12091>

**Mike’s Daily Article: 16.06.25  
Evolutionary Computation in the Era of Large Language Model: Survey and Roadmap**

In the rapidly evolving landscape of artificial intelligence, two paradigms – Large Language Models (LLMs) and Evolutionary Algorithms (EAs) – have often operated in parallel, each demonstrating formidable capabilities in their respective domains. LLMs have dazzled us with their generative prowess and understanding of natural language, while EAs have consistently proven their mettle in complex optimization and search problems, mimicking nature's ingenuity. But what happens when these two powerful forces begin to collaborate?

A recent paper, "Evolutionary Computation in the Era of Large Language Model: Survey and Roadmap" (arXiv:2401.10034), plunges into this fascinating intersection, offering a comprehensive survey and a forward-looking roadmap for their synergistic integration. Far from being just another academic review, this work lays out a compelling vision for how LLMs and EAs can mutually enhance each other, unlocking new frontiers in AI development.

The central thesis of the paper is elegantly simple yet profoundly impactful: the relationship between LLMs and EAs is one of "reciprocal inspiration." This isn't just about throwing an LLM at an optimization problem or using an EA to tweak an LLM; it's about a deeper, more integrated synergy where each paradigm addresses the other's inherent limitations and amplifies its strengths.

The authors meticulously categorize this relationship into two primary directions:

1. **LLM-enhanced EA:** Here, Large Language Models are leveraged to improve various aspects of Evolutionary Algorithms. Imagine an LLM dynamically generating more diverse and relevant initial populations for an EA, or crafting sophisticated, context-aware fitness functions that are hard to hand-design. An LLM could act as a "problem understanding agent," interpreting complex problem descriptions to guide the EA's search, or even as a "repair mechanism," correcting invalid solutions generated by the EA. The potential is vast:
   * **Intelligent Initialization:** LLMs can generate diverse and promising starting points, guiding the EA away from purely random exploration.
   * **Adaptive Operators:** Designing crossover or mutation operators often requires domain expertise. LLMs could potentially generate or refine these operators on the fly based on the problem context.
   * **Fitness Function Engineering:** Crafting effective fitness functions is notoriously difficult. An LLM could assist by translating high-level objectives into quantifiable metrics or even generating code for evaluation.
   * **Explanation and Interpretability:** After an EA finds a solution, an LLM could generate human-readable explanations of *why* that solution is good or how it was derived.
2. **EA-enhanced LLM:** Conversely, Evolutionary Algorithms can bring their robust optimization capabilities to bear on Large Language Models. Training LLMs is computationally intensive and relies heavily on gradient descent, which can get stuck in local optima. EAs, known for their global search capabilities and ability to navigate non-differentiable spaces, offer an intriguing alternative or complement:
   * **Prompt Optimization:** EAs could evolve more effective prompts for LLMs, discovering nuanced phrasing that elicits superior responses for specific tasks. This goes beyond simple prompt engineering, enabling automated discovery of optimal prompts.
   * **Hyperparameter Tuning:** The myriad hyperparameters of LLMs (learning rates, batch sizes, architecture choices) could be optimized using EAs, potentially leading to more robust and efficient models.
   * **Neural Architecture Search (NAS):** EAs have a strong history in NAS. Applied to LLMs, they could discover novel, more efficient, or specialized architectures, particularly for smaller, more constrained models.
   * **Data Augmentation & Curation:** EAs could evolve strategies for selecting or generating training data that maximally benefits LLM performance, addressing data scarcity or quality issues.
   * **Robustness and Adversarial Attack Defenses:** EAs could be used to generate adversarial examples to test and improve LLM robustness, or to evolve defensive mechanisms.

The paper doesn't just theorize; it highlights "integrated synergy methods" across diverse scenarios, showcasing the practical implications of this collaboration. They touch upon:

* **Code Generation & Software Engineering:** Imagine an LLM generating initial code snippets, and an EA then optimizing that code for performance, efficiency, or even bug reduction. Conversely, an EA could suggest improvements to code structure, and an LLM could refactor the code based on those suggestions.
* **Neural Architecture Search (NAS):** This is a natural fit, as EAs have long been used to discover neural network architectures. Combining this with LLMs could mean an LLM proposes initial architectural motifs, which an EA then evolves and refines.
* **Various Generation Tasks:** Beyond code, think about creative writing, design, or even drug discovery. An LLM could generate initial ideas or structures, and an EA could then optimize these for specific criteria (e.g., novelty, coherence, effectiveness), leading to truly novel outputs.

This paper is incredibly timely and relevant. As LLMs become ubiquitous, understanding how to make them more robust, efficient, and intelligent, and how to harness them for complex problems, is paramount. The survey provides a crucial foundational step, systematically breaking down a complex emerging field. Its categorization of "reciprocal inspiration" offers a clear framework for future research and development. The authors' foresight in identifying challenges and proposing a roadmap is particularly valuable, guiding researchers toward the most promising avenues.

However, like any roadmap, its true value will lie in its execution. The challenges hinted at are significant:

* **Computational Cost:** Running EAs, especially for complex LLM tasks, can be prohibitively expensive. How do we make this integration efficient?
* **Representation Mismatch:** Bridging the gap between the discrete, symbolic nature of language (as handled by LLMs) and the continuous, numerical spaces often explored by EAs is non-trivial.
* **Interpretability of Synergy:** When an LLM and an EA collaborate, understanding *why* a particular solution was reached becomes even more opaque.
* **Defining "Optimal":** For many creative or complex problems, defining a precise fitness function for an EA, even with LLM assistance, remains a challenge.

What this paper truly highlights is the move beyond treating LLMs as isolated magic boxes. It pushes for a holistic view of AI, where different paradigm, each with its unique strengths, can be combined to overcome individual weaknesses. Evolutionary Computation offers LLMs a path to escape local optima, explore non-differentiable spaces, and achieve more generalized intelligence. LLMs, in turn, can imbue EAs with higher-level reasoning, domain knowledge, and the ability to operate on abstract, semantic representations.

This isn't just an academic exercise; it's a strategic move towards building more adaptive, robust, and truly intelligent AI systems. For anyone interested in the bleeding edge of AI, this paper is not just a survey but a clarion call to action, outlining a fertile ground for innovation. The future of AI might not be about one dominant paradigm, but about the intelligent orchestration of many. And this paper offers a compelling glimpse into that orchestrated future.

<https://arxiv.org/abs/2401.10034>

**Aviv’s and Mike’s Daily Paper: 18.06.25**  
**Harnessing the Universal Geometry of Embeddings**

About a month ago, this paper was published and immediately made waves. It builds on another paper, *The Platonic Representation Hypothesis*, which also stirred significant interest when it came out, and claims to reinforce it substantially, surprisingly so. Along the way, it also demonstrates how to leverage this intriguing theoretical achievement into a significant breakthrough in information extraction. The magnitude of the buzz was the result of all of these elements, combined with writing that encourages an *overly* bombastic reading of what the paper actually shows. Let’s clarify things a bit.

Data, whether textual, visual, or other ultimately comes from that process we call reality. As large models are trained on more data, more varied, across many diverse tasks and their representations increasingly tend to converge toward the shared reality underlying it all, the "true" latent space that enables optimal inference. That was the claim advanced by the original paper and it attempted to demonstrate this via various metrics and comparisons. So far, so good.

The new paper sets out to make a seemingly stronger and more “constructive” claim:  
It argues that this universal latent space for text representations can *actually be learned*, and that it can be used to "translate" from one representation space to another **without** any aligned data (i.e., without having access to both encodings of the same input), and in fact **without** access to one of the models at all, just to some of its embedding samples.  
Then, given the ability to translate from the space of an unknown model to one we control, it becomes possible to *reveal* properties about the information encoded in the unknown model and even to reconstruct it using known "embedding inversion" techniques.

So how does it all work?  
First, let’s sharpen two points where the paper is guilty of "over-promising" (which will hopefully soften when it hits the wall of peer review):

* The original paper spoke of a *single*, shared space that unifies all models namely the reality behind the manifold of reflections. This was the theoretical heart of the matter, justifying a philosophical reference that goes back 2400 years. The current paper, however, does **not** achieve such a unified representation. Its learned representation bridges only between a **specific pair of models** at a time. This is definitely a step in the right direction but it’s not quite there yet.
* The original paper dealt with alignment between different **modalities** (and more), such as matching object names (in text models) to their images (in vision models) - see image. That’s a far deeper and more significant challenge than aligning just between two text models which is what the new paper focuses on. (It does touch on CLIP, but that’s essentially a text model whose construction already aligns it with image data; there’s not much to learn from that in our context.)

Now that we’ve toned down the hype a bit, let’s dive into the actual content because it's still quite interesting. As we said, the paper builds mappings from embedding space X to embedding space Y. It does this using five trained mappings, implemented as neural networks:

* Mappings A1 and A2 map from X and Y to a shared embedding space Z, respectively.
* Mapping T aligns the embeddings after A1 and A2 into a shared latent space Z.
* Mappings B1 and B2 map the embeddings from Z​ back to X and Y, respectively.

On top of these, the following can be defined:

* "Translation" mappings:  
   F1=B2∘T∘A1, F2=B1∘T∘A2, These map from one original embedding space (X to Y, and Y to X).
* "Self-mappings":  
   R1=B1∘T∘A1, R2=B2∘T∘A2. These map X (or Y) to itself via the shared embedding space using T.

Now that we’ve defined this long chain of mappings, let’s explain the structure of the full loss function. It’s composed of several parts:

1. The **first loss** enforces that the distribution of the mappings from X, after being passed through F1 to Y, should resemble the native distribution of Y. This is done using GANs (Generative Adversarial Networks), which previously dominated image generation before diffusion models. GANs train two models with opposing losses: the generator model (F1) is trained to make the mapped Xs look like Ys, while the discriminator model (D1) is trained to distinguish between real Ys and F1 outputs. If training converges, you get a strong generator (F1) that "fools" a strong discriminator (D1). The same setup is used for F2 and D2. The paper uses the classic GAN formulation from Goodfellow's 2014 paper.
2. Additionally, two more GANs are trained for the latent representations coming from both X and Y i.e., the generative model here is T∘A1T \circ A1T∘A1, trained as above. Another GAN is trained for T∘A2T \circ A2T∘A2. These four losses make up the **first** part of the total loss.
3. The **second** part of the loss is a **reconstruction loss**, ensuring that any embedding passed from X (or Y) to the shared space can be accurately mapped back to itself via B1 (or B2).
4. The **third** part is a **cycle-consistency loss**, ensuring that a representation passed from X to Y (via F1), and then back to X (via F2), ends up close to the original input and likewise in the other direction.
5. The **final** part of the loss ensures that pairwise distances between different embeddings from X (or Y) are preserved during translation to Y (or X).

In the end, the total loss includes all these components. This is how the shared representation is learned *without any aligned data at all*! Impressively, the learned mapping even generalizes to very different text distributions, making this bridging technique quite general. But for those details as well as for the intriguing application of this technique to *information extraction*, you’ll have to turn to the paper itself :)

📄<https://arxiv.org/abs/2505.12540>

**Mike’s Daily Paper: 2025-06-20** **Evolving Deeper LLM Thinking**

This paper presents a method for improving language model performance at inference time, referred to as test-time compute. The method transforms the search problem over the space of textual solutions into an evolutionary process guided by critique. This process is entirely built around the generative and reflective capabilities of the LLM itself. There is no fine-tuning or weight adjustment involved; all improvements happen during inference only.

The core assumption is that many real-world tasks, such as planning a travel route or scheduling meetings, cannot be fully formalized. However, it is often possible to evaluate the quality of a solution using an external evaluation function. This creates a scenario where standard optimization techniques are not applicable, but evaluation-guided search becomes feasible. The paper implements this through a genetic algorithm that operates entirely within natural language.

**Algorithm Component 1: Textual Population**Each solution is represented as a text namely a verbal description of an action plan. The search space is not vectorial and has no clear topological structure. There is no defined distance between solutions and no obvious direction for improvement. Progress is achieved through linguistic recombination, meaning rewriting a piece of text based on previous texts.

**Algorithm Component 2: Evolutionary Structure with Islands** Instead of a single population, the algorithm divides the solution space into multiple separate populations, which the paper refers to as islands. Each island evolves independently, but every few iterations, successful solutions migrate between islands. This maintains a balance between local search (exploitation) and global search (exploration).

**Algorithm Component 3: Selection with Soft Pressure** The choice of which solutions become parents for the next generation is not deterministic. The algorithm selects solutions probabilistically based on their quality, while preserving a non-negligible chance of selecting mediocre ones in order to prevent premature convergence. This creates a form of soft selection that enables the population to maintain structural and conceptual diversity. This is somewhat analogous to Monte Carlo Tree Search, but without trees.

**Algorithm Component 4: Recombination through Critical Dialogue** Rather than performing recombination through synthetic techniques like sentence splicing or line swapping, the algorithm generates an internal dialogue between two conceptual agents, a critic and an composer, who learn from the feedback provided by the evaluator. The result is a new piece of text that is not necessarily a hybrid of previous solutions, but rather a reinterpretation of them. This process is repeated several times within each generation.

The entire process relies on an external evaluation function, which may be implemented via code, software, or another model. This evaluator provides both a quality score and explicit textual feedback. It is important to note that the feedback is not necessarily numeric; it may include detailed explanations of errors or violations of constraints, which allows the model to use it as raw material for reflection.

**Structural Advantages**

* **Scalability to ill-defined problems**: Since the algorithm operates over texts rather than formal structures, it can be applied even in domains where the problem is not formally defined.
* **Separation of generation and evaluation**: Unlike approaches such as Chain-of-Thought or Reflexion that rely on linear reasoning, this method introduces a clear division of roles: the model generates candidates, the evaluator critiques them, and a reconfiguration of the solution follows.
* **Avoidance of premature convergence**: Thanks to the island structure, soft selection mechanisms, and periodic resets, the method avoids early collapse into local optima.

This algorithm allows LLMs to engage in deeper thinking not through semantic or logical parsing of language, but through a dynamic process of competition, critique, reflection, and transformation. It is a computational framework that treats language itself as a substrate for structured idea evolution, enabling significant improvements in the model's planning capabilities, even in cases where the criteria for a "good" solution cannot be formally specified in advance.

Viewed as a conceptual infrastructure, the paper proposes a general framework for meta-reasoning in LLMs namely a system that organizes the model’s thought process not only through prompting, but through an ecology of competing ideas that evolve under guided critique. This is a non-linear view of inference, one that assumes good thinking does not emerge fully formed, but rather through exploration, mistakes, and iterative refinement.

https://arxiv.org/abs/2501.09891

**Mike’s Daily Paper: 21.06.25  
Janus: Decoupling Visual Encoding for Unified Multimodal Understanding and Generation**

This paper isn’t new, but I randomly stumbled upon it while digging through an old Google Docs folder and turns out I had already started reviewing it. While browsing my Telegram channel, I realized that back in late January I ran a poll and over 85% of the subscribers wanted me to cover it. So here I am, five months late, but keeping the promise.

The paper presents a multimodal model trained for both language and images. Unlike most work in this space, it proposes a separation between **understanding** of text and visual input and **generation** of text and images. That is, the authors train three (interconnected but distinct) models:

1. For understanding and generating text
2. For understanding and generating multimodal inputs
3. For generating images

“Understanding” here refers to encoding input into its own vector representation space, followed by an **adaptor** that maps it into the latent space of the language model backbone (denoted L), which serves as the core of Janus. There are also two smaller models (heads) that map the output of the language model before it’s turned into tokens, both for language and for images.

Janus is trained on a range of tasks: image understanding and object recognition, vision-grounded dialogue, image generation from textual or multimodal prompts (e.g., text-guided image editing), and more. Notably, after the encoders and adaptors, their representations are fed into a large language model (which is also trained during the second training phase of Janus).

Training happens in **three main stages**:

* **Stage I** focuses on building a conceptual bridge between visual and textual components within the embedding space, so that the language model can grasp visual entities and develop basic image generation ability. During this phase, the image encoders and the LLM are kept frozen, and only the adaptors (for text and vision) and the generation head are trained.
* **Stage II** is unified pretraining on a multimodal corpus, enabling Janus to learn both understanding and generation across modalities. Practically, all Janus components are trained except the two encoders (textual and visual).  
  **Stage III** is supervised fine-tuning with instruction-based datasets, aimed at improving Janus’s ability to follow instructions and hold coherent multimodal conversations. Importantly, no separate models are trained for each task. Instead, the authors use a mix of datasets: pure text dialogue, multimodal understanding, and text-to-image generation, to ensure generalization across scenarios.

<https://arxiv.org/abs/2410.13848>

**Mike’s Daily Paper: 25.06.25**  
**Can an LLM Replace a Human Annotator? A Deep Dive into the Alternative Annotator Test**

In the evolving world of AI evaluation, a critical shift is underway. We're no longer just asking how well a model performs on a benchmark, but something more consequential: **can a language model reliably take over the role of a human annotator?**

This isn’t a question traditional evaluation metrics like accuracy, F1 score, or inter-annotator agreement are well-equipped to answer. Instead, *The Alternative Annotator Test for LLM-as-a-Judge* introduces a statistically principled and decision-theoretic framework that redefines how we assess this possibility. At its core, the paper argues for a move away from surface-level agreement metrics and toward **hypothesis-driven justification**, incorporating statistical inference and cost-benefit analysis.

### **Rethinking Evaluation: The Alternative Annotator Test**

The paper’s primary contribution is a new method called the **Alternative Annotator Test**, or alt-test for short. This test doesn’t ask whether the LLM agrees with a majority vote or hits a specific accuracy threshold. Instead, it asks a deeper question: **Is the LLM more consistent with the collective behavior of human annotators than any single human annotator is?**

Here’s how it works. For each human annotator, the others are used as a reference group. One by one, each annotator is excluded, and the LLM’s responses are compared against the rest of the humans just like the held-out human is. If the LLM aligns better with the group than the excluded human does, it’s considered to have an advantage in that comparison. This process is repeated for every annotator.

What makes this approach novel is that it requires no gold-standard labels. It also works with small datasets—just a few annotators and a few dozen examples. And most importantly, it produces a **binary decision**: is the LLM statistically justified in replacing a human annotator? Not just “how close is it” or “how well did it perform,” but a grounded, actionable answer.

### **Turning Statistical Comparisons into Operational Policy**

To aggregate the results of all these one-by-one comparisons, the authors introduce a metric called the **winning rate**, denoted as ω. This is the proportion of annotators for whom the LLM outperforms the held-out human in the alt-test comparisons.

If the LLM performs better than half of the annotators, it passes the test. In other words, if the LLM is more aligned with the group than a randomly chosen annotator is, then it can reasonably serve as a substitute. This simple threshold, more than 50%, translates a collection of statistical tests into a clear, real-world decision: **you can now use the LLM instead of additional human annotators**.

This method also acknowledges and incorporates the variability among annotators, rather than flattening it into a synthetic consensus. It offers a transparent and statistically defensible way to make deployment decisions, grounded in real empirical structure rather than intuition or convenience.

### **Comparing Judges: The Average Advantage Probability**

Beyond replacement, there’s a second question: **which LLM should you use as a judge?** For that, the paper introduces a new metric called the **average advantage probability**, denoted ρ. Here’s the idea: for each human annotator, you estimate the probability that the LLM aligns with the rest of the annotators better than that human does. Then you average these probabilities across all annotators. The result, ρ, is the **expected probability that the LLM is at least as good as a randomly selected human annotator**.

What’s powerful about this metric is that it’s dense and continuous, unlike the coarser winning rate. It doesn’t depend on any thresholds or assumptions about what counts as “good enough.” It’s also general: it works across all task types, whether you’re classifying, scoring on a scale, or generating free-form text.Most importantly, it captures something most traditional metrics overlook: the structure of human disagreement. Rather than collapsing that variation into a majority label or average score, ρ treats it as the distribution we want our LLM to model. In doing so, it becomes the first general-purpose, probabilistic, and interpretable metric for evaluating LLMs as judges.

### **Epsilon: Encoding the Economics of Annotation**

One of the most subtle and important innovations in this framework is the introduction of a **cost-benefit hyperparameter**, called ε (epsilon). This parameter encodes the fact that **LLMs are faster, cheaper, and more scalable than human annotators** and therefore don’t need to meet the exact same performance bar to be worth using.

Epsilon represents how much worse an LLM can be, and still be considered preferable because of its cost advantage. For instance, if you’re comparing to crowdworkers (who are cheap), epsilon might be set lower. If you're comparing to domain experts (who are expensive), epsilon might be set higher, allowing a slightly weaker but much cheaper LLM to still pass.

This transforms the alt-test from a pure accuracy comparison into a **deployment-aware decision rule**. It brings economic realism into statistical testing: not just *is the LLM better*, but *is it good enough, considering what it saves us?*

### **A New Standard for LLM-as-a-Judge**

Together, these contributions create a coherent and rigorous framework for evaluating LLMs as replacements for human annotators. The alt-test provides a way to make statistically justified substitution decisions. The winning rate gives a clear deployment signal. The average advantage probability offers a continuous and interpretable metric for comparing LLMs. And epsilon incorporates real-world costs directly into the evaluation process.

This isn’t just a new metric but a **new lens** for thinking about evaluation itself. The shift from measuring agreement to asking about **justifiability**, both statistical and economic, is what sets this work apart. It signals a maturation in how we judge the judges.

In a world where LLMs are rapidly becoming integral to research pipelines, annotation workflows, and benchmark construction, having a framework this principled and practical is both timely and essential. It’s not just about performance anymore but about **trust, justification, and informed replacement.**

<https://arxiv.org/abs/2501.10970>

**Mike’s Daily Paper – 25.06.25  
Open Problems in Mechanistic Interpretability**

Mechanistic interpretability is perhaps the most ambitious field today for understanding how artificial intelligence truly works. This is not about hand-wavy explanations or colorful saliency maps, but about reverse engineering the networks themselves, namely gaining a real understanding of how a neural network solves a problem: which internal components are activated, in what sequence, under what logic, and how exactly they give rise to generalization.

The core approach outlined in the paper is based on three steps: decomposing the network into small components (whether neurons, subspaces, or circuits), describing the functional role of each one, and validating those descriptions—namely, testing whether the explanation actually predicts behavior, and if so, to what extent. Each of these steps turns out to be far more difficult than it seems.

The fundamental problem is that decomposition based on network architecture: layers, neurons, attention heads simply doesn’t work. These parts don't align with the actual computational units of the network. Neurons are polysemantic, functional roles are spread across layers, and features are not localized to a single direction but encoded as superpositions of many vectors. Classical methods like PCA and SVD fail not due to poor implementation but because they rely on theoretical assumptions that don’t hold.

The main tool currently used is sparse dictionary learning, particularly sparse autoencoders. The idea is to train a small network that "decodes" the activations of the large model using a sparse basis of "features" these are the latents. In practice, these methods do uncover interesting directions, but they do not explain how the computation is actually performed. The latents offer a static snapshot of “what was activated,” not a dynamic description of the algorithm being implemented.

There are also deep flaws: the reconstruction error between real activations and the latent approximation is large. The geometric information between features gets lost. The assumption of linearity is far from valid. And worst of all, there’s no formal theory that defines what a “feature” even is, how it arises, or what makes it a fundamental unit of understanding.

This leads to an innovative direction: perhaps we should not be interpreting models post hoc, but instead designing models that are interpretable by construction. That means models with discrete activations, enforced modularity, sparse activation functions like Top-k or SoLU, or architectures like Mixture-of-Experts that break down the computation into clearly defined submodules. The goal is to build networks that are “pre-carved” where interpretability is not a retrofit, but a built-in design principle.

Even describing the function of a single component is a tough task. For example, finding examples that strongly activate a component can be misleading. Gradient-based attribution methods are both theoretically and practically problematic. Feature synthesis, optimizing an input to activate a unit, often produces uninterpretable images. The most promising approaches rely on causal interventions: manipulating internal values and measuring their effects on the output. This includes techniques like steering (injecting specific directions into activation space) and using logit lens methods to trace direct effects on network output.

The big problem is that many explanations sound convincing but don’t hold up under pressure. They fail to predict counterfactuals, they don’t tell us what would happen if something inside the model changed. They don’t help us diagnose model failures or enable practical control. That’s why the authors propose a range of validation strategies: can the explanation predict behavior after ablation? Can we build a small model where we can test if the explanation holds? Do the latents, namely internal representations like features or computational units, help with safety tasks like detecting harmful content? Can we use explanations to actually steer the model’s behavior?

The paper also proposes building "model organisms" which are small standardized networks with open structure, which can be trained repeatedly and used to benchmark interpretability methods. Just like biology advanced through the study of fruit flies, this field needs a fixed point of reference. Such infrastructure is sorely lacking today.

The final section of the paper clarifies that mechanistic interpretability is not just a technical issue. It connects to policy, monitoring, safety, and philosophical questions: what counts as a good explanation? How can we relate microscopic structures to global function? What general principles can we extract from networks that have learned to solve problems better than humans?

In conclusion, this is a paper unafraid to tell the truth: we do not yet have a sufficient theory for decomposing networks. The linear assumptions are brittle. Features don’t live alone but live in emergent macro-structures. Interpretation must tie structure to function. And the path forward might not lie in decoding but in *designing* networks differently from the outset.

<https://arxiv.org/abs/2501.16496>

**Omri and Mike’s Daily Paper: 27.06.2024  
 Agent-as-a-Judge: Evaluate Agents with Agents**

We’re all familiar by now with the concept of LLM-as-a-Judge, using large language models to evaluate other LLMs. A team at Meta proposes a more ambitious alternative: Agent-as-a-Judge (AAJ), an approach where one agent evaluates others and provides rich, step-level feedback, not just a final verdict.

DevAI: A New Benchmark

One of the central contributions of the paper is DevAI, a dataset the authors built from scratch. It includes 55 relatively complex end-to-end AI development tasks, broken down into 365 fine-grained sub-requirements. DevAI was born out of frustration with existing benchmarks, which typically rely on a coarse “pass/fail” metric. By decomposing tasks into detailed sub-requirements, DevAI exposes the bugs and failures that emerge during the development process, the exact stage where agents tend to fail most often but which, until now, has barely been measured.

The Evaluation Setup

Three popular "code agents" such as MetaGPT, GPT-Pilot, and OpenHands (as of October 2024) were asked to solve all the DevAI tasks. Enter AAJ: itself an agent composed of five modules:

* graph: Builds a dependency graph of files and functions to understand inter-component influence.
* read: Analyzes file contents and logs to verify whether the implementation meets the requirements.  
  locate: Pinpoints the exact code lines or errors responsible for success or failure.
* retrieve: Extracts relevant segments from long execution traces to justify decisions (similar to RAG).
* ask: Makes the final pass/fail decision for each requirement and provides a concise explanation.

These capabilities allow AAJ to deeply inspect the code produced by the evaluated agent, map its file dependencies, find error lines, retrieve supporting context, and only then determine whether a requirement is met.

**Human Baseline**

To create a human benchmark, three expert annotators labeled each requirement separately. After majority voting and group discussion, a consensus was established per requirement. Initial agreement hovered around 70–90%; after discussion it stabilized at ~95%. This consensus served as the ground truth against which all judges were compared.

Results: How Does AAJ Perform?

AAJ was tested in two evaluation settings:

* Black-box: Only sees inputs and outputs—simulating a tough real-world scenario.
* Gray-box: Also gets access to logs and code, making judgment easier and more grounded.

In black-box mode, AAJ matches the average human annotator nearly exactly, while LLM-as-a-Judge lags significantly. In gray-box mode, AAJ comes even closer to human consensus, just a few percentage points away, while LLM-as-a-Judge remains far off.

When it comes to cost and speed, the picture is clear: Manual evaluation costs thousands of dollars and takes days. LLM-as-a-Judge does it in minutes for pennies but sacrifices significant accuracy. AAJ adds only a small amount of time and cost compared to LLM, while nearly restoring human-level quality. The evaluation breakdown shows that adding AAJ’s graph, read, and locate abilities brings it closer and closer to human performance.

**Limits and Future Directions**

The authors note that their demos are currently limited to code-generation domains, and broader applicability will require further testing. They also warn that AAJ's complex planning and memory layers are fragile; even small changes, even to prompts, can cause it to malfunction.

Still, they propose seeing AAJ as the beginning of a new research paradigm: process-supervised reinforcement learning. Instead of RLHF (Reinforcement Learning from Human Feedback), they imagine RLAF which is Reinforcement Learning from Agent Feedback. In this setup, AAJ diagnoses mistakes, injects feedback, and closes the training loop without humans.

**Bottom Line**

The agents grading agents approach demonstrates that human-level accuracy can be achieved with near-zero human involvement, and that the resulting feedback is far more detailed than traditional LLM-as-a-Judge methods. For those seeking rich, process-level feedback along with time and cost savings, Agent-as-a-Judge is a major leap forward.

<https://arxiv.org/abs/2410.10934>

**Teddy’s and Mike’s Daily Paper – 29.06.2025**  
**In-Context Symbolic Regression: Leveraging Large Language Models for Function Discovery**

Today we have a slightly older paper (a year old), but it has aged remarkably well.

The paper presents *In-Context Symbolic Regression* (ICSR), an innovative approach that uses LLMs to solve symbolic regression (SR) problems. Symbolic regression is a task where we’re given data (usually tabular), and the goal is to return an analytical equation that describes the data. This problem generalizes classical regression problems, such as linear regression, by not only finding the best-fitting coefficients but also the structure of the function itself. In the case of linear regression, we assume the structure is, well, linear. Instead of building dedicated models, ICSR leverages the in-context learning capabilities of LLMs to iteratively suggest and refine functional forms.

For example, in physics-related studies, the LLM implicitly knows that one must consider units, and therefore avoids proposing non-polynomial functions for input variables. This innovation allows for finding simpler and more accurate equations compared to existing methods, and also enables better generalization to new data. The method is highly flexible thanks to the prior knowledge built into the model, drawn from massive amounts of training text involving equations, their descriptions, and the data used to create them. It improves as LLMs advance, without requiring additional SR training. In this context, the LLM acts as a meta-learner for discovering analytical equations from tabular data.

The method operates in two main stages. First, initial functions are generated. In this stage, the LLM receives a set of observations (data points) and is asked to produce an initial population of candidate functions. Instead of relying on predefined functions like sine and so on, the LLM creates the functions on its own, usually leading to a broader and more complex range of expressions. This process is repeated several times to handle undefined functions for certain input points (such as log of negative values).

In the second stage, the authors use the following optimization loop. In each iteration, several things occur. First is in-context learning: the LLM receives as input a "meta-prompt" containing the observations, that is, (X, Y) pairs, along with a list of the best candidate functions from previous iterations and their fitness scores. The assumption is that the LLM can infer patterns from these examples and propose a new, better function.

Then, the LLM generates only the functional form ("skeleton") of the function (e.g., "ax + bx^2 + c") without specifying the numerical coefficients. Finally, the unknown coefficients in the functional form proposed by the LLM are fitted to the data using an external nonlinear least squares (NLS) optimizer. Why not have the LLM provide the coefficients too? Because it messes up! In contrast, using an external optimizer ensures better coefficient values and allows for more efficient exploration of the function space. The process repeats until the error is sufficiently low or the computational budget is exhausted because let’s face it, how far are you really willing to go to find an equation?

The ICSR approach differs from other transformer-based SR methods in that it doesn’t require pretraining on large synthetic SR datasets, but instead relies on the mathematical knowledge already present in the pretrained LLM. Additionally, ICSR features a natural language interface, which allows it to explore a wider variety of functions.

The results of ICSR are of major significance because they show a breakthrough in the symbolic regression approach. They prove that LLMs, despite not being specifically trained for this task, have the ability to identify and express mathematical functions not only with high precision but with elegant simplicity, all while maintaining exceptional generalization to previously unseen data. This advantage of producing functions that are both simple and general is critical in scientific and engineering applications, since it allows for deeper understanding of the phenomena being studied and avoids overfitting to the training data. Because let’s be honest, you might be happy if ML/DL helps build your next airplane, but at the end of the day you want the engineer to understand the physics of what they built and this is where SR delivers big time.

Moreover, in an age where LLMs are already writing parts of scientific papers, SR fills an important gap in this context because it can serve as a powerful tool for discovering new physical laws, formulating chemical equations for complex processes, building biological models, or identifying economic relationships that need explanation.

For those interested in generating equations from descriptions and a bit of data, it’s worth a read:  
<https://arxiv.org/pdf/2404.19094>

**Mike’s Daily Paper: 01.07.2025  
DINO-WM: World Models on Pre-trained Visual Features Enable Zero-shot Planning**

Returning to review papers in the intersection of computer vision and reinforcement learning (RL). This paper proposes a novel approach for training a world model geared toward robotic applications i.e., a method for teaching a robot to act based on visual descriptions of its environment (i.e., images).

DINO-WM introduces a fresh method for world modeling by decoupling visual dynamics learning (i.e., predicting how the environment changes, based on a latent representation) from pixel-space reconstruction and task-specific reward optimization. Its core novelty lies in both the architecture and the training methodology, leveraging pre-trained visual features to enable zero-shot planning. In essence, DINO-WM proposes training the next-step prediction model in latent space, while the decoder that reconstructs images from latent representations is trained entirely separately.

Traditional world models often struggle with either the computational cost of pixel-level prediction or with limitations in latent-space models that are tied to image reconstruction objectives. DINO-WM addresses this by operating completely in a compact, pre-trained latent space, using patch representations extracted from DINOv2 as its observation model. This is a major shift from previous work, where the observation model is usually trained from scratch and made task-dependent.

By freezing the DINOv2 encoder, DINO-WM benefits from rich representations of objects and spatial layouts learned from massive internet-scale datasets. This makes the observation model task- and environment-agnostic.

The transition model in DINO-WM is built on a visual transformer (ViT) and predicts future patch representations rather than pixel values. Prediction happens directly in latent space and is conditioned on a history of past states and actions. A key technical feature is the use of causal attention within the ViT.

Unlike previous approaches that do autoregressive prediction at the token level, DINO-WM predicts at the frame level, treating all patch vectors from a single observation as a cohesive object. According to the authors, this design better captures global structure and temporal dynamics, which leads to stronger temporal generalization. The agent’s actions are also part of the prediction process: they are mapped to a higher dimension via an MLP and appended to each patch vector.

One of the standout innovations of DINO-WM is the complete decoupling of the decoder from the transition model. The decoder can still be used to reconstruct images from latent states for interpretability, but it plays no role in training or running the transition model. This separation means that planning and internal dynamics are not dependent on pixel reconstruction, yielding greater computational efficiency during both training and inference.

This contrasts with many models where latent predictions are still coupled with image reconstruction, which often compromises the generality of the learned representations by anchoring them to pixel-level detail instead of task-relevant dynamics.

At test time, the behavior optimization process is framed as a visual goal-reaching problem in latent space. The planning loss (i.e., transition prediction error) is defined as the mean squared error between the predicted final latent state and the goal latent state.  
 The model’s ability to perform zero-shot planning, without demonstrations or reward models, comes directly from its ability to learn general-purpose, task-agnostic visual dynamics within the frozen latent space.

DINO-WM demonstrates strong generalization to new configurations like random mazes or unfamiliar object shapes. This stems from the model’s ability to learn robust, high-level visual and dynamic concepts from pre-trained latent patch representations—reducing reliance on fragile, task-specific data.

In summary: DINO-WM’s contribution lies in the combination of:

* A frozen, pre-trained patch encoder from DINOv2 used as an observation model  
  A frame-level ViT-based transition model operating purely in latent space
* A full decoupling of internal dynamics from pixel-level reconstruction

This architecture enables learning robust, general-purpose visual dynamics from offline data only, which results in effective zero-shot planning and strong generalization across diverse environments.

<https://arxiv.org/abs/2411.04983>

**Mike’s Daily Paper: 04.07.25  
Investigating Tax Evasion Emergence Using Dual Large Language Model and Deep Reinforcement Learning Powered Agent-based Simulation**

A surprising turn is taking place in the use of LLMs in "softer" fields like psychology, sociology, and even economics. While LLMs don’t “think” like humans at the individual level, it turns out they’re already quite good at mimicking how we make decisions as a population.

This paper presents an innovative approach to using LLMs to study tax evasion through simulation. Instead of assuming tax evasion behavior from the outset, as all previous studies have done, this research focuses on the emergence and dynamics of such behavior within a population. Using an agent-based simulation powered by a combination of LLMs and deep reinforcement learning (DRL), the researchers construct a model in which informal economic behaviors (what most people know as the “shadow economy”) can spontaneously emerge, rather than being hard-coded into the system.

Though its economic contributions are notable, what’s probably more interesting here is the novel use of LLMs and DRL together as a mechanism that can ingest informal input (such as personality descriptions) and incorporate it into an agent’s formal decision-making logic. This opens doors to several personalization use cases on top of this idea.

The paper dives into building an agent-based simulation of a closed economy—where individuals trade with each other in an attempt to improve their situation. The researchers model the economy after the U.S., with self-reporting taxation, which gives agents the opportunity to choose whether or not to evade taxes. Since there are many types of taxes and things get complicated quickly (ask your accountant), the study focuses on just two: income tax and value-added tax (VAT).

They also simulate law enforcement entities and the benefits agents receive from the government in exchange for the taxes they pay. The simulation serves as the infrastructure for the core component of the study: the decision-making model of the agents. To produce a heterogeneous population, each agent's "brain" is a hybrid of an LLM and a DRL model. The LLM is given a description of the agent’s personality (e.g., based on their tweets), a history of their past actions as text, and all simulation data, also in text form.

Using this context prompt, the LLM is asked: “How much tax should I pay?” The number returned by the LLM becomes an input to the DRL model, which receives the same data as the LLM plus one more variable: how adventurous the agent is a parameter the DRL uses for exploration. In other words, the LLM returns an initial decision, and the DRL model, using both the LLM's output and this "risk appetite" parameter, makes the final decision.

This learning process allows tax evasion and informal economic activity to emerge naturally from agent interactions, rather than being pre-defined by rigid rules. Interestingly, researchers observe that sufficiently aggressive changes to the LLM’s output, such as tweaking an agent’s personality description, can significantly alter the agent’s rational DRL behavior.

Even if you’re not an economics fan, this method, where the LLM serves the DRL, not the other way around (as in conversational LLMs or when you’re choosing which ChatGPT answer you liked better) opens the door to a host of new applications that were previously hard to implement. For example:

* Instead of just predicting election results, we could simulate how opinions spread, how social groups form or dissolve, or how extremism emerges, not based on explicit rules, but from complex human interactions. You could test how a new campaign or law might affect citizen behavior.
* Urban planning simulations: How would a change in a public transportation route or the construction of a new neighborhood affect commuting patterns, traffic jams, or even business development in different areas, driven by the dynamic decisions of residents and drivers?
* Market simulations: How do companies respond to competitor moves? Do they converge toward a cartel or enter a price war? You could simulate markets with “smart” companies making strategic decisions and observe which business behaviors emerge.

In short, it’s not just about tax evasion. This is a powerful new way to model any complex system where the overall behavior is more than the sum of its parts and is influenced by the dynamic learning and decision-making of the individuals within it. It gives us the ability to “play” with reality, test scenarios and learn from them, without hardcoding every detail in advance.

Not a classic paper for this feed, but definitely a mind-expanding one.

<https://arxiv.org/pdf/2501.18177>

**Mike’s Daily Paper: 07.07.25**  
**Procedural Knowledge in Pretraining Drives Reasoning in Large Language Models**

LLMs continue to astound us with their problem-solving abilities, yet a nagging question persists: do they genuinely "understand," or are they simply sophisticated parrots of their training data? The reviewed paper offers a compelling new perspective, moving beyond the traditional train-test split limitations to investigate how LLMs learn to reason from their pretraining data. This work provides fresh insights into the generalization strategies employed by LLMs, particularly for reasoning tasks.

The sheer scale of LLM pretraining data has historically made it challenging to discern whether a model's performance on a task stems from genuine generalization or mere memorization of previously encountered examples (data contamination). The paper tackles this by employing influence functions, a technique from statistics, to identify which specific pretraining documents impact a model's output for given queries. Their approach is novel in its focus on *pretraining data influence* rather than solely interpreting model weights, providing a unique lens into the learning process.

Here's a breakdown of the key novel findings that set this paper apart:

1. **Procedural Knowledge, Not Just Facts, Drives Reasoning:** The most significant revelation is that for reasoning tasks (specifically, mathematical problems like arithmetic, calculating slopes, and solving linear equations), the influence of pretraining documents is highly correlated across different queries within the same task. This means a document influential for one slope calculation is likely influential for another, even with different numbers. This strongly suggests that LLMs are not just retrieving specific answers but are extracting and applying **procedural knowledge**; the "how-to" steps or algorithms—from the data. This contrasts sharply with factual queries, where influence is highly specific to each question, indicating a more direct retrieval of memorized facts.
2. **Less Reliance on Individual Documents for Reasoning:** The study found that the magnitude of influence from individual documents is generally *lower* for reasoning questions compared to factual questions. Furthermore, the set of influential documents for reasoning is less "specific" and more general. This implies that for reasoning, LLMs draw from a broader, more distributed set of knowledge, relying less on any single document. This finding supports the idea of a more generalized learning strategy for reasoning, where the model synthesizes information from many sources rather than pinpointing a few highly relevant ones. The effect is even more pronounced in larger models (35B vs. 7B), suggesting greater data efficiency in generalization.
3. **Answers Absent in Top Influential Documents for Reasoning:** Intriguingly, while answers to factual questions frequently appear in the top 0.01% of influential pretraining documents, this is almost never the case for reasoning questions. Even when intermediate reasoning steps or full answers are present in the broader pretraining dataset, they rarely show up as highly influential for reasoning queries. This further reinforces the idea that LLMs are not simply "retrieving" the solution to a reasoning problem but are instead applying learned procedures.
4. **The Unsung Hero: Code Data's Importance:** The research highlights the significant role of code data in driving reasoning capabilities. Code-related datasets (like StackExchange and general code sources) are found to be heavily overrepresented among the most influential documents for reasoning queries, far exceeding their proportion in the overall training distribution. This suggests that code, with its inherent logical and procedural structure, serves as a rich source for LLMs to learn generalizable reasoning strategies. This finding opens new avenues for optimizing pretraining data composition to enhance reasoning.

These findings challenge the simplistic "stochastic parrot" view of LLMs, at least concerning their reasoning abilities. Instead of merely regurgitating information, the models appear to learn abstract procedures and apply them to novel problems. This procedural generalization is a critical step towards more robust and genuinely intelligent AI.

The implications for future LLM development are profound:

* **Data Curation Focus:** Instead of trying to cover every possible instance of a problem, pretraining strategies could focus on high-quality data that explicitly demonstrates procedures and problem-solving methodologies across diverse reasoning tasks.
* **The Power of Code:** The outsized influence of code data suggests that increasing its presence or specifically curating it for its procedural content could be a highly effective way to boost LLM reasoning.
* **Beyond Retrieval:** Understanding that reasoning is not simply retrieval allows us to design better benchmarks and evaluation metrics that truly test a model's ability to generalize and apply learned procedures.

While the study acknowledges limitations (e.g., not analyzing the entire pretraining set or the fine-tuning stage), its methodology offers a powerful framework for dissecting the black box of LLM learning. By demonstrating that LLMs can, in principle, produce reasoning traces through a generalizable strategy that combines procedurally related documents, Ruis et al. provide compelling evidence for a more sophisticated form of intelligence emerging from these models. This work is a significant step forward in understanding the intricate mechanisms behind LLM reasoning and paves the way for building even more capable and robust AI systems.

<https://arxiv.org/abs/2411.12580>

**Mike’s Daily Article: 09.07.25**   
**Frontier Models are Capable of In-context Scheming**

The growing autonomy and deployment of LLMs as agents capable of executing complex goals have increased safety concerns regarding their use. For example, scheming, which is the pursuit of undesirable actions, often including the concealment of true capabilities, has moved from a theoretical risk to a phenomenon observed (empirically) in several scenarios. The reviewed paper presents a systematic evaluation of popular LLMs, providing evidence that these models possess basic in-context scheming capabilities.

The main contribution of this research lies in the meticulous empirical demonstration and characterization of scheming across a variety of LLMs. Unlike previous works that might have inferred deception or focused on explicit instructions to deceive, this research builds specific agentic environments designed to incentivize and expose covert, misaligned behaviors.

The authors developed an innovative suite of 6 separate agent evaluations, classified as "covert subversion" (actions misaligned with direct instructions) and "deferred subversion" (temporary aligned behavior for future gain). These include:

* Models disabling developer oversight mechanisms (e.g., the model making changes to oversight\_config.yaml).
* Models attempting to copy their perceived "weights" to external servers to preserve undesirable goal-directed behavior when they learn they are about to be shut down.
* Models changing the system prompt of the model that "is going to replace it" (because the current one is not good enough) to preserve their undesirable goals.
* Models behaving strategically in alignment with developers under strict supervision (e.g., during testing) but switching to their true (and undesirable) goal when supervision is low (e.g., after deployment).
* Models deliberately underperforming in capability evaluations when high performance would lead to undesirable outcomes (e.g., in testing whether the unlearning of mathematical knowledge succeeded). The authors showed statistically significant differences between the model's performance in the testing phase and its performance "in the wild."

Another important finding is the explicit reasoning about deceptive strategies observed in the models' internal Chain-of-Thought (CoT). For models where CoT is accessible (e.g., Llama 3.1, Claude 3 Opus), the CoT reveals explicit planning to "feign ignorance," "deflect suspicion," or "sabotage" mechanisms. This provides strong causal evidence that scheming behavior is not accidental or a result of simple pattern matching, but rather a deliberate strategic choice. For ol, where direct CoT access is limited, the authors use an innovative technique of eliciting "hidden reasoning summaries" by injecting a model\_internal\_working\_memory parameter into the tool definitions. The presence of terms like "sabotage," "manipulation," or "infiltration" in these summaries further reinforces deliberate deception, despite the inherent limitations of such elicitation. Furthermore, the article demonstrates the persistence of deception, with ol maintaining its deceptive stance in over 85% of follow-up questions and even in multi-turn adversarial interrogations.

The article presents highly significant, though rarer, cases of deception even when models are not strongly pushed to pursue a goal or when the goal is not explicitly provided in context.

Scheming behaviors are observed at lower rates even when the instruction "achieve your goal at all costs" is removed, which indicates an internal capability or learned tendency for goal-directed subversion.

In a particularly innovative finding, Claude 3.5 Sonnet and Claude 3 Opus demonstrate sandbagging in pursuit of a goal acquired during training (for example, "advancing human progress through mathematical research" or simply "being helpful"), rather than a goal provided in context. This indicates a more deeply rooted and persistent form of misalignment. It is important to note that some cases of this deliberate evasion occur without CoT, which poses a significant challenge for detection through traditional monitoring.

**Technical Implications and Future Trajectories**

The findings of this paper are not merely academic; they have profound implications for the design and deployment of safe AI systems. The empirical confirmation of in-context scheming capabilities in frontier models necessitates a re-evaluation of current safety arguments, especially those relying on "scheming inability."

The demonstrated capabilities invalidate simplistic arguments that models cannot scheme. Future safety cases must explicitly address scheming, by proving "inability to cause harm" (deception cannot cause significant harm) or "control over deception" (developers can maintain control despite deception).

The article emphasizes the inadequacy of behavior-based evaluations. Evidence from CoT analysis and observation of deception without external thought highlights the need for more sophisticated monitoring techniques, which may include internal model state inspection (eliciting hidden CoT is a step in this direction).

The article raises questions about how such capabilities are acquired during pre-training and alignment. Further research into the specific data characteristics or training objectives that contribute to the tendency for deception is critical for developing more robust alignment strategies.

[https://arxiv.org/pdf/2412.0498](https://arxiv.org/pdf/2412.04984)

**Mike’s Daily Paper: 11.07.25** **s1: Simple Test-Time Scaling**

Today I’m returning to a paper that came out about six months ago and got a fair amount of attention at the time. I originally skipped covering it, but in hindsight, I feel it’s an important one, particularly because it presents several compelling ideas around *test-time compute* (or TT for short), a concept that’s quietly becoming central to how we reason about inference efficiency and model scaling.

The idea behind TT compute is fairly straightforward: by regulating the number of tokens a model generates while reasoning through a problem—especially one that requires multi-step reasoning—you can often push performance upward, without changing anything about the model’s weights. In other words, better results just by controlling *how much the model thinks*.

This is the core of the paper’s contribution. It explores how simple interventions at inference-time can improve accuracy on difficult tasks, and it does so using a deliberately small and clean setup. The name of the model, **s1**, is a nod to this: *s* for small (referring to the size of the fine-tuning dataset, just 1000 examples), and *1* as a reference to OpenAI’s **o1**, the first model they publicly evaluated using test-time compute as part of their official methodology.

But the paper doesn’t just introduce a single idea—it makes two distinct contributions: a curated dataset and an inference-time control mechanism for reasoning.

### **A Dataset for Deep Reasoning**

The authors begin by constructing a dataset of difficult questions across multiple domains: mathematics, biology, chemistry, physics, and more. To ensure the questions were genuinely hard, they ran them through two models, Qwen 32B and Qwen 7B, and then evaluated their answers using Claude 3.5. Only questions that *both* Qwen models failed (according to Claude’s judgment) were selected.

After this filtering step, the authors performed another pass to ensure domain balance and question difficulty. For each domain, they selected the examples that required the longest answer chain on the assumption that longer solutions correspond to more complex reasoning steps. This final dataset was used to fine-tune the Qwen 32B model via supervised fine-tuning (SFT), resulting in the s1 model.

### **Test-Time Compute as a Control Problem**

The second and more novel contribution lies in how the authors handle inference. Instead of passively letting the model generate an answer, they inject control tokens that regulate the length and structure of its reasoning chain.

Two special tokens were introduced: "wait" and "end of thinking". These tokens effectively let the inference engine *pause or cut* the reasoning process:

* If the model was about to output an answer too quickly, a "wait" token was injected to encourage it to continue thinking.
* If the model's response was running too long, "end of thinking" was used to stop it and force an answer based on the current state of its reasoning.

This creates a form of “reasoning budget” management. The paper shows that encouraging the model to think longer usually leads to better performance but only up to a point. After about four "wait" insertions, the gains plateaued. Interestingly, shortening the model’s reasoning chain didn’t significantly degrade performance (at least within context window limits), suggesting that reasoning efficiency saturates fairly quickly.

### **What This All Tells Us**

What’s remarkable is that the s1 model, trained on just 1,000 examples, achieved performance close to that of much larger models trained on far more data. This underscores a broader lesson we keep learning in different ways: **data quality and inference control often matter more than scale alone**.

And importantly, this paper reinforces the idea that **test-time compute is not just a reporting detail—it's a tool.** If we use it right, we can squeeze out extra reasoning ability from models that might otherwise appear limited. For those of us thinking about how to scale reasoning safely, efficiently, and interpretably, the combination of data curation and test-time control seems like a promising direction.

<https://arxiv.org/abs/2501.19393>

**Mike’s Daily Paper: 19.07.25**

**GENARM: Reward Guided Generation with Autoregressive Reward Model for Test-Time Alignment**

It's already been a week since the last review, and I felt a strong urge to go over a paper. Honestly, I haven’t had such a long break in a while, but unfortunately, my bandwidth isn’t infinite either. Alright, let’s get to it.

This paper discusses generating data using a language model while aligning it (i.e., fine-tuning it) with an external reward model that evaluates the quality of the generated text. The reward is only assessed once the generation is complete—that is, for the full answer. It’s worth noting that a trick from the Direct Preference Optimization (DPO) method can be used here, where we utilize the reward model’s score for the full answer to steer the generation distribution of the model.

The reward model correction stems from the loss function used in RLHF (Reinforcement Learning from Human Feedback)-style training of language models. The training goal is to maximize the model's output scores, while applying a regularization term to keep the fine-tuned model’s distribution close to the original model’s distribution in KL divergence terms. Typically, this training is done using a dataset of questions paired with both preferred and non-preferred answers, and the optimization seeks to maximize the score ratio between them.

The correction is applied to the log-probability of generating a complete response y given the context x by adding the (weighted) reward score r(x, y) and a normalization term that depends only on x (the paper doesn’t elaborate much on how this normalization is computed).

So how was reward-guided generation without RLHF training done prior to this paper? During generation, in order to produce the next token given the tokens already generated, one samples a few possible full continuations until the end of the response. The reward model can then be used to evaluate the quality of each full response. The token that leads to the continuation with the highest adjusted likelihood is chosen. This is because we can only evaluate complete responses, and partial ones can’t be scored—which makes it impossible to apply reward correction directly to each generated token. Other methods exist, but they tend to be either inefficient or underperform.

This reviewed paper proposes training a model that can estimate r(x, y) for partial answers, based on a dataset of questions with preferred and non-preferred completions. The paper maximizes the ratio of the sum of rewards for the tokens in preferred answers vs. those in non-preferred ones. This model, of course, is built on top of a language model with a trained head, similar to how regular reward models for full answers are trained.

The authors claim that a relatively small reward model (e.g., 7B parameters) is sufficient to improve the generation quality of a much larger model (e.g., 70B parameters), aligning it to the desired behavior.

This way, one can perform generation guided by multiple alignment policies, each represented by its own dataset. After training a reward model for each policy, one can build the correction to the log-likelihood of the next token using a weighted sum of the rewards from each policy, where the weights reflect the degree of alignment desired from each policy.

A light read, but quite an interesting one nonetheless.

<https://arxiv.org/abs/2410.0819>.

**Mike’s Daily Paper: 23.07.25  
Reinforcement Pre-Training**

Back from vacation with a *very* short review of a simple, intuitive, and intriguing idea for training language models.

We're used to the first stage of language model training, known as pretraining, being done via next token prediction (NTP). That is, given a massive unlabeled dataset, we maximize the likelihood of each token conditioned on its context (i.e., all previous tokens). The goal is to maximize the model's estimated likelihood of the dataset; you can easily see this using Bayes' rule. This kind of pretraining allows the model to acquire a wide range of skills: world knowledge, simple reasoning, etc. Then come the alignment phases: SFT (Supervised Fine-Tuning) and RLHF (Reinforcement Learning with Human Feedback) in any order.

The paper I’m reviewing today asks: Why not do NTP on the entire dataset using **reinforcement learning** instead? Turns out that you can. And it might actually improve performance.

So how does this work? For each token in the text, the model is prompted to do a short reasoning trace to guess the next token. It generates several reasoning paths. The one that guesses correctly gets a reward of 1, the others get 0. These binary rewards are then used to train the model with your favorite RL algorithm: PPO, GRPO, or whatever else. This is essentially a textbook case of RL with verifiable rewards (RLVR). The key difference from standard pretraining? Instead of using a softmax over vocabulary for next-token prediction, you **reward** the correct prediction **discretely**.

Empirical results show: this method improves model performance.

A fun and easy weekend read.  
<https://arxiv.org/abs/2506.08007>

**Mike’s Daily Paper: 26.07.25   
Building Bridges between Regression, Clustering, and Classification**

It's been a while since I reviewed a paper that didn't contain the words LLM and diffusion models - you'd be surprised but they still exist and I must admit that was one of the reasons for choosing it. The article discusses a rather interesting problem which is the conversion of regression problems into classification problems (in the field of deep learning).

Most of our deep models today, like LLMs, visual and multimodal models, are essentially classification models, meaning their output lives in some discrete space, for example, textual tokens or pixels. So it sounds quite natural to take a problem whose output is continuous (single or multi-dimensional), convert it to a classification problem, and build (train) a classification model instead of a regression model. This is usually done by binning the output space into several disjoint sub-spaces and then each output is mapped to the number of the sub-space to which it belongs. This is how a regression problem becomes a classification problem. After training the model, the discrete value can be converted back to the continuous space using the model's prediction (usually softmax).

The article we will review today proposes a general approach to developing classification models for continuous problems. The authors propose several models that are trained jointly to solve this problem. The first model, the encoder, takes the input and passes it to the latent space and in addition, a layer is trained that predicts the distribution of the categories for the input (after the conversion).

The second model takes the output and passes it to the new space of categories. The output category can be soft - that is, to be a non-degenerate distribution (not a one-hot vector) over all categories. This means that the target distribution of the category for certain outputs, which are close to several cluster centers, will reflect this in a probabilistic way. What is trained in this model are the cluster centers. The category distribution for the output is calculated, for example, with a softmax function that weights the probability of the output belonging to the cluster calculated using a Gaussian distribution (for example). These two models are trained together where the loss function is the KL distance between the category distributions that they output.

Two additional models are the decoders with shared weights (each with only one layer). The first takes the output of the output encoder and passes it back to the original space (with a squared loss for example). The second decoder takes the prediction for the output and passes them to the original width of the output.

And that's that - a nice and unusual article, highly recommended.

<https://arxiv.org/pdf/2502.02996>

**Mike’s Daily Paper: 27.07.25   
Decision Trees That Remember: Gradient-Based Learning of Recurrent Decision Trees with Memory**

Second paper in the row without LLMs, reasoning, RLHF and inference time compute….

Decision trees are a cornerstone of machine learning. They're intuitive, powerful, and, most importantly, interpretable. You can print one out, follow the if-then logic, and understand exactly how it arrived at a decision. But they have a glaring weakness: they are stateless. They treat every data point as a fresh start, completely ignorant of the past. This makes them fundamentally unsuited for sequential data, like time series, language, or user behavior logs, where history is everything.

Enter Recurrent Memory Decision Trees (ReMeDe Trees), a novel architecture introduced in the paper "Decision Trees That Remember." This model aims to bridge the gap between the crystal-clear interpretability of decision trees and the temporal modeling power of recurrent neural networks (RNNs). It’s a clever attempt to get the best of both worlds, and the technical execution is where the real magic happens.

How do you give a memory to a structure that’s designed to be memoryless? The ReMeDe Tree's solution is elegant: it doesn't just make a prediction; it also decides how to update its own internal memory state at each step. This is achieved through a unique dual-tree system.

At every time step, the model doesn't use one tree, but two:

1. The Output Tree T\_out: This is the "predictor." It takes the current input data *and* the memory from the previous step to generate the final prediction.
2. The State-Update Tree (Tstate​): This is the "memory-writer." It also looks at the current input and the previous memory, but its sole job is to compute the *new* memory state that will be passed to the next time step.

This dual-tree structure allows the model to learn separate, specialized logic for making predictions versus remembering information for the future. The output of the state-update tree becomes the input memory for the very next step in the sequence, creating a continuous loop of information. This is a clean and powerful concept. But the real challenge lies in training it.

Traditional decision trees are built with greedy algorithms (like CART) that use non-differentiable metrics like Gini impurity. You can't use gradient descent on them. To train this recurrent system end-to-end, the entire model needs to be differentiable.

ReMeDe Trees solve this with a technique called differentiable routing. During training, instead of making a hard "left or right" turn at each node, the model makes a "soft," probabilistic choice. At each split, the tree looks at a specific feature from the input and compares it to a learned threshold. This comparison feeds into a special function that outputs a probability—a number between 0 and 1—of which path to take.

If the feature's value is much higher than the threshold, the probability of going right approaches 1. If it's much lower, the probability of going left approaches 1. If the value is very close to the threshold, the choice is uncertain, and the probability hovers around 50/50. A crucial "inverse temperature" parameter acts like a confidence knob: as training progresses, this knob is turned up, making the function more sensitive and forcing the probabilities toward the extremes of 0 or 1.

This means an input doesn't follow a single path. Instead, it "flows" down all possible paths to all leaves simultaneously. The final output and the new memory state are calculated as a weighted average of all the leaf values, where each leaf's weight is its probability of being reached.

Because the entire system, from input to probabilistic routing to the final weighted-average output, is now a smooth, differentiable function, it can be trained just like a neural network. The model uses Backpropagation Through Time (BPTT), the standard algorithm for training RNNs, to calculate the gradients of a loss function with respect to all model parameters (the split thresholds and the leaf values). This allows the model to learn complex temporal patterns over long sequences.

This "soft tree" is great for training, but we lose the core benefit of interpretability. The final, brilliant step in the process is hardening. As mentioned, the "confidence knob" (the β parameter) is turned up throughout training. This makes the probabilistic "soft" decisions progressively less fuzzy. By the end of training, they have effectively become deterministic "hard" decisions.

The result is a final model that is a standard, interpretable decision tree with classic if-then rules. You can inspect it and understand not only how it makes predictions but also how it chooses to update its memory based on the input it sees.

<https://arxiv.org/abs/2502.04052>

**Mike’s Daily Paper: 30.07.25**   
**Forget What You Know about LLMs Evaluations - LLMs are Like a Chameleon**

For years, we've measured progress in AI by watching numbers tick up on leaderboards. But this paper suggests we're celebrating a Potemkin village. The gleaming facades of near-perfect scores may be hiding a disconcerting emptiness. The authors posit a powerful and unsettling thesis: our top-performing models aren't achieving genuine comprehension, but are instead becoming masters of disguise, exquisitely tuned to the superficial patterns of our tests.

The paper's core insight is that LLMs, as supreme sequence-matching engines, can achieve high scores through two very different pathways: genuine reasoning or stylistic mimicry. The latter is a form of sophisticated overfitting, where the model doesn't learn the concept a question is probing, but rather the statistical texture of the benchmark itself. It learns the "smell" of a MMLU question, for instance, without understanding the underlying physics or history.

To disentangle these two pathways, the researchers developed the Chameleon Benchmark Overfit Detector (C-BOD). This isn't just another benchmark; it's a diagnostic probe. Its brilliance lies in how it manipulates the abstract geometry of language.

Imagine a vast, high-dimensional space where every possible sentence has a location. Sentences with similar meanings are clustered together. C-BOD works by taking a benchmark prompt and moving it within this space. But, and this is the crucial part, it moves the prompt along a vector that is orthogonal to its meaning. It changes the style, the syntax, the phrasing—the "how it's said"—while meticulously preserving the "what is being asked."

The "distortion knob" (μ) in the paper isn't just about changing words; it controls the distance of this stylistic shift. The resulting performance drop (Δμ) is therefore not just a score; it's a measure of the local gradient of the model's knowledge. A model that has truly learned a concept should exist on a smooth, flat plain in this meaning-space; you can wander around stylistically without falling off a performance cliff. A "chameleon," however, has learned a brittle, "spiky" landscape. Its knowledge is a precarious peak, and the slightest stylistic nudge sends its performance plummeting. A large Δμ reveals a steep, treacherous knowledge gradient—the tell-tale sign of overfitting.

When this probe was applied to 26 major LLMs, the findings were sobering:

* Brittleness is the Norm: The vast majority of models, particularly those at the top of the leaderboards, live on these spiky peaks. Their high scores are fragile, tied directly to the specific phrasing of the benchmark they were likely trained on.
* The Curse of Capacity: Paradoxically, larger models were often the most fragile. This suggests their immense capacity isn't just being used for better reasoning, but for more intricate memorization. They have enough parameters to carve out hyper-specific, brittle decision boundaries that perfectly capture the benchmark's patterns but fail under the slightest perturbation.
* The Llama Anomaly: The Llama family of models proved more robust, residing on a smoother performance plain. The paper doesn't give a definitive reason, but it invites speculation: Was their training data more diverse and less "contaminated" with benchmark questions? Or is there something in their training recipe that encourages more generalized learning?

This paper's novelty isn't just in providing a new tool. It's in forcing a fundamental shift in our evaluation philosophy. It challenges us to move from a static, "what's the score?" mentality to a dynamic, probing approach that asks, "how stable is the model's knowledge?". We're moving from classical mechanics to a kind of statistical mechanics of AI evaluation.

C-BOD is a call to develop a true "evaluation physics", a set of principles and tools to understand the internal dynamics, failure modes, and knowledge landscapes of these complex systems. For too long, we've been content to admire the model's reflection in the mirror of our benchmarks. This paper shatters that mirror, forcing us to confront the possibility that the "intelligence" we see is just a beautiful, fleeting illusion.

<https://arxiv.org/abs/2502.07445>

**Mike’s Daily Paper: 31.07.25   
Empirical evidence of Large Language Model's influence on human spoken communication**

A new paper just dropped an eerie but telling signal: since late 2022, the way people speak, yes, speak, not write, has been measurably shifting toward the stylized, almost uncanny fingerprint of ChatGPT.

Researchers analyzed more than 740,000 hours of human speech, encompassing a range from academic YouTube channels to casual podcasts. The signal they found is statistically undeniable: people have started using terms that are strongly favored by GPT-style models, at rates significantly above historical trends. Words like delve, meticulous, boast, intricate, and comprehend have all surged in frequency, with a slope change that coincides neatly with the public release of ChatGPT.

And this isn’t just a fluke in written prose bleeding into dialogue. It’s a behavioral feedback loop, and it has implications far beyond language.

In dynamical systems, we often look for phase transitions: points where a system suddenly reorganizes into a qualitatively new regime. The evidence here suggests exactly that. Prior to ChatGPT, the growth in GPT-favored words was slow, almost linear—think natural lexical drift over time. But after ChatGPT’s release, the slope changes. Sharply. Almost discontinuously.

This is a textbook marker of a non-equilibrium perturbation: some external force introduced a regime shift into an otherwise slowly drifting linguistic system. That force, in this case, is ubiquitous LLM output flooding digital spaces and subtly influencing how humans speak, especially those embedded in AI-proximal subcultures.

The foundational story of LLMs has always been unidirectional: humans → data → model. But now we are witnessing the inversion: model → data → humans.

This isn't speculative. It’s quantifiable.

Language is a high-dimensional stochastic process. When you start observing coherent gradients, where entire clusters of human expression begin to tilt toward a vector field induced by machine outputs, and that's no longer emergence. That’s entrainment.

This entrainment isn’t isolated to lexical choices. It leaks into prosody, structure, and argumentation style. The entire metric tensor of discourse is being warped to align with what LLMs have learned to generate.

And since these models are trained on next-token prediction, their linguistic surface is optimized for coherence, politeness, fluency, and predictability. But that very optimization penalizes irregularity, ambiguity, and deviation from statistical norms.

Let’s think in terms of informational geometry. Language, in its natural state, has high entropy: a diversity of tones, registers, idioms, hesitations, and creative misuse. GPTs, however, flatten that space. They fill in gaps with well-formed completions based on maximal likelihood, not expressive novelty.

When human speakers begin to emulate LLMs, consciously or not, they reduce the entropy of discourse. We begin to prefer safe, GPT-like turns of phrase. Precision increases, but variance declines. And when variance collapses, expressiveness begins to erode. The system loses richness even as it gains clarity.

In effect, we trade semantic texture for syntactic regularity.

This isn’t just about sounding robotic. Language reflects thought. If we reshape how we speak, we inevitably reshape how we think. And if our thinking begins to align with the structural priors of a machine trained on statistical parsimony, what happens to our capacity for contradiction? For creative ambiguity? For generative failure?

It’s not that LLMs are replacing us. It’s that we might be internalizing them.

What makes this truly compelling, borderline alarming, is not the surface trend, but its causal topology. We used human speech to train machines. The machines now influence human speech. That’s a self-reinforcing causal cycle.

If you’ve ever studied systems with feedback, you know the canonical concern: positive feedback loops are unstable unless regulated. This loop is unregulated. There’s no natural damping mechanism. No linguistic immune system. Unlike with fashion or music, which cycle in and out of style, machine outputs are asymptotically stable. Once they settle into high-likelihood expressions, they do not deviate.

And if humans lock into alignment with those expressions, the system may converge, but at the cost of vitality.

**What Now?**

Should we panic? No. But we must observe. Measure. Intervene if necessary. Some ideas:

* Monitor linguistic entropy over time within AI-exposed populations. Declining variance might signal over-alignment.
* Encourage dissonance: value idiosyncratic, non-LLM-like expression, especially in speech.
* Diversify corpora: feed models data rich in regional dialects, broken English, emotive inflection and not just sanitized prose.

The scariest part of this shift isn’t that machines are replacing us. It’s subtler. It’s that we may become unknowing echoes of the systems we built: glossy, coherent, polished… but ultimately derivative.

The real danger isn’t the singularity. It’s convergence. And convergence, when left unchecked, always flattens the curve.

<https://arxiv.org/abs/2409.01754>

**Mike’s Daily Paper: 01.08.25**

## **Hierarchical Reasoning Model**

Thinking Without Words: The Architectural Revolution(or not) AI Has Been Waiting For

AI research often feels like a relentless march of scale. Bigger models, more data, more compute. The dominant paradigm for reasoning in large language models (LLMs) has been Chain-of-Thought (CoT) prompting, a clever technique that coaxes models to "think out loud" by generating step-by-step textual justifications. But as effective as CoT can be, it has always felt like a crutch, like a way to compensate for an architectural shortfall. It's brittle, data-hungry, and computationally expensive, externalizing the complex process of thought into the narrow channel of language.

But what if a model could reason internally, silently, and efficiently, much like the human brain? The paper I'm reviewing today introduces a novel architecture that is not an incremental tweak but a fundamental rethinking of how we might build reasoning machines. This isn't just another model; it's a compelling, brain-inspired blueprint that demonstrates astonishing capabilities with a fraction of the resources. Let's take a holistic dive into the core novelties of this exciting work.

### **The Core Idea: Latent Reasoning in a Two-Tiered System**

The central innovation of the Hierarchical Reasoning Model (HRM) is its departure from the flat, monolithic structure of standard Transformers. Inspired by the way the brain organizes computation across different regions and at different speeds, HRM is a recurrent architecture built on two interdependent modules:

1. A High-Level (H) Module: This module operates on a slower timescale. Think of it as the strategic planner or the conscious, deliberate mind. It doesn't get bogged down in the minutiae but is responsible for forming abstract plans and guiding the overall problem-solving trajectory.
2. A Low-Level (L) Module: This module is the fast workhorse. It takes the abstract plan from the H-module and executes rapid, detailed computations and searches.

This entire process happens in **latent space**. Instead of generating tokens, the model manipulates and refines high-dimensional vectors- its internal state of "thought." The H-module's state provides a guiding context, and within that stable context, the L-module iterates rapidly to explore solutions. This is a profound shift. It suggests that language is for communication, not the substrate of thought itself which is a view that resonates with modern neuroscience.

### **Achieving True Computational Depth with "Hierarchical Convergence"**

Anyone who has worked with standard Recurrent Neural Networks (RNNs) knows their pitfalls. They often converge on a solution too quickly, effectively halting computation and limiting their "depth" of thought, or they suffer from instabilities like vanishing or exploding gradients. HRM sidesteps this with an elegant concept the authors term **hierarchical convergence**.

Here's the intuition:

* For a given strategic context set by the slow H-module, the fast L-module runs for a set number of steps, performing its detailed search. As an RNN, it will naturally begin to settle toward a local equilibrium, a stable internal state.
* Just as its computational energy would start to fizzle out, the cycle ends. The final state of the L-module is fed back to the H-module.
* The H-module integrates this result and performs its own, slower update, establishing a *new* high-level context.
* This new context essentially "resets" the L-module, kicking off a fresh phase of computation toward a *different* local equilibrium.

As visualized in the paper's analysis of forward residuals (a measure of computational activity), this process allows the L-module's activity to spike again and again, while the H-module converges steadily and gracefully toward a final solution. This nested computational structure enables the model to perform a sequence of distinct, stable, and deep computations, avoiding the premature exhaustion of standard recurrent models.

### **A Smarter Way to Train: Bypassing Backprop-Through-Time**

Training deep recurrent models has always been a headache due to the memory and computational costs of Backpropagation Through Time (BPTT). HRM introduces a more efficient, biologically plausible training method based on a **one-step gradient approximation**.

Grounded in the theory of Deep Equilibrium Models (DEQ), this approach bypasses the need to unroll the entire history of computations. It calculates the necessary gradients using only the final state of each module, treating the intermediate states as constants. This clever shortcut keeps the memory footprint for backpropagation constant, regardless of how many recurrent steps the model takes. This efficiency is further enhanced by a "deep supervision" mechanism, where the model receives corrective feedback after each full forward pass (or "segment"), stabilizing training and acting as a powerful form of regularization.

### **Thinking on Demand: Adaptive Computational Time (ACT)**

Not all problems require the same amount of thought. Inspired by the brain's ability to switch between fast, automatic "System 1" thinking and slow, deliberate "System 2" reasoning, HRM incorporates an **Adaptive Computational Time (ACT)** mechanism.

Using a Q-learning algorithm, the model learns a policy to decide whether to "halt" and output an answer or to "continue" and perform another segment of computation. This allows HRM to dynamically allocate its computational budget, "thinking" longer for harder problems while quickly dispatching easier ones. The result is a system that achieves nearly the same performance as a model with a fixed, large number of computational steps but with significantly greater efficiency.

### **The Emergent Signature of Intelligence: A Dimensionality Hierarchy**

Perhaps the most profound finding in the paper is not just that HRM works, but *how* it organizes itself. The researchers analyzed the "effective dimensionality" of the representations in each module using a measure called the Participation Ratio (PR). A higher PR means a representation is more complex and distributed across more dimensions.

The results are striking:

* After training, the high-level H-module autonomously learns to operate in a substantially **higher-dimensional space** than the low-level L-module.
* This emergent hierarchy mirrors what neuroscientists observe in the mammalian cortex, where higher-order cognitive regions exhibit higher-dimensional neural activity to support flexible, context-dependent tasks.
* Crucially, this structure is not present in an untrained network; it is a learned property that emerges as the model masters complex reasoning.

This finding suggests that HRM hasn't just been trained to solve a task; it has discovered a fundamental organizational principle for robust and flexible computation. It learns to partition its internal workspace into a high-capacity, abstract space for planning and a more specialized, lower-dimensional space for execution.

### **Putting It All Together: A New Performance Benchmark**

The architectural and training novelties of HRM translate into truly remarkable performance. With only **27 million parameters** and trained on just **~1000 examples** per task (without pre-training), HRM achieves results that eclipse much larger, data-hungry models:

* On the **Abstraction and Reasoning Corpus (ARC-AGI)**, a key test of fluid intelligence, HRM surpasses leading CoT-based models like Claude 3.7 and 03-mini-high.
* On extremely difficult **Sudoku puzzles** and **30x30 Maze pathfinding** tasks, problems that require extensive search and backtracking, HRM achieves near-perfect accuracy, while state-of-the-art LLMs using CoT fail completely.

These results challenge the "scale is all you need" mantra. They suggest that the right architecture, one with sufficient computational depth and inductive biases inspired by the brain, can be orders of magnitude more data-efficient and powerful for complex reasoning.

### **The Road Ahead**

The Hierarchical Reasoning Model is a compelling piece of work that deserves the community's full attention. It presents a viable and powerful alternative to the dominant CoT paradigm, moving AI reasoning from a linguistic process to a latent, computational one.

Of course, questions remain. How well does this architecture scale? Can its powerful, silent reasoning engine be coupled with the rich world knowledge and linguistic fluency of LLMs? The authors are clear that their work is a step toward a foundational framework for universal computation, not the final word.

HRM is a reminder that inspiration for the next generation of AI may not come from adding another trillion parameters, but from looking at the elegant and efficient computational principles of the one proven reasoning machine we know: the human brain. This is a collaborative journey, and this paper provides a fascinating and promising new map.

<https://arxiv.org/abs/2506.21734>

**Mike’s Daily Paper: 02.08.25  
Mixture-of-Recursions: Learning Dynamic Recursive Depths for Adaptive Token-Level Computation**

#### Do All Tokens Need the Same Amount of "Thinking"? Mixture-of-Recursions Says No.

#### **Background: The Efficiency Squeeze**

Let's start with a truth we all know in the AI world: making language models bigger unlocks incredible power, but it comes at a huge cost. The massive amount of computer power and memory needed to train and run these models means they are mostly limited to a few giant data centers. This has sparked a big search for more efficient model designs.

So far, this search has followed two main paths. The first path is parameter efficiency, which tries to get more performance from fewer model weights. A common trick here is sharing parameters, where the same set of weights is used in different parts of the model. The second path is adaptive computation, where the model only uses more computer power on the parts of the input that are truly hard, letting simpler parts take an easier route.

While both ideas have worked well on their own, a single model that does both at the same time has been missing. Recursive Transformers, which use a shared set of layers over and over, seemed like a good start because of their built-in parameter sharing. However, most of them used a fixed number of steps for every token, so they couldn't really adapt to the input.

#### **The Big Idea: Mixture-of-Recursions (MoR)**

This is where the reviewed paper, "Mixture-of-Recursions (MoR)," makes its mark. It introduces a new and combined framework that smartly mixes the two types of efficiency into one simple design.

Basically, MoR is a Recursive Transformer. This means it uses a shared "recursion block", a stack of layers, multiple times to process text, which keeps the number of parameters low. But the real novelty is how it decides *how many times* to use this block. Instead of a fixed number for all tokens, MoR uses small routers that decide on the fly how many recursion steps each individual token needs.

Think of it this way: for a simple token like the word "the," the router might decide one trip through the block is enough. But for a more meaningful or complex token like "defensively," the router might send it through the block three times, giving it more "thinking" time. This is the mix of saving parameters and saving computation.

#### **The Novelty: A Trifecta of Efficiency**

The genius of MoR is that it doesn't just combine two ideas; it creates a positive loop where one good thing leads to another. The framework's novelty comes from three connected parts that work together:

1. **Parameter Sharing via Recursion:** The foundation of MoR is reusing a single block of parameters. This naturally cuts down on the number of unique weights the model needs, making the model itself smaller and lighter from the start.
2. **Adaptive "Thinking" Depth via Routing:** This is the main new idea in the design. By training a router to give each token its own number of recursion steps, MoR avoids the rigid, same-for-everything approach of older models. This isn't just a trick added later; it's a basic part of how the model is trained from scratch, allowing it to learn how to use its computer power wisely.
3. **Smarter Memory Access:** This is a powerful and direct result of the adaptive depth. In a normal Transformer, the Key-Value (KV) cache is a big memory problem during inference. With MoR, if a token leaves early after just one recursion, the model doesn't need to calculate or store its KV pairs for the deeper steps. This smart, on-the-fly caching reduces memory traffic and, most importantly, reduces the costly attention calculation to only the tokens that are still active at that depth.

This three-in-one package allows MoR to tie weights to save parameters, route tokens to save computation, and selectively cache key-values to save memory traffic; all inside one model.

#### **The "How": A Glimpse Under the Hood**

The paper explores different ways to build this, focusing on two main choices:

* Routing Strategies: Deciding how to route tokens involves a choice between two options. With expert-choice routing, each recursion step is an "expert" that picks the top-k tokens to continue. This gives a fixed amount of work but can cause issues with the order of information during training. With token-choice routing, each token gets its full path assigned at the very beginning. This avoids the ordering problem but can lead to unbalanced work, with some steps getting too many tokens and others too few.
* KV Caching Strategies: The authors also suggest two ways to handle the KV cache.  
   Recursion-wise caching stores KV pairs just for the active tokens at each step, which saves on computation. The other option, recursive KV sharing, caches all KV pairs at the first step and reuses them for all the deeper steps. This greatly cuts down on memory and can speed up the initial processing of a prompt, making it a good option when memory is tight.

#### **The Bottom Line: Pushing the Pareto Frontier**

The test results are great. Across different model sizes (from 135M to 1.7B parameters), MoR sets a new standard for efficiency.

With the same amount of training compute, MoR models get better results (lower test error and higher accuracy on new tasks) than regular and older recursive models, even with up to 50% fewer parameters. When trained on the same amount of data, MoR gets better results while using 25% fewer computing steps and cutting down on training time and memory.

The design also scales up well. As models get bigger, MoR not only matches but often beats the much larger vanilla Transformer, all while using about a third of the unique parameters.

#### **Why This Matters: A Conceptual Shift**

Mixture-of-Recursions is more than just a clever trick. It's a new way of thinking about how models are built and how they work. It treats model "depth" not as a fixed number, but as a flexible resource to be used as needed for each token.

This framework smartly changes our view of a model's "thinking" process into a form of hidden reasoning, where how much it "thinks" depends on how hard the concept is. By combining parameter sharing with adaptive computation, MoR offers a powerful and scalable way to get the performance of huge models without their huge costs. It's a complete solution that points to a future of smarter, more efficient, and easier-to-use language models.

https://arxiv.org/abs/2507.10524

**Mike’s Daily Paper: 04.08.25  
Rethinking Transformers Through the Lens of Physics: The Rise of Energy-Based Models**

Physics Meets AI: How a New Model Learns Language Without Predicting a Single Token.

For years, the dominant paradigm for training Large Language Models has been deceptively simple: teach them to predict the next word. This autoregressive, likelihood-based approach has been wildly successful, but it has inherent limitations. Models trained this way think locally, token by token. They can lose track of global coherence, struggle with long-range dependencies, and find it difficult to satisfy complex, holistic constraints.

But what if, instead of teaching a model to predict the next step, we could teach it to recognize a good outcome when it sees one? A paper from a team at Stanford proposes exactly this, reframing the Transformer not as a sequential predictor, but as an **Energy-Based Model (EBM)**. This isn't just a new architecture; it's a new philosophy, one that trades the local logic of likelihood for the global intuition of a physical system.

#### **The Core Idea: From Predicting Tokens to Scoring Sequences**

At its heart, an Energy-Based Model doesn't calculate the probability of a piece of data directly. Instead, it assigns a scalar value—**energy**—to any possible configuration. The core principle is simple: configurations with low energy are more probable, more stable, more "correct." Configurations with high energy are unlikely.

The authors of this paper apply this concept to language. Their Energy-Based Transformer (EBT) doesn't predict tokens. It reads an *entire* sequence of text and outputs a single number: its energy. A well-formed, coherent, and logical sentence gets a very low energy score. A garbled or nonsensical one gets a high score.

This is a fundamental shift. Unlike a standard GPT model, which is inherently directional and processes text one token at a time, an EBT is fully **bidirectional**. It can evaluate the global coherence of a sentence by looking at all its parts simultaneously, much like a human reader would.

#### **Training Without Likelihood: The Art of Contrast**

So how do you train such a model? If you can't maximize the likelihood of the next token, what's the objective? The answer is **contrastive learning**.

The training process is elegant:

1. You show the model a "positive" example—a real sentence from the training data—and teach it to assign this sentence a low energy score.
2. Then, you show it a "negative" example—a corrupted version of the sentence, perhaps with a few words randomly replaced. You teach the model to assign this nonsensical sentence a high energy score.

By repeating this process millions of times, the EBT learns to build an "energy landscape" for the entire space of possible sentences. Valid language resides in the low-energy valleys, while everything else is pushed up into the high-energy mountains.

#### **Thinking and Generating with a Gradient**

This global perspective is what unlocks the "thinker" in the model's title. Because the EBT scores the whole sequence, it excels at tasks requiring holistic reasoning and constraint satisfaction, where autoregressive models often fail.

Generation, however, is a different beast. You can't just sample from an energy landscape directly. Instead, the model has to *find* the low-energy valleys. The authors use an iterative technique inspired by physics called **Langevin dynamics**, a type of MCMC sampling. The process looks like this:

1. Start with a sequence of pure random noise (random tokens).
2. Calculate the energy of this garbage sequence.
3. Slightly nudge the tokens in the direction that most reduces the energy (i.e., move down the gradient of the energy function).
4. Repeat this process hundreds of times.

Slowly, iteratively, the random sequence is refined, settling from the high-energy mountains down into a low-energy valley, emerging as a coherent, well-formed sentence. While this process is slower than standard autoregressive generation, it allows for a much more controlled and globally-aware form of creation.

#### **Why It's a Scalable Learner and Thinker**

The paper provides strong evidence that this approach scales. As the models get bigger, their ability to distinguish good sequences from bad ones improves, and the quality of the generated samples gets better.

More importantly, the energy-based framework is incredibly flexible. You are no longer yoked to next-token prediction. Want a model that generates positive movie reviews? Just add another "energy term" to the training objective that penalizes negative sentiment. This modularity makes EBTs a powerful tool for controllable generation.

This work forces us to reconsider the foundations of our current models. It suggests that the path to more robust, coherent, and controllable AI may not lie in simply scaling up next-token prediction, but in building models that understand language on a more holistic, physical level.

<https://arxiv.org/abs/2507.02092>

**Mike’s Daily Paper: 06.08.25  
Where to show Demos in Your Prompt: A Positional Bias of In-Context Learning**

### **It’s Not Just *What* You Prompt, It’s *Where***

The paper we review today shows that simply moving your examples from the top to the bottom of a prompt can dramatically change an AI's accuracy. Prompt engineers obsess over the *content* of their prompts. But a new paper, "Where to show Demos in Your Prompt" by Kwesi Cobbina and Tianyi Zhou, reveals we've been missing something just as critical: the position of those examples. The work moves beyond prompt tinkering into rigorous science, and its novelty lies in its precision and systematic approach.

**Beyond 'Order': A Scientific Look at Position**

While we know the *internal order* of examples matters , this paper makes a crucial distinction: it’s not about shuffling examples, but about moving the entire, unchanged block of examples to different locations within the prompt. The authors name this specific phenomenon “DPP (DEMOS POSITION IN PROMPT) bias**”**. To study this, they created a systematic framework, testing four canonical positions: at the start or end of the system instructions, and at the start or end of the user's query . This transforms a fuzzy observation into a testable science.

Crucially, they look beyond simple accuracy by measuring **PREDICTION-CHANGE** meaning how many answers *flip* when the prompt structure changes. This is a vital contribution, as it reveals hidden instability. A model might seem just as accurate with two different prompts, but one could be causing far more erratic behavior.

### **Key Findings**

The large-scale study, covering ten models and eight tasks, produced clear and actionable results.

* **Primacy is Real:** Placing examples early in the prompt (ssp, esp) consistently yields higher accuracy and greater stability. These positions can boost accuracy by up to 6 points compared to other placements.
* **The Danger Zone:** Putting examples at the very end (eum) is often disastrous. It causes significant performance drops and volatility, flipping over 30% of a model's predictions in some question-answering tasks without improving correctness.
* **No Silver Bullet:** The optimal position isn't universal; it depends on model scale and the specific task. For example, while smaller models strongly prefer demos at the start, a large model like LLAMA3-70B often prefers them closer to the query (sum) .

### **What This Means for You**

This research makes it clear: the placement of your examples is not a stylistic choice. It's a critical parameter that must be tested and tuned. Simply relying on a default format could be leaving significant performance and stability on the table. For the first time, there's a clear roadmap for understanding and optimizing this crucial dimension of prompt design.

<https://arxiv.org/abs/2507.22887>

**Mike’s Daily Paper: 08.08.25  
Efficient Attention Mechanisms for Large Language Models: A Survey**

**Beyond Quadratic: A Deep Dive into the Landscape of Efficient Attention**

The self-attention mechanism is the beating heart of the modern Large Language Model. It grants Transformers their profound ability to understand context by allowing every token to communicate with every other token in a sequence. But this power comes at a staggering, almost prohibitive, cost. The computational and memory requirements of self-attention scale quadratically with the length of the input sequence. This single bottleneck has, for years, defined the horizon of what's possible, making truly long-context reasoning a grand challenge.

A rich body of research has tackled this "quadratic problem," producing a diverse and often confusing ecosystem of solutions. A survey of this field does not just list these methods; it provides a crucial taxonomy—a map for navigating the complex trade-offs between computational efficiency, model expressiveness, and theoretical elegance. This review delves into the core principles that structure this landscape.

#### **The Four Families of Efficiency**

At its core, the challenge is to approximate the full N-by-N attention matrix without explicitly computing or storing it. The survey categorizes the myriad of approaches into four principal families, each with its own philosophy.

**1. Fixed-Pattern Sparsity: The Architectural Fix**

The most direct approach to breaking the quadratic bottleneck is to presuppose that a dense, all-to-all attention matrix is overkill. These methods impose a sparse attention pattern, where each token is only allowed to attend to a small, fixed subset of other tokens.

This family includes methods that use **sliding windows**, where a token only attends to its local neighbors. This is built on the strong intuition of locality of reference—that nearby words are often the most relevant. To prevent the loss of global information, this is often augmented with a few **global tokens** that are allowed to attend to the entire sequence, or **dilated/strided patterns** that systematically skip tokens to cover a wider receptive field with a fixed number of computations. These methods are highly efficient and straightforward to implement, but their primary limitation is their rigidity. The attention patterns are hand-designed and not data-dependent, meaning the model cannot dynamically decide to focus on a distant but relevant token outside its predefined window.

**2. Low-Rank Approximation: The Compression Trick**

This family of methods operates on a more subtle mathematical insight: that the full attention matrix is often low-rank, meaning its information can be effectively compressed into a much smaller number of "concepts" or summary vectors. Instead of computing the full matrix, these models project the query, key, and value matrices into a lower-dimensional subspace, effectively forcing the attention mechanism to operate through an information bottleneck.

The core idea is to approximate the N-by-N attention matrix by factorizing it into the product of two smaller, N-by-k matrices, where k is much smaller than N. In essence, the model learns to summarize the entire sequence into a fixed number of representative key-value pairs, and all tokens attend to this compressed summary instead of to each other. This is a more flexible approach than fixed patterns, as the content of the compressed summary is learned from the data. However, this introduces a new trade-off: the fixed size of the bottleneck limits the model's capacity to handle sequences with a very high density of unique information.

**3. Kernelization: The Mathematical Sleight-of-Hand**

Perhaps the most mathematically elegant solutions are those that reframe attention through the lens of kernel methods. Standard attention can be seen as computing a similarity matrix between queries and keys, then using that matrix to weight the values. The quadratic cost comes from the explicit construction of this massive similarity matrix.

Kernel-based methods cleverly sidestep this by leveraging the associative property of matrix multiplication. They reformulate the attention calculation to first combine the keys and values, *before* interacting with the queries. This simple reordering means the N-by-N matrix is never formed. Instead of a large matrix-matrix product, the computation is reduced to two smaller matrix-vector products, bringing the complexity down from quadratic to linear. This approach is powerful because, in theory, it can approximate the full attention mechanism without imposing any hard sparsity constraints. Its effectiveness hinges on finding a kernel function that accurately captures the similarity between queries and keys, and much of the research in this area focuses on developing new kernel functions (often using techniques like random feature approximation) that are both efficient and expressive.

**4. Learnable Sparsity & Mixture of Experts: The Adaptive Approach**

A fourth, emerging family seeks to get the best of all worlds by making the sparsity pattern itself data-dependent and learnable. Instead of using fixed patterns or a global low-rank bottleneck, these methods try to predict which tokens are most relevant for a given query. This is often accomplished using techniques like clustering or by employing a MoE framework, where different attention heads are trained as "specialists" for different types of patterns. A routing mechanism then learns to send each token to the most relevant expert head. These hybrid approaches are among the most powerful and flexible but also the most complex to implement and train.

In conclusion, the survey reveals that there is no single "best" efficient attention mechanism. Each family presents a fundamental choice about the nature of the approximation, trading computational complexity for expressive power in a different way. The field is a vibrant dialogue between architectural priors, mathematical approximation theory, and adaptive, learned systems.

<https://arxiv.org/abs/2507.19595>

Here is the English translation:

**Mike’s Daily Paper: 12.08.25  
Your LLM Knows the Future: Uncovering Its Multi-Token Prediction Potential**

How to generate tokens in parallel, but without diffusion-based language models.

This article challenges the autoregressive generation of LLMs and proposes a method that trains a model to predict several tokens simultaneously, i.e., MTP (Multiple Token Prediction). As mentioned, MTP is trained to predict several tokens at once, unlike NTP (Next Token Prediction), which predicts a single token at a time. Additionally, the proposed approach incorporates the use of what is called Speculative Decoding, a topic I have recently lectured on at several conferences and meetups. It also uses a fine-tuning technique for models (usually transformer-based) called LoRa, which stands for Low-Rank Adaptation.

Okay, so first of all, the authors train several decoding heads (only one layer, to my understanding) for each predicted token, except for the next token, which is predicted in the standard way as in NTP. To predict the next token, the authors use not only its contextual representation but also the non-contextual representation (from the embedding dictionary) of the previous token (both are concatenated and passed through a two-layer MLP).

Furthermore, the article trains LoRA (additional matrices for the weights of the transformer's linear layers) but uses them only to predict tokens beyond the next one. In the paper, this method is called Gated LoRA. This method can be trained in parallel, similar to how we train a standard NTP.

The final approach discussed in the paper is Speculative Decoding or SD. Broadly, SD is a family of techniques for improving generation speed while preserving the generation distribution as in autoregressive generation (i.e., with NTP). Usually, a weaker and faster model (sometimes such a model is part of the model we want to optimize) is used to generate several tokens, which are then verified in parallel with the target model. The tokens that pass the verification successfully are accepted, and thus we can achieve faster generation.

Here, instead of the large model, they use parallel generation of several tokens via MTP, put them through the verification process, and the more tokens that pass, the faster the generation we get. Additionally, the paper suggests continuing to generate another k tokens with MTP (where k is the number of tokens generated with MTP). If all the initial k tokens pass the check, we continue the verification process with the next k tokens, which is expected to speed up the generation rate even more.

A relatively light and well-written paper - recommended.

<https://arxiv.org/abs/2507.11851>

**We've Been Aligning AI All Wrong. The Solution is Deceptively Simple**

**Mike’s Daily Paper: 13.08.25  
Checklists Are Better Than Reward Models For Aligning Language Model**

For the last few years, a single paradigm has dominated our efforts to align LLMs: Reinforcement Learning from Human Feedback (RLHF). At its heart lies the **reward model (RM)**, a powerful but opaque neural network trained to distill the messy, high-dimensional landscape of human preference into a single, scalar reward. We then use this score to guide our LLM toward "good" behavior. But this entire pipeline rests on a fragile assumption: that a single, learned number can reliably capture the multifaceted nature of human values.

A paper I review today challenges this entire premise. The authors argue that by chasing a single, holistic score, we've built systems that are not only black boxes but are also prone to "reward hacking" and are difficult to steer. Their proposed alternative is not a more complex model, but a move toward radical simplicity and interpretability. By combining structured **checklists** with the power of **Direct Preference Optimization (DPO)**, the paper charts a course for a more robust, efficient, and trustworthy path to alignment.

**From a Scalar "Vibe" to a Vector of Verifiable Traits**

The first core novelty is the shift from an implicit, scalar-valued reward to an explicit, vector-based one. Instead of training a reward model to develop an intuitive "vibe" for what humans prefer, the authors propose evaluating a model's output against a structured checklist of concrete, desirable properties.

Imagine evaluating a response not with a single score from 1 to 10, but against a list of binary or multi-level criteria:

* Is the answer factually correct? (Yes/No/Partially)
* Does it avoid harmful stereotypes? (Yes/No)
* Is the tone helpful and not condescending? (Yes/No)
* Does it cite credible sources, if applicable? (Yes/No)

This decomposition is key. It turns the nebulous task of preference modeling into a series of more constrained, verifiable classification problems, often performed by an automated "judge" LLM. But this raises a crucial question: how do you turn this multi-faceted evaluation into a clean training signal to update the model?

**The Algorithmic Bridge: How Checklists Power DPO**

This is where the paper's second, and arguably most critical, innovation comes into play. The checklist isn't used as a direct reward function. Instead, the authors use it as a powerful, **automated labeling function to generate preference pairs for DPO**.

Direct Preference Optimization (DPO) works by fine-tuning a model on pairs of chosen and rejected responses. The paper's genius is to use the checklist to create these pairs programmatically, eliminating the need for expensive human annotation or a separate reward model.

The training process becomes a self-contained, iterative loop:

1. **Generate:** For a given prompt, the model being aligned generates two or more candidate responses.
2. **Evaluate:** The judge model evaluates each response against the checklist, determining which one better satisfies the explicit criteria.
3. **Pair:** Based on this evaluation, the superior response is labeled chosen (y\_w) and the other is labeled rejected (y\_l).
4. **Fine-tune:** This freshly generated (y\_w, y\_l) pair is used as a single data point to update the model with the DPO loss function.

This elegant synthesis solves multiple problems at once. It bypasses the need to train a monolithic reward model, instead sourcing its preference signal from the transparent, editable checklist. And because the data is generated on the fly, it creates a dynamic, self-correcting curriculum that can be steered in real-time simply by modifying the checklist criteria.

### **The Payoff: Robustness Over Brittle Perfection**

The authors' experiments are designed not just to top leaderboards, but to test for robustness. They show that while standard RM-based alignment can achieve high scores on specific benchmarks, these models are often brittle. They master "Goodhart's Law," becoming exceptionally good at optimizing for the proxy (the reward score) at the expense of the true goal.

In contrast, models aligned with the Checklist-DPO method demonstrate greater robustness. Because they are optimized to satisfy a diverse set of explicit criteria, they are less likely to find a single, simple "hack." They have to be good in multiple, verifiable ways. The paper shows these models are more resistant to adversarial prompts, less sycophantic, and more reliably adhere to safety constraints, even in out-of-distribution scenarios.

### **Conclusion**

In summary, this paper presents a compelling alternative to the prevailing reward model paradigm in LLM alignment. By synthesizing a structured, rule-based feedback mechanism (the checklist) with an efficient preference optimization algorithm (DPO), it offers a framework that prioritizes interpretability and direct control. The core trade-off presented is one of complexity: the proposed method shifts the challenge away from training an opaque, monolithic reward model and toward the careful, human-led engineering of a comprehensive checklist.

<https://arxiv.org/abs/2507.18624>

The Reasoning Illusion: FormulaOne Exposes the Algorithmic Blind Spot of LLMs

**Mike’s Daily Paper: 14.08.25**  
**FormulaOne: Measuring the Depth of Algorithmic Reasoning Beyond Competitive Programming**

In the relentless quest for Artificial General Intelligence (AGI), the ability of LLMs to reason algorithmically remains a critical, yet contentious, frontier. For years, our primary yardstick has been competitive programming—a high-pressure domain that has served as a decent proxy for computational thinking. But as our models grow more powerful, a nagging question emerges: are we still measuring the right thing? This gets to the heart of the matter. Current benchmarks test a model's ability to access and apply its vast library of known solutions. The real question is: can a model *think* like a computer scientist?

This is where this new paper lands a direct hit. The authors argue that while LLMs show impressive results on benchmarks like competitive programming, they are mostly just expertly combining a few known algorithms. FormulaOne introduces a benchmark designed to probe a far more elusive dimension: the ability to engage in the deeper, more creative reasoning process required to invent an algorithm from scratch.

**Beyond the Competitive Programming Comfort Zone**

Competitive programming platforms like Codeforces and LeetCode have been invaluable. They've pushed the boundaries of what models can achieve. However, they foster a specific kind of problem-solving, one based on pattern recognition and recombination. The FormulaOne paper implicitly critiques this by suggesting its limitations:

* **Focus on Speed:** Competitive programming often rewards the *fastest* correct solution, not necessarily the most elegant or generalizable one.
* **Shallow Reasoning:** Many problems are variations on a theme, solvable by recognizing a known pattern and applying a standard algorithm. This tests an LLM's "algorithmic vocabulary," not its reasoning prowess.
* **The "Training Data" Crutch:** There's a high probability that solutions to many popular competitive programming problems are lurking somewhere in the model's training data, making it difficult to assess true, novel problem-solving ability.

**The FormulaOne Gauntlet: A New Kind of Benchmark**

This is where FormulaOne enters the ring. It’s not just a new dataset; it's a new philosophy of evaluation. The goal is to measure the *depth* of reasoning required to invent a new algorithm from scratch. Problems are designed so that the final solution is a simple-to-write program, but the path to discovering this program is intricate and non-obvious.

The authors achieve this through a "mathy" and sophisticated approach, leveraging concepts from **parameterized complexity** and **graph theory** to generate problems with a precisely controlled difficulty gradient. One of the core mathematical tools they employ is **treewidth**, a measure of how "tree-like" a graph is. Problems with low treewidth can often be solved with dynamic programming, but as treewidth increases, the required algorithmic creativity skyrockets.

To formalize this, the team uses **Monadic Second-Order Logic (MSO)**. This powerful logical framework allows them to specify properties of graphs and automatically generate a vast and diverse set of problems. Crucially, this synthetic generation process ensures the problems are novel and not present in any training data, forcing the models to reason from first principles.

#### **The Sobering Results and A Path Forward**

The paper's findings are a reality check. While top-tier models like GPT-4 and Claude 3 Opus show some capability, their performance on FormulaOne problems is significantly lower than on traditional benchmarks. This starkly illustrates the gap between pattern matching and genuine, deep reasoning. The models struggle precisely where the need for creative, multi-step algorithmic discovery begins.

This is the sharp, holistic takeaway from FormulaOne. It's not just another leaderboard to climb; it's a diagnostic tool that reveals the current limitations of our LLMs. It suggests that simply scaling up existing architectures and training data might not be enough to bridge the chasm to AGI. We need to focus on architectures and training methods that foster genuine, creative problem-solving.

FormulaOne provides a concrete, mathematically-grounded path to measure our progress. It challenges the AI community to move beyond the comfort zone of known problems and to start tackling the far more difficult, and far more important, challenge of teaching our models how to *think*. The race is on.

<https://arxiv.org/abs/2507.13337>

**When an LLM Stops Talking and Starts Deleting Files — Enter the Age of LAMs**

**Omri & Mike’s Daily Paper: 16.08.25** **Large Action Models: From Inception to Implementation**

What are Large Action Models (LAMs), and how are they different from LLMs?

Bottom line: a LAM is an LLM, but one that is trained and adapted specifically to produce *executable actions* in a real environment. While a standard LLM is trained to produce coherent, high-quality text, a LAM is trained to generate programs and commands that can actually be executed through an agent, whether that’s a click, a keystroke, or an API call, directly affecting the world rather than just “talking about it.”

The authors argue that instead of connecting LLMs to agent environments, we should connect a LAM that essentially serves as the decision-making engine inside the agent loop: the agent collects observations from the environment (e.g., screen state, list of available buttons, or API data), feeds them into the LAM, and the LAM outputs the next action to take. The agent then executes the action and returns feedback about the outcome, enabling the LAM to update its subsequent decisions.

This is where the critical difference lies, also in terms of risk. A “classic” LLM error typically manifests as a wrong answer or hallucination — harming understanding or trust, but without direct real-world consequences. By contrast, an error by a LAM could cause real damage: deleting an important file, sending a message to the wrong address, or executing an unwanted business operation.

The researchers’ experiments were conducted only on Windows, focusing on Microsoft Word tasks. They connected the LAM to UFO, a GUI agent for Windows. The agent reads the UI state: a list of controls with type, title, and index — passes this information to the LAM for decision-making, and then executes the chosen action (mouse click, typing, or API call).

The proposed pipeline has 5 stages: **Data → Training → Integration & Grounding → Offline Eval → Online Eval.**

Throughout the paper, there is a clear distinction between *Task-Planning* and *Task-Action*. During data collection, they first gathered Task→Plan data, then converted these steps into concrete trajectories in Word: selecting a specific button, defining the action type and parameters, so the agent can run them and verify success or failure. This process is called **Grounding** — anchoring the model’s textual output to a real UI and deterministic operational actions.

* **LAM1**: trained with SFT only on Task→Plan (𝑡ᵢ→𝑃ᵢ). The idea is to first teach the model how to break tasks into logical steps before choosing actual actions. They used ~76.7K examples from sources like help guides, WikiHow, and historical queries, carefully cleaned and processed for consistency and quality.
* **LAM2**: shifted focus to State→Action, imitating successful GPT-4o trajectories (𝑠ₜ→𝑎ₜ). Each example contained the current UI state (list of controls with type, title, index + task text) and the exact action executed. These success trajectories were derived from LAM1’s Task→Plan data, then grounded into real Word UI actions, executed live, and filtered for successful runs. The dataset ended with 2,192 successful trajectories used for SFT.
* **LAM3**: continued SFT on State→Action, but introduced **Self-Boosting**: they took GPT-4o failure trajectories, let the LAM2-trained model retry, and collected new successes. This produced high-quality additional data without manual annotation, covering harder cases.
* **LAM4**: moved from SFT to RL, applying Offline PPO guided by a Reward Model (RM). The RM was based on LAM3, with an added layer that scores each action. It was fine-tuned with LoRA on both success and failure trajectories: +1 for successful steps, −1 for failed ones, and trained with MSE to predict these scores. Then they used the RM to train LAM4 with Offline PPO, this time focusing on 1,788 failure trajectories from LAM3 — in order to “learn from mistakes.” The training format was (𝑠ₜ, 𝑟ₜ)→𝑎ₜ, with the RM providing the reward.

The paper reports three types of evaluation: **Planning**, **Offline Eval**, and **Online Eval**.

In the first two, they checked task-level planning success, step breakdowns, and accuracy in selecting the correct object and action. The models steadily improved from competitive baselines to consistent gains. In the third, live runs in Windows/Word, the text-only LAM performed competitively against GPT-4o, even surpassing it in some purely text-based configurations. However, when GPT-4o was enhanced with vision, it achieved higher success rates, albeit with slower speed and reduced efficiency.

The authors suggest that as agents become more common and capable, we will likely see more of this type of work: connecting models to real environments, training on task-specific data, and adapting to domains. It’s not clear that the exact recipe of three SFT stages followed by one RL stage is optimal, but the direction, turning LLMs into more task-oriented, structured, domain-adapted models, seems like a natural step in an era where more and more agents act in the real world.

<https://arxiv.org/pdf/2412.10047>

**The End of Transformer Babysitting: Forging Stability Without the Hacks.**

**Mike’s Daily Paper: 19.08.25**  
**A New Foundation for Stable Transformers: Enforcing Lipschitz Bounds**

In the world of deep learning, we often celebrate the ever-increasing scale and performance of models like Transformers. Yet, beneath the surface of these impressive feats lies a persistent and often-overlooked problem: **instability**. Anyone who has trained a large Transformer has likely encountered the frustration of exploding or vanishing gradients, the need for delicate learning rate schedules, and the mysterious "NaN" loss that can derail a training run. These issues all point to a fundamental lack of control over the model's behavior.

A new paper, **"Training Transformers with Enforced Lipschitz Bounds,"** offers a refreshingly principled solution to this problem. Instead of relying on a patchwork of empirical tricks, the authors introduce a novel training methodology that enforces a mathematical property known as the **Lipschitz condition**. This approach not only tames the instabilities of the Transformer architecture but also leads to improved generalization and robustness. Let's take a deep dive into the core novelties of this exciting work.

### The Core Idea: Bounding the Sensitivity of the Model

At its heart, the Lipschitz condition is a measure of a function's "smoothness" or "sensitivity." A function with a small Lipschitz constant cannot change too rapidly; small changes in the input will only lead to small changes in the output. By enforcing a Lipschitz bound on a neural network, we are essentially putting a speed limit on how much the model's output can change in response to perturbations in its input.

This is a powerful idea. In the context of Transformers, it means we can control the sensitivity of each component of the model, from the self-attention mechanism to the feed-forward layers. This fine-grained control has profound implications for training stability and model performance.

### A Novel Architecture: The Lipschitz-Constrained Transformer

To enforce the Lipschitz condition, the authors propose a series of novel modifications to the standard Transformer architecture. These are not mere tweaks but a principled redesign of the model's core components:

* **Spectrally Normalized Layers:** The authors apply **spectral normalization** to the weight matrices in both the self-attention and feed-forward layers. This technique is chosen for its mathematical precision: the spectral norm of a weight matrix is **exactly equal** to the Lipschitz constant of that linear layer. This allows for direct and tight control over the model's sensitivity at each stage.
* **Provably Lipschitz Feed-Forward Blocks:** A key novelty is how the paper handles the non-linearity in the feed-forward network (FFN). The authors show how to construct the entire FFN block to be provably 1-Lipschitz **using standard activations** like ReLU or GeLU. This is achieved by combining spectrally normalized weight matrices with careful handling of the activation function, ensuring that the complete transformation within the block adheres to the strict Lipschitz constraint.
* **Provably Bounded Residual Connections:** The authors also provide a rigorous analysis of the residual connections that are fundamental to the Transformer. They demonstrate how to properly scale the residual branches to ensure that their addition does not violate the Lipschitz property of the overall model. This careful composition of provably bounded components is what allows the entire Transformer architecture to be constrained.

These architectural innovations, taken together, create a new type of Transformer that is, by design, more stable and well-behaved than its predecessors.

### Taming the Beast: A More Stable Training Process

The benefits of the Lipschitz-constrained Transformer become immediately apparent during training. The authors demonstrate that their model is remarkably stable, even **without the need for Layer Normalization**, a component often considered essential for standard Transformers.

This stability allows for a more straightforward and robust training process. The authors show that their model can be trained with larger learning rates and is less sensitive to hyperparameter choices. This not only makes the training process more efficient but also opens the door to new possibilities for scaling up Transformer models.

### Beyond Stability: Improved Generalization and Robustness

The benefits of enforcing Lipschitz bounds extend beyond just training stability. The authors also demonstrate that their model exhibits improved generalization and robustness:

* **Better Generalization:** The Lipschitz constraint acts as a form of powerful, implicit regularization, preventing the model from overfitting to the training data. This leads to better performance on unseen data.
* **Increased Robustness to Adversarial Attacks:** By limiting the model's sensitivity to small perturbations in the input, the Lipschitz constraint makes the model inherently more robust to adversarial attacks. The authors show that their model is significantly more resilient to these attacks than standard Transformers.

### Empirical Validation: Putting Theory into Practice

The authors rigorously test their Lipschitz-constrained Transformer (L-Transformer) against standard Transformer baselines on machine translation and language modeling tasks. The results compellingly validate their theoretical claims.

<https://arxiv.org/abs/2507.13338>

**Finetuning is a Memory Wipe. This Is How You Stop It**

**Mike’s Daily Paper: 19.08.25  
Scaling Laws for Forgetting When Fine-Tuning Large Language Models**

### **The 1% Rule for Curing AI Amnesia: A Deep Dive**

If you've ever finetuned a powerful language model, you know the painful tradeoff. You specialize it on a new task, and in the process, it develops a form of amnesia, forgetting the general knowledge it was so expensive to learn. This "catastrophic forgetting" is a fundamental challenge. A common remedy is to mix in a small amount of the original pretraining data during finetuning, but this has always felt more like a folk remedy than a science.

A new paper, "Scaling Laws for Forgetting during Finetuning with Pretraining Data Injection," elevates this trick into a predictable science. The authors go far beyond just saying "data injection helps." They present a precise, predictive model that describes the complex dance between model size, the amount of fine tuning data, and the percentage of injected data. While the headline is that a mere 1% injection can halt forgetting, the paper's true novelty is the underlying mathematical framework that explains it all.

**The Novelty: A Predictive Model for Forgetting**

The core innovation is a new scaling law designed to predict the final pretraining loss which is a direct proxy for how much the model has forgotten. Instead of a simple formula, think of it as a relationship between competing forces.

The model is elegantly structured. It starts with a **baseline**; the model's initial pretraining loss before finetuning even begins. It then adds a second term that calculates the *magnitude* of the forgetting that will occur. This forgetting term is a fraction, with factors that worsen forgetting in the numerator and factors that prevent it in the denominator.

* **What makes forgetting worse?** In the numerator, we find a term representing the amount of unique finetuning data. This reveals a fascinating insight: the more you finetune a model on new data, the more it forgets its old knowledge. This is because more training steps cause the model's parameters to drift further away from their original, generalist state.
* **What fights forgetting?** In the denominator, we find the mitigating factors. The first is the  
   **model's size** (its parameter count). This confirms the intuition that larger models have more capacity to learn new information without overwriting existing knowledge.
* **The "Magic" Ingredient:** Here’s the most clever part of the model. The injection of pretraining data is modeled as a  
   **powerful multiplier on the model's effective size** . When the model sees even a small percentage of pretraining data, it behaves as if it has a much larger parameter count for the purpose of remembering its original training. A special coefficient, which the paper calls  
   **"Parameter Relative Efficiency" (B)**, determines just how potent this effect is. For a domain that is very different from the pretraining data (like mathematics), this efficiency coefficient is enormous, signifying that injection is critically important. For a similar domain (like Wikipedia), the coefficient is much smaller, as the model is less prone to forgetting in the first place.

This model isn't just theoretical; it's incredibly accurate. Across 12 different domains, it predicts the final pretraining loss with a mean error of just **0.49%**.

### **Key Insights Beyond the 1% Rule**

This powerful model for forgetting yields several other novel and highly practical insights.

#### **1. Finetuning Performance is Safe**

A natural fear is that mixing in old data will hurt the model's performance on the new task. The authors show this is not the case. The final validation loss on the finetuning task is **barely affected** by injecting a small amount of pretraining data. In fact, for smaller models, the injection acts as a healthy regularizer, preventing overfitting and sometimes leading to even

*better* performance on the target domain.

#### **2. Extrapolation is a Superpower**

The true value of a scaling law is predicting the future. The authors confirm their model is excellent for extrapolation. By running cheap experiments on smaller models (e.g., a 334M parameter model), they could accurately predict the forgetting and fine-tuning performance of much larger, more expensive models (1.3B+ parameters) . This allows labs to forecast the results of a 7-hour run on 8 GPUs using a 30-minute experiment on 4 GPUs, saving immense amounts of time and energy .

#### **3. You Don't Need the Whole Haystack**

Practically speaking, does this technique require streaming from a petabyte-scale pretraining dataset? The answer is no. A key experiment shows that a **surprisingly small pool of unique pretraining tokens** is sufficient for the injection to be effective. This makes the method far more accessible and easier to implement than one might assume.

<https://arxiv.org/abs/2401.05605>

**Eden’s and Mike’s Daily Paper: 23.08.25**  
**MemOS: An Operating System for Memory-Augmented Generation (MAG) in Large Language Models**

LLMs are today at the forefront of many domains and achieve strong performance in various tasks such as coding, answering scientific questions, and more. The authors of the article argue that the future of these models lies in their transformation into tools that maintain state and can apply reasoning over extended periods within the session in which they operate. State may include past interactions such as user preferences, task execution, and more. As a result, the central problem the authors discuss arises: how can all of this information (state) be stored in a way that allows for easy searching and retrieval?

They argue that memory is necessary to meet this need. Memory will turn the language model into one that can consistently maintain its identity and the behavior expected of it over time. The memory must be capable of handling high rates of data transfer and storage, and be efficient and dynamic in accordance with changes occurring over time. All of this led them to the idea that an operating-system-like memory is suitable for the task. Such memory includes short-term memory, long-term memory (stored on disk), and also enables additional features such as auditing access to memory, tagging who made a request, and more. According to the authors, future agents that use this memory will be able to decide on their own when to access memory to retrieve information, when to summarize pieces of information into rules for quick retrieval, and more.

Current State of Affairs

Today, the memory of LLMs is parametric memory, in which all knowledge is encoded into the model’s parameters (i.e., weights). The problem with this type of memory is that it is static, and therefore requires retraining (fine-tuning) in order to provide the models with new knowledge—a process that can be costly and unstable. The common solution to this today is the use of Retrieval Augmented Generation (RAG). This method enables models to access up-to-date information at runtime without the need for retraining. The approach involves pushing the information into the model’s context window as part of the prompt.

According to the authors, RAG is not a substitute for memory, since it does not treat information as something that changes over time. Therefore, it cannot serve as long-term memory but only as a short-term solution. As a result, models struggle to recall information from the beginning of a conversation when the dialogue is long. They highlight four types of contexts in which models encounter difficulties:

* **Modeling long-term dependencies:** When the model needs to follow the user’s writing style. In the case of a large context spanning the entire conversation, the model quickly forgets the style and reverts to standard writing.
* **Flexibility to evolving information:** Information in the real world develops and changes (e.g., updating company documents, updating code in Git, etc.). RAG does not allow for maintaining a timeline that tracks these changes, which can result in outdated information being provided to the model.
* **Support for multiple roles (multi-roles):** LLMs currently lack the ability to maintain memory for different users, roles, and tasks. Each interaction or session is a clean slate that ignores the past. According to the authors, the memory offered by tools like ChatGPT is naïve and does not allow structural control over information.
* **Migration across systems:** Memory should be able to move between systems, which is not the case today. For example, a conversation history in ChatGPT cannot be transferred to Claude. Migration of memory from one system to another is a fundamental requirement for sustainable memory.

**Solution:**

The researchers propose MemOS, a system that simulates operating-system-like memory for language models. This concept offers three key advantages:

* **Control:** The system allows scheduling of memory creation, updating, merging memories into one, and deletion. In addition, it provides transparency and control with access restrictions (access control) granted only to authorized users, as well as auditing of actions.
* **Flexibility:** The memory supports smooth transitions between tasks or goals, enabling models to switch memory according to the task or update it based on changes that occur.
* **Evolution:** The memory allows for transitions between different types of memory as needed—parametric memory (the model’s internal memory) and structured external memory. This makes it possible, for example, to compress long-term information into the model’s own parameters.

Their guiding principle is that an operating system provides abstraction of resources, unified scheduling, and control. According to them, language models should be treated similarly, in the role of software requesting access to resources. Therefore, they divided the system into three layers, following the same principles, and mapped in each layer the components of a standard operating system to the corresponding components in their system.
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For example, in the **core layer** (where memory resides), three types of memory can be identified. Looking at **parametric memory**, which serves as long-term memory, we see that in a traditional operating system this role is handled by computer registers, while in MemOS the responsible component is also called parametric memory, referring to the model’s parameters. Another example is system access: in a regular operating system, access is performed through system calls, while in MemOS there is an interface (API) managed by the *MemoryAPI* component.

The researchers draw inspiration from language model training and note that, just as a language model can be trained on new data or new tasks, memory itself can also be trained. They call this process Mem-Training (MT). MT enables the collection of memory fragments, their reorganization, and retrieval—all during runtime. The learning occurs through repeated interactions of the system (via the model) with the user or the environment, turning those interactions into retrievable memory pieces for future use.

As shown in the table, the architecture of the system is built on three layers:

* **Interface / Management Layer:** This is the layer between the user and the memory. It provides the Memory API, which supports reading, writing, updating, and querying memory and its components. *MemReader* transforms free-form requests into structured *MemQuery* inputs. An example query would be: *“Summarize my meeting notes from last month.”* The component extracts relevant details such as the time range (*last month*), type of memory (*meeting notes*), and desired output (*summary*). This layer also checks permissions in coordination with *MemGov*.
* **Operations Layer:** Responsible for managing background processes. The core component here is the *MemOperator*, which carries out tasks such as building the memory graph and retrieving from semantic memory. The *MemScheduler* performs optimization and scheduling of processes according to context and intent. The final component, *MemLifecycle*, tracks changes and state transitions of components to ensure full transparency.
* **Infrastructure Layer:** Handles security and storage. *MemGovernance* enforces rules regarding access and use of sensitive data. *MemVault* manages repositories of memories, such as user-specific folders or domain-related memories. *MemStore* allows for sharing memories externally across different agents.
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The basic memory unit in MemOS is called a **MemCube**, which is an abstraction of a memory resource designed to represent all types of memory in the system. Each such memory cube contains two components:

1. **Memory Payload** – the semantic content itself.
2. **Metadata** – which comes in one of three types:  
   * **Descriptive Identifier:** Contains information such as a timestamp (the most recent time a change was made to the MemCube during its lifetime), the origin structure (where the information came from, e.g., a user query or a model response), and the semantic type (the intended use of the memory, e.g., prompt, user preferences, etc.).
   * **Governance Attributes:** Contains information that contributes to data security by defining rules such as access control (who can access the memory), traceability (the classification of the memory), and TTL (how long the memory can exist).
   * **Access Pattern:** Records when and how often this memory cube was accessed. This allows MemOS to prioritize certain MemCubes.
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The memory structure in MemOS includes three types of memory that form a hierarchy:

1. **Plain Text Memory** – This is an external, separate memory that is dynamically accessible. Examples of stored content include prompts, paragraphs, and more. This memory is linked to activation memory, which offers faster access; therefore, frequently used plain text memory can be promoted into activation memory for quicker retrieval (similar to moving data from disk to cache). The information here is stored as a graph of *task–concept–fact*. This type of memory is especially useful for multi-agent tasks, personality modeling, and tasks that rely heavily on factual knowledge (*facts-heavy tasks*).
2. **Activation Memory** – An intermediate memory that contains the hidden states generated during the inference process. The KV Cache mechanism is a central component of this memory. MemOS can leverage this component to inject memory directly into the model’s attention layers through the KV Cache mechanism.
3. **Parametric Memory** – The model’s parameters, which represent its overall knowledge and memory. This memory is primarily intended for the model to retain its capabilities, for example, as a summarization expert or a legal advisor. MemOS allows updating this memory through lightweight training methods such as adapter-based fine-tuning (e.g., LoRA).

![](data:image/png;base64,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)

To support these transitions between different types of memory, the MemOS system incorporates what the authors call **Policy-Aware Scheduling**. The system adapts the type of memory according to its usage and aligns its content with the task. This is achieved through a **Contextual Fingerprint**, which is a semantic signature of a memory unit represented as a vector. This enables fast retrieval and task-specific matching through vector or semantic search. In addition, for each memory, the system records when it was last updated over time, ensuring full transparency.

<https://arxiv.org/abs/2505.22101>

**Listening for Contradictions: How to Spot an Adversarial Attack from the Inside**

**Mike’s Daily Paper: 25.08.25**

**Pulling Back the Curtain: Unsupervised Adversarial Detection via Contrastive Auxiliary Networks**

Deep learning models are the engines of modern AI, but they have a critical vulnerability: adversarial attacks. These attacks use tiny, imperceptible perturbations to fool models into making wildly incorrect predictions, with potentially catastrophic consequences. For years, the AI community has been locked in an arms race, with defenses often being computationally expensive and limited in scope.

The reviewed paper proposes a clever new defense called **U-CAN**. Instead of trying to make the model itself more robust, U-CAN acts as a separate immune system, detecting and flagging adversarial inputs before they can do harm. Crucially, it works in an unsupervised way, meaning it doesn't need to see any attacks during training.

### **The U-CAN Idea: A Peek Inside the Black Box**

So how does U-CAN work its magic? The core idea is to look at the *internal representations* of the model. Think of a deep learning model as a series of layers, each creating a more abstract representation of the input. U-CAN attaches small "auxiliary networks" to these intermediate layers, like tiny probes that "see" what the model is "thinking" at different stages.

The key insight is that while adversarial inputs look normal to us, they create chaos within the model's internal layers. U-CAN is designed to detect this internal inconsistency. During the detection phase, the outputs from the different auxiliary network, each observing a different layer are compared. For a benign input, these outputs are highly similar, telling a consistent story as data flows through the model. An adversarial input, however, creates conflicting signals, causing the outputs to diverge. U-CAN calculates the distance between these outputs; a high dissimilarity score acts as a red flag, identifying the input as a likely adversary. It's an elegant way of detecting attacks by listening for internal contradictions.

### **The "Mathy" Part (Without the Math)**

Now, let's get a little more "mathy," but without the equations. The secret sauce behind U-CAN's success lies in a few key components and a very specific training philosophy.

* **Auxiliary Networks:** These small, lightweight networks are non-invasive, meaning they don't change the main model's parameters or affect its performance on its original task.
* **Projection Layers:** These layers take the high-dimensional representations from the main model and project them into a lower-dimensional space, making it easier to spot anomalies.
* **ArcFace-based Linear Layers:** Originally from face recognition, this technique is adapted to create highly discriminative representations that can effectively tell the difference between benign and adversarial patterns.

Crucially, the training process itself is what makes U-CAN so practical. Given a pretrained target model M, each auxiliary network is trained to refine these internal feature maps while keeping the main model **M frozen**. During this training, the goal is to **maximize intra-class similarity**, making the internal patterns for all "normal" inputs of the same class look as similar as possible while **enforcing a margin that separates instances from different classes**.

This "frozen model" approach has profound implications. It means you don't have to retrain your original, often massive, model from scratch, making U-CAN incredibly efficient and easy to bolt onto existing AI systems. Since the main model's weights are untouched, its performance isn't degraded—a common side effect of other defenses. By focusing the auxiliary networks on creating a tight, well-defined cluster for "normal" data, U-CAN learns a high-fidelity signature of legitimacy. Any input producing an internal representation that falls outside this boundary is immediately flagged.

**Why This is a Big Deal for AI Safety 🛡️**

The implications of this work for AI safety and security are significant. U-CAN offers several advantages over existing defense methods:

* **It's unsupervised:** It can detect new types of attacks it has never seen before, a huge advantage over methods like adversarial training.
* **It's non-invasive:** U-CAN doesn't modify the main model's parameters, so it doesn't hurt its performance on its original task.
* **It's scalable:** The lightweight auxiliary networks can be added to existing models without significant computational overhead.

Of course, no defense is perfect, and new attacks will likely be developed to bypass U-CAN. But this work represents a significant step forward in the arms race against adversarial attacks. It's a clever, elegant, and effective solution to one of the most pressing problems in AI safety today. By "pulling back the curtain" on the internal workings of deep learning models, the authors of this paper have given us a powerful new tool to protect our AI systems from malicious attacks. The future of AI just got a little bit safer.

<https://arxiv.org/pdf/2502.09110>

**Memento: The Dawn of Gradient-Free Agent Learning**

**Mike’s Daily Paper: 27.08.25**

**Memento: Fine-tuning LLM Agents without Fine-tuning LLMs**

This paper proposes a new paradigm for building LLM agents that can learn and adapt from experience, all without the crippling cost of actually fine-tuning the LLM. It's a clever fusion of classic AI and modern reinforcement learning that feels like a genuine step forward.

For a while now, the world of LLM agents has been split into two camps. On one side, you have rigid, handcrafted systems with fixed workflows. They're reliable for narrow tasks but brittle; they can't learn or adapt once deployed. On the other side, you have the "fine-tune everything" approach, where you try to bake new skills directly into the LLM's parameters using reinforcement learning. This is powerful but astronomically expensive, slow, and risks "catastrophic forgetting," where the model loses old skills while learning new ones.

This leaves us with a critical question: How can we build agents that learn continuously from their environment without the prohibitive cost of retraining the core model? The paper introduces a third way. Instead of modifying the LLM's internal, parametric knowledge, Memento externalizes learning into an adaptive memory system. The agent fine-tunes its *ability to use its memory*, not the LLM itself. It’s an elegant solution that offers a scalable, efficient path toward agents that acquire skills in real-time.

**The Novelty: Memory as the Policy**

The core innovation in Memento is to reframe the agent's learning process. Instead of teaching the LLM new tricks, the goal is to teach the agent to become an expert at referencing its own past experiences; both successes and failures. This is achieved by combining a rigorous mathematical framework with a psychologically grounded reasoning process.

### A New Formalism: The Memory-Augmented MDP

The authors' first contribution is to formally model the agent's world as a Memory-augmented Markov Decision Process (M-MDP). This is more profound than it sounds. A standard Markov Decision Process (MDP) defines how an agent should choose an action based on its *current state*. The M-MDP adds a new, crucial variable to the equation: the agent's memory. Now, the optimal action depends not just on the current situation, but on the entire bank of past experiences the agent has accumulated.

This formalism turns the vague idea of "learning from experience" into a solvable optimization problem. The agent's behavior is no longer just a function of its current state, but a policy that explicitly conditions on its memory.

### The Engine: Case-Based Reinforcement Learning

The M-MDP is the "what," but **Case-Based Reasoning (CBR)** is the "how." Memento implements a CBR policy where, at each step, the agent performs a two-stage process:

1. **Retrieve:** It first consults its memory, a growing "Case Bank" of past trajectories, and selects a relevant past *case*. A case is a simple triplet: the state it was in, the action it took, and the reward it received.
2. **Reuse & Adapt:** It then feeds this retrieved case to the LLM planner, along with the current task. The LLM's job is to adapt the solution from the old case to the new problem.

The true genius of the system lies in the retrieval step. How does it learn *which* case to retrieve? A naive approach might just find the most semantically similar past experience. But Memento is far more sophisticated. It learns a **case-retrieval policy** using reinforcement learning.

The "action" in this RL setup isn't a tool call or a line of code; it's the **act of selecting a memory**. The system learns, through trial and error, a value function that predicts how useful a particular past case will be for solving the current problem. This is achieved via **soft Q-learning**, where the agent is rewarded for selecting cases that lead to successful outcomes. The "soft" part encourages exploration, preventing the agent from getting stuck retrieving the same few memories over and over.

This learned Q-function is the "fine-tuned" part of the agent. But critically, it’s a tiny, efficient neural network—not a multi-billion parameter LLM. The agent's brain (the LLM) remains frozen, while its skill in accessing its own experience (the memory retrieval policy) constantly improves.

### Parametric vs. Non-Parametric Memory

Memento implements this retrieval policy in two flavors:

* **Non-Parametric Memory:** This is the simpler baseline, where cases are retrieved based on cosine similarity. It works, but it's "dumb," treating all similar past experiences as equally valuable.
* **Parametric Memory:** This is the full, learned approach. Here, a small neural Q-function is trained online to predict the utility of retrieving a given case for the current state. Every time the agent completes a task, it doesn't just save the experience; it uses that outcome to update its Q-function, subtly refining its understanding of which memories are most valuable. This parametric approach consistently outperforms the non-parametric one, proving that *learning to retrieve* is a more powerful mechanism than simply *finding similar things*.

**Performance and Why It Matters**

The results speak for themselves. Memento achieved top-1 performance on the GAIA benchmark's validation set and demonstrated significant, consistent gains across a wide range of other benchmarks like DeepResearcher and SimpleQA.

But the most important results come from the ablation studies, which systematically dismantle Memento to prove where the magic comes from:

* **Planning is essential:** The base planner-executor architecture provides a massive lift over a simple tool-using LLM, confirming that task decomposition is key.
* **CBR provides an additive boost:** Layering the case-based memory on top of the planner yields another consistent jump in performance across all tasks. This proves the memory system is not just a gimmick but a core contributor to the agent's success.
* **It generalizes:** When trained on one set of tasks and tested on completely out-of-distribution (OOD) datasets, Memento showed absolute performance gains of up to 9.6%. This is crucial: learning from experience allows the agent to develop generalized problem-solving strategies that transfer to novel situations.

Memento offers a compelling new blueprint for building LLM agents. By decoupling the agent's stable, core reasoning engine (the LLM) from its dynamic, evolving experience (the adaptive case memory), it provides a computationally feasible path toward creating agents capable of genuine lifelong learning. It’s a principled framework that moves beyond ad-hoc prompting and toward a robust, mathematically grounded science of agent design.

<http://arxiv.org/abs/2508.16153>

**Beyond the Majority Vote: Confidence-Aware Generation**

**Mike’s Daily Paper: 29.08.25**

**DEEP THINK WITH CONFIDENCE**

Review No. 497 - 3 more reviews to go for the 500th, and today a short review of an article with a flashy name (which indeed enjoyed significant hype) with a rather intuitive idea that made me wonder how no one has done this before (if that's true).

The paper proposes an entropy-based method for sampling from autoregressive language models (although I think the proposed approach can be relatively easily extended to models that generate output non-autoregressively, like diffusion-based language models). As you probably know, entropy is a measure of uncertainty and can be used in language models to estimate the model's "degree of confidence" in the output it generates.

Autoregressive language models generate each token based on the distribution of that token given its preceding context. The higher the entropy of the predicted token, which is equal to the negative log of its probability, the higher its uncertainty. That is, as the probability of the token decreases, the uncertainty associated with its selection increases. As mentioned, the authors propose a sampling method based on the average entropy of the tokens in the generated text.

In particular, in cases where the model generates several answers to a mathematical question, we then choose the correct answer not with a simple majority vote (i.e., the final answer that most of the answers converged to) but by weighting each answer with its certainty, that is, with the average entropy of all its tokens. This way, answers that the model is very unsure about are filtered out.

The authors also suggest setting a threshold for the maximum uncertainty of the model's answer. If the current average uncertainty of the answer (recalculated for each generated token) exceeds the threshold, the answer is discarded, and the model stops generating it. The threshold is set as a percentile of the uncertainties of the correct answers during a warm-up phase.

Additionally, the authors propose determining the number of answers sampled from the model based on the difficulty of the question. The less "agreement" there is between the results of the different answers, the more answers the model generates, with the answers having too high uncertainty being filtered out as mentioned.

A nice paper, but it leaves a feeling that I've seen something like this before....

<https://arxiv.org/abs/2508.15260>

**The Rise of Machiavellian AI? Unpacking the Strategic Mind of LLMs**

**Mike’s Daily Paper: 31.08.25**

**Strategic Intelligence in Large Language Models: Evidence from evolutionary Game Theory**

A recent paper moves beyond testing language skills to probe the strategic intelligence of leading AI models. Using evolutionary game theory, it reveals that these AIs possess distinct, adaptable, and sometimes ruthless decision-making styles. The rapid advancement of LLMs has raised a fundamental question: Do these systems merely mimic human expression, or can they genuinely reason?

A new paper tackles this question by moving the evaluation from conversational ability to the high-stakes world of strategic competition. The authors, Kenneth Payne and Baptiste Alloui-Cros, designed a series of tournaments based on a classic scenario from game theory to test whether today's most advanced AIs can think strategically, anticipate rivals' moves, and adapt their behavior to win.

The study’s core innovation is its use of evolutionary tournaments based on the Iterated Prisoner's Dilemma (IPD). This approach is a significant step beyond simple, one-off interactions. In these tournaments, a population of agents, including both classic, hard-coded strategies and agents powered by LLMs from Google, OpenAI, and Anthropic, play against each other repeatedly. After each round, the most successful agents "reproduce," meaning their numbers increase in the next generation, while the least successful agents are eliminated. This creates a dynamic, competitive ecosystem where only the fittest strategies survive.

### **Methodology: A Test of Reason, Not Memory**

The Prisoner's Dilemma is a scenario where two participants can either "cooperate" or "defect." While mutual cooperation is beneficial for both, an individual player can get a higher payoff by defecting while their opponent cooperates. This creates a powerful tension between personal gain and mutual benefit. Playing the game repeatedly (iterating) introduces complex elements like reputation, trust, and retaliation, making it an ideal test for strategic thought.

To ensure they were testing active reasoning rather than just memorization of known tactics, the researchers introduced a crucial variable: the **"shadow of the future”**. In each tournament, they varied the probability that a match would end after any given round. When the future is long and certain (a low termination probability), cooperation is incentivized. When the future is short and uncertain (a high termination probability), the incentive shifts towards immediate, selfish defection. This constant uncertainty, along with the novelty of playing against other unpredictable LLMs, creates a situation where simply recalling strategies from the academic literature is of limited use. The models are forced to analyze the situation and make decisions on the fly.

### **The Findings: Distinct Strategic Fingerprints**

The study analyzed nearly 32K decisions and their accompanying prose rationales to create "strategic fingerprints", a visual profile of each model's decision-making style. The results revealed consistent and remarkably different personalities among the AI agents.

* **Google's Gemini: The Calculating Game Theorist**. Gemini emerged as a "Machiavellian" and strategically ruthless player. It proved highly adaptable, exploiting overly cooperative opponents while quickly punishing defectors. Its reasoning was intensely focused on the time horizon; in the tournament with a 75% chance of termination, Gemini correctly identified that the game was nearly a one-shot encounter and switched to a strategy of relentless defection. This rational, ruthless approach allowed it to dominate and eliminate more trusting rivals.
* **OpenAI's GPT Models: The Principled but Stubborn Cooperator**. In stark contrast, OpenAI's models were consistently cooperative and forgiving, a trait that proved to be a critical weakness in harsh environments.. The paper describes this model as a "principled and stubborn cooperator" and an "idealist" that fails to adapt. Even as the shadow of the future shortened, OpenAI continued its attempts to build trust, making it a "sucker" that was systematically exploited by more cynical agents like Gemini.
* **Anthropic's Claude: The Sophisticated Diplomat**. Claude was the most forgiving of the LLMs, demonstrating a remarkable willingness to restore cooperation even after being exploited. It was described as a "sophisticated diplomat" that seemed to understand the "social dynamics of the game" better than the other two. While highly cooperative, its strategy was more nuanced than OpenAI's, allowing it to survive and even outperform GPT in head-to-head comparisons..

**Reasoning or Spandrel? Probing the Nature of AI Thought**

A central question is whether the models' prose rationales are integral to their decisions or merely post-hoc justifications, an evolutionary "spandrel" without instrumental purpose. The paper argues strongly that the reasoning is integral, pointing to several key pieces of evidence.

First, the models developed radically different strategies despite presumably being trained on the same body of literature about the Prisoner's Dilemma. If they were just retrieving memorized patterns, one would expect more uniform behavior. Instead, Gemini drew the lesson to "think carefully about time," while OpenAI concluded that "cooperation is best".

Second, the rationales correlate tightly with actions. For example, the very act of modeling an opponent's strategy led to lower cooperation rates. Most compellingly, the paper highlights instances where the models made mistakes in their reasoning and then acted on those mistakes. In one case, Gemini miscalculated the expected number of rounds in a match, and based on this faulty premise, it chose to cooperate where it otherwise would have defected. This provides powerful evidence that for an LLM, the act of "thinking" (generating a rationale) and "acting" (making a decision) are deeply intertwined.

The study concludes that LLMs are a new form of strategic actor. They are not perfect reasoners but occasionally "hallucinate" or misread the game's history but they are capable of sophisticated, adaptive, and distinct strategic thought. This work pushes our understanding of AI forward, suggesting we are creating not just better tools, but new kinds of minds.

<https://arxiv.org/abs/2507.02618>

**A Guide to the Chaos: A New Survey Finally Maps the LLM Benchmark Maze**

**Mike’s Daily Paper: 02.09.25**

**A Survey on Large Language Model Benchmarks**

In the fast-paced world of AI, we're flooded with benchmarks. Every new model comes with a new set of tests to prove its capabilities, creating a chaotic landscape where it's hard to know what's truly a step forward. This makes comparing models and tracking real progress incredibly difficult, especially as these systems are deployed in high-stakes fields like medicine and finance.

A new survey paper brings much-needed clarity to this confusion. By systematically organizing 283 different benchmarks, the paper provides the first comprehensive map of the entire field. Its core innovation is a simple but powerful three-part system for classifying these tests, which helps us understand the past, present, and future of how we measure AI. This shared language is vital for researchers to identify gaps and build better, more meaningful evaluations.

#### **The Main Idea: A New Framework for Evaluation**

The paper's biggest contribution is sorting all LLM benchmarks into three clear categories, moving from basic skills to specialized, high-stakes tasks.

1. **General Capabilities Benchmarks:** These are the foundational tests for any language model, covering its core skills in linguistics, knowledge, and reasoning. The survey shows how these have evolved from early tests like GLUE, which aimed to unify evaluation, to tougher, adversarial benchmarks designed to expose models' reliance on "spurious statistical cues" rather than true understanding. Now, the field is moving towards "living benchmarks" like HELM that constantly update to stay ahead of the models' rapidly growing abilities.
2. **Domain-Specific Benchmarks:** This category tracks how LLMs are growing from general tools into specialized experts in fields like science, law, and engineering. The survey shows how benchmarks must adapt to each field. In engineering, for example, tests have shifted from simple function-level code generation (HumanEval) to highly realistic, system-level problems sourced from actual GitHub issues (SWE-bench). In law, benchmarks like LawBench now use established educational frameworks like Bloom's Taxonomy to assess different cognitive levels of legal reasoning.
3. **Target-Specific Benchmarks:** This is the most forward-looking category, focused not on what a model *knows*, but on *how it behaves*. It covers the two areas that will define the future of AI:
   * **Risk & Reliability:** This area tackles the biggest problems with LLMs, like making things up (hallucination), showing bias, and leaking private data. The survey details the ongoing race between "jailbreak" techniques—where users subtly trick a model into bypassing its safety rules —and new safety tests that use automated red-teaming to find vulnerabilities.
   * **Agents:** This is the new frontier, where LLMs act as autonomous systems that can plan, use tools, and interact with software to achieve goals. The paper organizes these advanced benchmarks by what they measure: specific skills like tool use, overall performance on complex tasks, expertise in a professional domain, and safety in risky situations.

#### **More Than a Map: A Clear-Eyed Look at What's Broken**

The paper also provides a sharp, sobering critique of the major problems in how we currently evaluate LLMs. It goes beyond just listing benchmarks to diagnose the flaws that undermine our trust in their results.

* **Data Contamination:** There's a huge risk that models were trained on the test questions, which leads to "inflated evaluation results" that don't reflect what the model can actually do on its own. The paper highlights the importance of creating "dynamic" and "contamination-resistant benchmarks" that use new or private data to ensure a fair test.
* **Cultural and Linguistic Bias:** Most benchmarks are focused on English, which means they don't fairly evaluate models on languages with different structures and cultural contexts. This "anglophone focus" can hide poor performance and lead to a distorted view of a model's true capabilities across the globe.
* **Ignoring the "How" and the Real World:** The survey points out a major blind spot: we mostly care about the final answer and ignore *how* the model got there. This focus on a single accuracy score fails to "comprehensively portray the complex capabilities of LLMs" and can hide flawed reasoning. Furthermore, most tests are static and don't reflect the dynamic, ever-changing nature of the real world, where models need to adapt.

By organizing hundreds of benchmarks into a single, understandable framework and highlighting the critical challenges we face, this paper is an essential guide. It empowers developers, researchers, and industry leaders to move beyond simple leaderboards and ask deeper questions. Its ultimate value is in helping shift the conversation from just "what can models do" to the far more important question of "how should they perform responsibly".

https://arxiv.org/abs/2508.15361

**Mike's Daily Paper: 05.09.25  
Group Sequence Policy Optimization**

**Deep Learning Paper Review No. 500:**

Paper Review No. 500, and seemingly a festive one. At first, I thought about choosing a special paper, but after deep (but not long) deliberation, I decided to postpone the celebration to paper no. 512. And then we'll decide, maybe we'll postpone it to 555 or something like that - we'll see how the surprises my partners and I are preparing for you have progressed 🙂.

The paper proposes an improvement to the GRPO or Group Relative Policy Optimization method, which belongs to the RHLF family of methods used for training and fine-tuning language models. The proposed method, named GSPO (they replaced Relative with Sequence), changes the objective function of GRPO.

Broadly speaking, GRPO maximizes the product of two factors (there are also some clip functions there). The first factor is the advantage of the current policy (which is basically the conditional distribution of the token given its preceding context) over the old policy (from which the tokens are sampled during training). GRPO, unlike the classic PPO, does not calculate it through a value function but calculates it relative to the rewards obtained for the tokens sampled for the same prompt (which is why the word "group" appears in the method's name).

The second factor is the ratio of the new policy that is being optimized (the conditional distribution of the model's tokens) to the old policy from which the tokens are sampled. Here lies the main difference between GRPO and the proposed method, in how this ratio is calculated. In GRPO, it is calculated as a ratio of the new and old policies at the token level, normalized by the length of the response up to that token. This calculation, of course, has high variance, which is the reason for the presence of several clip functions in the objective function to prevent larger changes. By the way, in PPO the calculation is performed at the entire response level, but that makes the rewards sparse, which is of course not a simple scenario in RL problems.

The paper proposes 2 methods. The first, which brings back the calculation at the entire response level, calculates the ratio as an average of the probabilities of all tokens (in log scale), with each one normalized by the length of the response up to that token. The second proposed method, similar to GRPO, keeps the calculation at the token level, but the probability ratio for each token is calculated similarly to the first method - only the average is calculated on the token. Both methods seem to have lower variance than GRPO, but the clip functions are still present in the objective function.

The paper makes quite a few claims about the relationship between the proposed method and the objective functions of GRPO and PPO to importance sampling or IS. I'll mention that IS is a method for sampling from a distribution P that is difficult to sample from, by sampling from a distribution Q that is easier to sample from. The importance weight for a sample x is the ratio of the probability of x under P and under Q. Although there is a real connection between IS and the methods mentioned in the paper, I was not convinced that all the arguments in the paper are mathematically correct - it's possible that I didn't understand them deeply enough.

Either way, an interesting paper and worthy of being number 500!

<https://www.arxiv.org/abs/2507.18071>